![https://raw.githubusercontent.com/nmtri1987/You-Dont-Know-JS/master/async%20%26%20performance/cover.jpg](data:image/jpeg;base64,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)

# Chapter 1: Asynchrony: Now & Later

One of the most important and yet often misunderstood parts of programming in a language like JavaScript is how to express and manipulate program behavior spread out over a period of time.

This is not just about what happens from the beginning of a for loop to the end of a for loop, which of course takes some time (microseconds to milliseconds) to complete. It's about what happens when part of your program runs now, and another part of your program runs later -- there's a gap between now and later where your program isn't actively executing.

Practically all nontrivial programs ever written (especially in JS) have in some way or another had to manage this gap, whether that be in waiting for user input, requesting data from a database or file system, sending data across the network and waiting for a response, or performing a repeated task at a fixed interval of time (like animation). In all these various ways, your program has to manage state across the gap in time. As they famously say in London (of the chasm between the subway door and the platform): "mind the gap."

In fact, the relationship between the now and later parts of your program is at the heart of asynchronous programming.

Asynchronous programming has been around since the beginning of JS, for sure. But most JS developers have never really carefully considered exactly how and why it crops up in their programs, or explored various other ways to handle it. The good enough approach has always been the humble callback function. Many to this day will insist that callbacks are more than sufficient.

But as JS continues to grow in both scope and complexity, to meet the ever-widening demands of a first-class programming language that runs in browsers and servers and every conceivable device in between, the pains by which we manage asynchrony are becoming increasingly crippling, and they cry out for approaches that are both more capable and more reason-able.

While this all may seem rather abstract right now, I assure you we'll tackle it more completely and concretely as we go on through this book. We'll explore a variety of emerging techniques for async JavaScript programming over the next several chapters.

But before we can get there, we're going to have to understand much more deeply what asynchrony is and how it operates in JS.

## A Program in Chunks

You may write your JS program in one .js file, but your program is almost certainly comprised of several chunks, only one of which is going to execute now, and the rest of which will execute later. The most common unit of chunk is the function.

The problem most developers new to JS seem to have is that later doesn't happen strictly and immediately after now. In other words, tasks that cannot complete now are, by definition, going to complete asynchronously, and thus we will not have blocking behavior as you might intuitively expect or want.

Consider:

// ajax(..) is some arbitrary Ajax function given by a library

var data = ajax( "http://some.url.1" );

console.log( data );

// Oops! `data` generally won't have the Ajax results

You're probably aware that standard Ajax requests don't complete synchronously, which means the ajax(..) function does not yet have any value to return back to be assigned to data variable. If ajax(..) could block until the response came back, then the data = .. assignment would work fine.

But that's not how we do Ajax. We make an asynchronous Ajax request now, and we won't get the results back until later.

The simplest (but definitely not only, or necessarily even best!) way of "waiting" from now until later is to use a function, commonly called a callback function:

// ajax(..) is some arbitrary Ajax function given by a library

ajax( "http://some.url.1", function myCallbackFunction(data){

console.log( data ); // Yay, I gots me some `data`!

} );

**Warning:** You may have heard that it's possible to make synchronous Ajax requests. While that's technically true, you should never, ever do it, under any circumstances, because it locks the browser UI (buttons, menus, scrolling, etc.) and prevents any user interaction whatsoever. This is a terrible idea, and should always be avoided.

Before you protest in disagreement, no, your desire to avoid the mess of callbacks is not justification for blocking, synchronous Ajax.

For example, consider this code:

function now() {

return 21;

}

function later() {

answer = answer \* 2;

console.log( "Meaning of life:", answer );

}

var answer = now();

setTimeout( later, 1000 ); // Meaning of life: 42

There are two chunks to this program: the stuff that will run now, and the stuff that will run later. It should be fairly obvious what those two chunks are, but let's be super explicit:

Now:

function now() {

return 21;

}

function later() { .. }

var answer = now();

setTimeout( later, 1000 );

Later:

answer = answer \* 2;

console.log( "Meaning of life:", answer );

The now chunk runs right away, as soon as you execute your program. But setTimeout(..) also sets up an event (a timeout) to happen later, so the contents of the later() function will be executed at a later time (1,000 milliseconds from now).

Any time you wrap a portion of code into a function and specify that it should be executed in response to some event (timer, mouse click, Ajax response, etc.), you are creating a later chunk of your code, and thus introducing asynchrony to your program.

### Async Console

There is no specification or set of requirements around how the console.\* methods work -- they are not officially part of JavaScript, but are instead added to JS by the hosting environment (see the Types & Grammar title of this book series).

So, different browsers and JS environments do as they please, which can sometimes lead to confusing behavior.

In particular, there are some browsers and some conditions that console.log(..) does not actually immediately output what it's given. The main reason this may happen is because I/O is a very slow and blocking part of many programs (not just JS). So, it may perform better (from the page/UI perspective) for a browser to handle console I/O asynchronously in the background, without you perhaps even knowing that occurred.

A not terribly common, but possible, scenario where this could be observable (not from code itself but from the outside):

var a = {

index: 1

};

// later

console.log( a ); // ??

// even later

a.index++;

We'd normally expect to see the a object be snapshotted at the exact moment of the console.log(..) statement, printing something like { index: 1 }, such that in the next statement when a.index++ happens, it's modifying something different than, or just strictly after, the output of a.

Most of the time, the preceding code will probably produce an object representation in your developer tools' console that's what you'd expect. But it's possible this same code could run in a situation where the browser felt it needed to defer the console I/O to the background, in which case it's possible that by the time the object is represented in the browser console, the a.index++ has already happened, and it shows { index: 2 }.

It's a moving target under what conditions exactly console I/O will be deferred, or even whether it will be observable. Just be aware of this possible asynchronicity in I/O in case you ever run into issues in debugging where objects have been modified after a console.log(..) statement and yet you see the unexpected modifications show up.

**Note:** If you run into this rare scenario, the best option is to use breakpoints in your JS debugger instead of relying on console output. The next best option would be to force a "snapshot" of the object in question by serializing it to a string, like with JSON.stringify(..).

## Event Loop

Let's make a (perhaps shocking) claim: despite clearly allowing asynchronous JS code (like the timeout we just looked at), up until recently (ES6), JavaScript itself has actually never had any direct notion of asynchrony built into it.

**What!?** That seems like a crazy claim, right? In fact, it's quite true. The JS engine itself has never done anything more than execute a single chunk of your program at any given moment, when asked to.

"Asked to." By whom? That's the important part!

The JS engine doesn't run in isolation. It runs inside a hosting environment, which is for most developers the typical web browser. Over the last several years (but by no means exclusively), JS has expanded beyond the browser into other environments, such as servers, via things like Node.js. In fact, JavaScript gets embedded into all kinds of devices these days, from robots to lightbulbs.

But the one common "thread" (that's a not-so-subtle asynchronous joke, for what it's worth) of all these environments is that they have a mechanism in them that handles executing multiple chunks of your program over time, at each moment invoking the JS engine, called the "event loop."

In other words, the JS engine has had no innate sense of time, but has instead been an on-demand execution environment for any arbitrary snippet of JS. It's the surrounding environment that has always scheduled "events" (JS code executions).

So, for example, when your JS program makes an Ajax request to fetch some data from a server, you set up the "response" code in a function (commonly called a "callback"), and the JS engine tells the hosting environment, "Hey, I'm going to suspend execution for now, but whenever you finish with that network request, and you have some data, please call this function back."

The browser is then set up to listen for the response from the network, and when it has something to give you, it schedules the callback function to be executed by inserting it into the event loop.

So what is the event loop?

Let's conceptualize it first through some fake-ish code:

// `eventLoop` is an array that acts as a queue (first-in, first-out)

var eventLoop = [ ];

var event;

// keep going "forever"

while (true) {

// perform a "tick"

if (eventLoop.length > 0) {

// get the next event in the queue

event = eventLoop.shift();

// now, execute the next event

try {

event();

}

catch (err) {

reportError(err);

}

}

}

This is, of course, vastly simplified pseudocode to illustrate the concepts. But it should be enough to help get a better understanding.

As you can see, there's a continuously running loop represented by the while loop, and each iteration of this loop is called a "tick." For each tick, if an event is waiting on the queue, it's taken off and executed. These events are your function callbacks.

It's important to note that setTimeout(..) doesn't put your callback on the event loop queue. What it does is set up a timer; when the timer expires, the environment places your callback into the event loop, such that some future tick will pick it up and execute it.

What if there are already 20 items in the event loop at that moment? Your callback waits. It gets in line behind the others -- there's not normally a path for preempting the queue and skipping ahead in line. This explains why setTimeout(..) timers may not fire with perfect temporal accuracy. You're guaranteed (roughly speaking) that your callback won't fire before the time interval you specify, but it can happen at or after that time, depending on the state of the event queue.

So, in other words, your program is generally broken up into lots of small chunks, which happen one after the other in the event loop queue. And technically, other events not related directly to your program can be interleaved within the queue as well.

**Note:** We mentioned "up until recently" in relation to ES6 changing the nature of where the event loop queue is managed. It's mostly a formal technicality, but ES6 now specifies how the event loop works, which means technically it's within the purview of the JS engine, rather than just the hosting environment. One main reason for this change is the introduction of ES6 Promises, which we'll discuss in Chapter 3, because they require the ability to have direct, fine-grained control over scheduling operations on the event loop queue (see the discussion of setTimeout(..0) in the "Cooperation" section).

## Parallel Threading

It's very common to conflate the terms "async" and "parallel," but they are actually quite different. Remember, async is about the gap between now and later. But parallel is about things being able to occur simultaneously.

The most common tools for parallel computing are processes and threads. Processes and threads execute independently and may execute simultaneously: on separate processors, or even separate computers, but multiple threads can share the memory of a single process.

An event loop, by contrast, breaks its work into tasks and executes them in serial, disallowing parallel access and changes to shared memory. Parallelism and "serialism" can coexist in the form of cooperating event loops in separate threads.

The interleaving of parallel threads of execution and the interleaving of asynchronous events occur at very different levels of granularity.

For example:

function later() {

answer = answer \* 2;

console.log( "Meaning of life:", answer );

}

While the entire contents of later() would be regarded as a single event loop queue entry, when thinking about a thread this code would run on, there's actually perhaps a dozen different low-level operations. For example, answer = answer \* 2requires first loading the current value of answer, then putting 2 somewhere, then performing the multiplication, then taking the result and storing it back into answer.

In a single-threaded environment, it really doesn't matter that the items in the thread queue are low-level operations, because nothing can interrupt the thread. But if you have a parallel system, where two different threads are operating in the same program, you could very likely have unpredictable behavior.

Consider:

var a = 20;

function foo() {

a = a + 1;

}

function bar() {

a = a \* 2;

}

// ajax(..) is some arbitrary Ajax function given by a library

ajax( "http://some.url.1", foo );

ajax( "http://some.url.2", bar );

In JavaScript's single-threaded behavior, if foo() runs before bar(), the result is that a has 42, but if bar() runs before foo() the result in a will be 41.

If JS events sharing the same data executed in parallel, though, the problems would be much more subtle. Consider these two lists of pseudocode tasks as the threads that could respectively run the code in foo() and bar(), and consider what happens if they are running at exactly the same time:

Thread 1 (X and Y are temporary memory locations):

foo():

a. load value of `a` in `X`

b. store `1` in `Y`

c. add `X` and `Y`, store result in `X`

d. store value of `X` in `a`

Thread 2 (X and Y are temporary memory locations):

bar():

a. load value of `a` in `X`

b. store `2` in `Y`

c. multiply `X` and `Y`, store result in `X`

d. store value of `X` in `a`

Now, let's say that the two threads are running truly in parallel. You can probably spot the problem, right? They use shared memory locations X and Y for their temporary steps.

What's the end result in a if the steps happen like this?

1a (load value of `a` in `X` ==> `20`)

2a (load value of `a` in `X` ==> `20`)

1b (store `1` in `Y` ==> `1`)

2b (store `2` in `Y` ==> `2`)

1c (add `X` and `Y`, store result in `X` ==> `22`)

1d (store value of `X` in `a` ==> `22`)

2c (multiply `X` and `Y`, store result in `X` ==> `44`)

2d (store value of `X` in `a` ==> `44`)

The result in a will be 44. But what about this ordering?

1a (load value of `a` in `X` ==> `20`)

2a (load value of `a` in `X` ==> `20`)

2b (store `2` in `Y` ==> `2`)

1b (store `1` in `Y` ==> `1`)

2c (multiply `X` and `Y`, store result in `X` ==> `20`)

1c (add `X` and `Y`, store result in `X` ==> `21`)

1d (store value of `X` in `a` ==> `21`)

2d (store value of `X` in `a` ==> `21`)

The result in a will be 21.

So, threaded programming is very tricky, because if you don't take special steps to prevent this kind of interruption/interleaving from happening, you can get very surprising, nondeterministic behavior that frequently leads to headaches.

JavaScript never shares data across threads, which means that level of nondeterminism isn't a concern. But that doesn't mean JS is always deterministic. Remember earlier, where the relative ordering of foo() and bar() produces two different results (41 or 42)?

**Note:** It may not be obvious yet, but not all nondeterminism is bad. Sometimes it's irrelevant, and sometimes it's intentional. We'll see more examples of that throughout this and the next few chapters.

### Run-to-Completion

Because of JavaScript's single-threading, the code inside of foo() (and bar()) is atomic, which means that once foo()starts running, the entirety of its code will finish before any of the code in bar() can run, or vice versa. This is called "run-to-completion" behavior.

In fact, the run-to-completion semantics are more obvious when foo() and bar() have more code in them, such as:

var a = 1;

var b = 2;

function foo() {

a++;

b = b \* a;

a = b + 3;

}

function bar() {

b--;

a = 8 + b;

b = a \* 2;

}

// ajax(..) is some arbitrary Ajax function given by a library

ajax( "http://some.url.1", foo );

ajax( "http://some.url.2", bar );

Because foo() can't be interrupted by bar(), and bar() can't be interrupted by foo(), this program only has two possible outcomes depending on which starts running first -- if threading were present, and the individual statements in foo() and bar() could be interleaved, the number of possible outcomes would be greatly increased!

Chunk 1 is synchronous (happens now), but chunks 2 and 3 are asynchronous (happen later), which means their execution will be separated by a gap of time.

Chunk 1:

var a = 1;

var b = 2;

Chunk 2 (foo()):

a++;

b = b \* a;

a = b + 3;

Chunk 3 (bar()):

b--;

a = 8 + b;

b = a \* 2;

Chunks 2 and 3 may happen in either-first order, so there are two possible outcomes for this program, as illustrated here:

Outcome 1:

var a = 1;

var b = 2;

// foo()

a++;

b = b \* a;

a = b + 3;

// bar()

b--;

a = 8 + b;

b = a \* 2;

a; // 11

b; // 22

Outcome 2:

var a = 1;

var b = 2;

// bar()

b--;

a = 8 + b;

b = a \* 2;

// foo()

a++;

b = b \* a;

a = b + 3;

a; // 183

b; // 180

Two outcomes from the same code means we still have nondeterminism! But it's at the function (event) ordering level, rather than at the statement ordering level (or, in fact, the expression operation ordering level) as it is with threads. In other words, it's more deterministic than threads would have been.

As applied to JavaScript's behavior, this function-ordering nondeterminism is the common term "race condition," as foo()and bar() are racing against each other to see which runs first. Specifically, it's a "race condition" because you cannot predict reliably how a and b will turn out.

**Note:** If there was a function in JS that somehow did not have run-to-completion behavior, we could have many more possible outcomes, right? It turns out ES6 introduces just such a thing (see Chapter 4 "Generators"), but don't worry right now, we'll come back to that!

## Concurrency

Let's imagine a site that displays a list of status updates (like a social network news feed) that progressively loads as the user scrolls down the list. To make such a feature work correctly, (at least) two separate "processes" will need to be executing simultaneously (i.e., during the same window of time, but not necessarily at the same instant).

**Note:** We're using "process" in quotes here because they aren't true operating system–level processes in the computer science sense. They're virtual processes, or tasks, that represent a logically connected, sequential series of operations. We'll simply prefer "process" over "task" because terminology-wise, it will match the definitions of the concepts we're exploring.

The first "process" will respond to onscroll events (making Ajax requests for new content) as they fire when the user has scrolled the page further down. The second "process" will receive Ajax responses back (to render content onto the page).

Obviously, if a user scrolls fast enough, you may see two or more onscroll events fired during the time it takes to get the first response back and process, and thus you're going to have onscroll events and Ajax response events firing rapidly, interleaved with each other.

Concurrency is when two or more "processes" are executing simultaneously over the same period, regardless of whether their individual constituent operations happen in parallel (at the same instant on separate processors or cores) or not. You can think of concurrency then as "process"-level (or task-level) parallelism, as opposed to operation-level parallelism (separate-processor threads).

**Note:** Concurrency also introduces an optional notion of these "processes" interacting with each other. We'll come back to that later.

For a given window of time (a few seconds worth of a user scrolling), let's visualize each independent "process" as a series of events/operations:

"Process" 1 (onscroll events):

onscroll, request 1

onscroll, request 2

onscroll, request 3

onscroll, request 4

onscroll, request 5

onscroll, request 6

onscroll, request 7

"Process" 2 (Ajax response events):

response 1

response 2

response 3

response 4

response 5

response 6

response 7

It's quite possible that an onscroll event and an Ajax response event could be ready to be processed at exactly the same moment. For example, let's visualize these events in a timeline:

onscroll, request 1

onscroll, request 2 response 1

onscroll, request 3 response 2

response 3

onscroll, request 4

onscroll, request 5

onscroll, request 6 response 4

onscroll, request 7

response 6

response 5

response 7

But, going back to our notion of the event loop from earlier in the chapter, JS is only going to be able to handle one event at a time, so either onscroll, request 2 is going to happen first or response 1 is going to happen first, but they cannot happen at literally the same moment. Just like kids at a school cafeteria, no matter what crowd they form outside the doors, they'll have to merge into a single line to get their lunch!

Let's visualize the interleaving of all these events onto the event loop queue.

Event Loop Queue:

onscroll, request 1 <--- Process 1 starts

onscroll, request 2

response 1 <--- Process 2 starts

onscroll, request 3

response 2

response 3

onscroll, request 4

onscroll, request 5

onscroll, request 6

response 4

onscroll, request 7 <--- Process 1 finishes

response 6

response 5

response 7 <--- Process 2 finishes

"Process 1" and "Process 2" run concurrently (task-level parallel), but their individual events run sequentially on the event loop queue.

By the way, notice how response 6 and response 5 came back out of expected order?

The single-threaded event loop is one expression of concurrency (there are certainly others, which we'll come back to later).

### Noninteracting

As two or more "processes" are interleaving their steps/events concurrently within the same program, they don't necessarily need to interact with each other if the tasks are unrelated. **If they don't interact, nondeterminism is perfectly acceptable.**

For example:

var res = {};

function foo(results) {

res.foo = results;

}

function bar(results) {

res.bar = results;

}

// ajax(..) is some arbitrary Ajax function given by a library

ajax( "http://some.url.1", foo );

ajax( "http://some.url.2", bar );

foo() and bar() are two concurrent "processes," and it's nondeterminate which order they will be fired in. But we've constructed the program so it doesn't matter what order they fire in, because they act independently and as such don't need to interact.

This is not a "race condition" bug, as the code will always work correctly, regardless of the ordering.

### Interaction

More commonly, concurrent "processes" will by necessity interact, indirectly through scope and/or the DOM. When such interaction will occur, you need to coordinate these interactions to prevent "race conditions," as described earlier.

Here's a simple example of two concurrent "processes" that interact because of implied ordering, which is only sometimes broken:

var res = [];

function response(data) {

res.push( data );

}

// ajax(..) is some arbitrary Ajax function given by a library

ajax( "http://some.url.1", response );

ajax( "http://some.url.2", response );

The concurrent "processes" are the two response() calls that will be made to handle the Ajax responses. They can happen in either-first order.

Let's assume the expected behavior is that res[0] has the results of the "http://some.url.1" call, and res[1] has the results of the "http://some.url.2" call. Sometimes that will be the case, but sometimes they'll be flipped, depending on which call finishes first. There's a pretty good likelihood that this nondeterminism is a "race condition" bug.

**Note:** Be extremely wary of assumptions you might tend to make in these situations. For example, it's not uncommon for a developer to observe that "http://some.url.2" is "always" much slower to respond than "http://some.url.1", perhaps by virtue of what tasks they're doing (e.g., one performing a database task and the other just fetching a static file), so the observed ordering seems to always be as expected. Even if both requests go to the same server, and it intentionally responds in a certain order, there's no real guarantee of what order the responses will arrive back in the browser.

So, to address such a race condition, you can coordinate ordering interaction:

var res = [];

function response(data) {

if (data.url == "http://some.url.1") {

res[0] = data;

}

else if (data.url == "http://some.url.2") {

res[1] = data;

}

}

// ajax(..) is some arbitrary Ajax function given by a library

ajax( "http://some.url.1", response );

ajax( "http://some.url.2", response );

Regardless of which Ajax response comes back first, we inspect the data.url (assuming one is returned from the server, of course!) to figure out which position the response data should occupy in the res array. res[0] will always hold the "http://some.url.1" results and res[1] will always hold the "http://some.url.2" results. Through simple coordination, we eliminated the "race condition" nondeterminism.

The same reasoning from this scenario would apply if multiple concurrent function calls were interacting with each other through the shared DOM, like one updating the contents of a <div> and the other updating the style or attributes of the <div> (e.g., to make the DOM element visible once it has content). You probably wouldn't want to show the DOM element before it had content, so the coordination must ensure proper ordering interaction.

Some concurrency scenarios are always broken (not just sometimes) without coordinated interaction. Consider:

var a, b;

function foo(x) {

a = x \* 2;

baz();

}

function bar(y) {

b = y \* 2;

baz();

}

function baz() {

console.log(a + b);

}

// ajax(..) is some arbitrary Ajax function given by a library

ajax( "http://some.url.1", foo );

ajax( "http://some.url.2", bar );

In this example, whether foo() or bar() fires first, it will always cause baz() to run too early (either a or b will still be undefined), but the second invocation of baz() will work, as both a and b will be available.

There are different ways to address such a condition. Here's one simple way:

var a, b;

function foo(x) {

a = x \* 2;

if (a && b) {

baz();

}

}

function bar(y) {

b = y \* 2;

if (a && b) {

baz();

}

}

function baz() {

console.log( a + b );

}

// ajax(..) is some arbitrary Ajax function given by a library

ajax( "http://some.url.1", foo );

ajax( "http://some.url.2", bar );

The if (a && b) conditional around the baz() call is traditionally called a "gate," because we're not sure what order a and b will arrive, but we wait for both of them to get there before we proceed to open the gate (call baz()).

Another concurrency interaction condition you may run into is sometimes called a "race," but more correctly called a "latch." It's characterized by "only the first one wins" behavior. Here, nondeterminism is acceptable, in that you are explicitly saying it's OK for the "race" to the finish line to have only one winner.

Consider this broken code:

var a;

function foo(x) {

a = x \* 2;

baz();

}

function bar(x) {

a = x / 2;

baz();

}

function baz() {

console.log( a );

}

// ajax(..) is some arbitrary Ajax function given by a library

ajax( "http://some.url.1", foo );

ajax( "http://some.url.2", bar );

Whichever one (foo() or bar()) fires last will not only overwrite the assigned a value from the other, but it will also duplicate the call to baz() (likely undesired).

So, we can coordinate the interaction with a simple latch, to let only the first one through:

var a;

function foo(x) {

if (a == undefined) {

a = x \* 2;

baz();

}

}

function bar(x) {

if (a == undefined) {

a = x / 2;

baz();

}

}

function baz() {

console.log( a );

}

// ajax(..) is some arbitrary Ajax function given by a library

ajax( "http://some.url.1", foo );

ajax( "http://some.url.2", bar );

The if (a == undefined) conditional allows only the first of foo() or bar() through, and the second (and indeed any subsequent) calls would just be ignored. There's just no virtue in coming in second place!

**Note:** In all these scenarios, we've been using global variables for simplistic illustration purposes, but there's nothing about our reasoning here that requires it. As long as the functions in question can access the variables (via scope), they'll work as intended. Relying on lexically scoped variables (see the Scope & Closures title of this book series), and in fact global variables as in these examples, is one obvious downside to these forms of concurrency coordination. As we go through the next few chapters, we'll see other ways of coordination that are much cleaner in that respect.

### Cooperation

Another expression of concurrency coordination is called "cooperative concurrency." Here, the focus isn't so much on interacting via value sharing in scopes (though that's obviously still allowed!). The goal is to take a long-running "process" and break it up into steps or batches so that other concurrent "processes" have a chance to interleave their operations into the event loop queue.

For example, consider an Ajax response handler that needs to run through a long list of results to transform the values. We'll use Array#map(..) to keep the code shorter:

var res = [];

// `response(..)` receives array of results from the Ajax call

function response(data) {

// add onto existing `res` array

res = res.concat(

// make a new transformed array with all `data` values doubled

data.map( function(val){

return val \* 2;

} )

);

}

// ajax(..) is some arbitrary Ajax function given by a library

ajax( "http://some.url.1", response );

ajax( "http://some.url.2", response );

If "http://some.url.1" gets its results back first, the entire list will be mapped into res all at once. If it's a few thousand or less records, this is not generally a big deal. But if it's say 10 million records, that can take a while to run (several seconds on a powerful laptop, much longer on a mobile device, etc.).

While such a "process" is running, nothing else in the page can happen, including no other response(..) calls, no UI updates, not even user events like scrolling, typing, button clicking, and the like. That's pretty painful.

So, to make a more cooperatively concurrent system, one that's friendlier and doesn't hog the event loop queue, you can process these results in asynchronous batches, after each one "yielding" back to the event loop to let other waiting events happen.

Here's a very simple approach:

var res = [];

// `response(..)` receives array of results from the Ajax call

function response(data) {

// let's just do 1000 at a time

var chunk = data.splice( 0, 1000 );

// add onto existing `res` array

res = res.concat(

// make a new transformed array with all `chunk` values doubled

chunk.map( function(val){

return val \* 2;

} )

);

// anything left to process?

if (data.length > 0) {

// async schedule next batch

setTimeout( function(){

response( data );

}, 0 );

}

}

// ajax(..) is some arbitrary Ajax function given by a library

ajax( "http://some.url.1", response );

ajax( "http://some.url.2", response );

We process the data set in maximum-sized chunks of 1,000 items. By doing so, we ensure a short-running "process," even if that means many more subsequent "processes," as the interleaving onto the event loop queue will give us a much more responsive (performant) site/app.

Of course, we're not interaction-coordinating the ordering of any of these "processes," so the order of results in res won't be predictable. If ordering was required, you'd need to use interaction techniques like those we discussed earlier, or ones we will cover in later chapters of this book.

We use the setTimeout(..0) (hack) for async scheduling, which basically just means "stick this function at the end of the current event loop queue."

**Note:** setTimeout(..0) is not technically inserting an item directly onto the event loop queue. The timer will insert the event at its next opportunity. For example, two subsequent setTimeout(..0) calls would not be strictly guaranteed to be processed in call order, so it is possible to see various conditions like timer drift where the ordering of such events isn't predictable. In Node.js, a similar approach is process.nextTick(..). Despite how convenient (and usually more performant) it would be, there's not a single direct way (at least yet) across all environments to ensure async event ordering. We cover this topic in more detail in the next section.

## Jobs

As of ES6, there's a new concept layered on top of the event loop queue, called the "Job queue." The most likely exposure you'll have to it is with the asynchronous behavior of Promises (see Chapter 3).

Unfortunately, at the moment it's a mechanism without an exposed API, and thus demonstrating it is a bit more convoluted. So we're going to have to just describe it conceptually, such that when we discuss async behavior with Promises in Chapter 3, you'll understand how those actions are being scheduled and processed.

So, the best way to think about this that I've found is that the "Job queue" is a queue hanging off the end of every tick in the event loop queue. Certain async-implied actions that may occur during a tick of the event loop will not cause a whole new event to be added to the event loop queue, but will instead add an item (aka Job) to the end of the current tick's Job queue.

It's kinda like saying, "oh, here's this other thing I need to do later, but make sure it happens right away before anything else can happen."

Or, to use a metaphor: the event loop queue is like an amusement park ride, where once you finish the ride, you have to go to the back of the line to ride again. But the Job queue is like finishing the ride, but then cutting in line and getting right back on.

A Job can also cause more Jobs to be added to the end of the same queue. So, it's theoretically possible that a Job "loop" (a Job that keeps adding another Job, etc.) could spin indefinitely, thus starving the program of the ability to move on to the next event loop tick. This would conceptually be almost the same as just expressing a long-running or infinite loop (like while (true) ..) in your code.

Jobs are kind of like the spirit of the setTimeout(..0) hack, but implemented in such a way as to have a much more well-defined and guaranteed ordering: **later, but as soon as possible**.

Let's imagine an API for scheduling Jobs (directly, without hacks), and call it schedule(..). Consider:

console.log( "A" );

setTimeout( function(){

console.log( "B" );

}, 0 );

// theoretical "Job API"

schedule( function(){

console.log( "C" );

schedule( function(){

console.log( "D" );

} );

} );

You might expect this to print out A B C D, but instead it would print out A C D B, because the Jobs happen at the end of the current event loop tick, and the timer fires to schedule for the next event loop tick (if available!).

In Chapter 3, we'll see that the asynchronous behavior of Promises is based on Jobs, so it's important to keep clear how that relates to event loop behavior.

## Statement Ordering

The order in which we express statements in our code is not necessarily the same order as the JS engine will execute them. That may seem like quite a strange assertion to make, so we'll just briefly explore it.

But before we do, we should be crystal clear on something: the rules/grammar of the language (see the Types & Grammartitle of this book series) dictate a very predictable and reliable behavior for statement ordering from the program point of view. So what we're about to discuss are **not things you should ever be able to observe** in your JS program.

**Warning:** If you are ever able to observe compiler statement reordering like we're about to illustrate, that'd be a clear violation of the specification, and it would unquestionably be due to a bug in the JS engine in question -- one which should promptly be reported and fixed! But it's vastly more common that you suspect something crazy is happening in the JS engine, when in fact it's just a bug (probably a "race condition"!) in your own code -- so look there first, and again and again. The JS debugger, using breakpoints and stepping through code line by line, will be your most powerful tool for sniffing out such bugs in your code.

Consider:

var a, b;

a = 10;

b = 30;

a = a + 1;

b = b + 1;

console.log( a + b ); // 42

This code has no expressed asynchrony to it (other than the rare console async I/O discussed earlier!), so the most likely assumption is that it would process line by line in top-down fashion.

But it's possible that the JS engine, after compiling this code (yes, JS is compiled -- see the Scope & Closures title of this book series!) might find opportunities to run your code faster by rearranging (safely) the order of these statements. Essentially, as long as you can't observe the reordering, anything's fair game.

For example, the engine might find it's faster to actually execute the code like this:

var a, b;

a = 10;

a++;

b = 30;

b++;

console.log( a + b ); // 42

Or this:

var a, b;

a = 11;

b = 31;

console.log( a + b ); // 42

Or even:

// because `a` and `b` aren't used anymore, we can

// inline and don't even need them!

console.log( 42 ); // 42

In all these cases, the JS engine is performing safe optimizations during its compilation, as the end observable result will be the same.

But here's a scenario where these specific optimizations would be unsafe and thus couldn't be allowed (of course, not to say that it's not optimized at all):

var a, b;

a = 10;

b = 30;

// we need `a` and `b` in their preincremented state!

console.log( a \* b ); // 300

a = a + 1;

b = b + 1;

console.log( a + b ); // 42

Other examples where the compiler reordering could create observable side effects (and thus must be disallowed) would include things like any function call with side effects (even and especially getter functions), or ES6 Proxy objects (see the ES6 & Beyond title of this book series).

Consider:

function foo() {

console.log( b );

return 1;

}

var a, b, c;

// ES5.1 getter literal syntax

c = {

get bar() {

console.log( a );

return 1;

}

};

a = 10;

b = 30;

a += foo(); // 30

b += c.bar; // 11

console.log( a + b ); // 42

If it weren't for the console.log(..) statements in this snippet (just used as a convenient form of observable side effect for the illustration), the JS engine would likely have been free, if it wanted to (who knows if it would!?), to reorder the code to:

// ...

a = 10 + foo();

b = 30 + c.bar;

// ...

While JS semantics thankfully protect us from the observable nightmares that compiler statement reordering would seem to be in danger of, it's still important to understand just how tenuous a link there is between the way source code is authored (in top-down fashion) and the way it runs after compilation.

Compiler statement reordering is almost a micro-metaphor for concurrency and interaction. As a general concept, such awareness can help you understand async JS code flow issues better.

## Review

A JavaScript program is (practically) always broken up into two or more chunks, where the first chunk runs now and the next chunk runs later, in response to an event. Even though the program is executed chunk-by-chunk, all of them share the same access to the program scope and state, so each modification to state is made on top of the previous state.

Whenever there are events to run, the event loop runs until the queue is empty. Each iteration of the event loop is a "tick." User interaction, IO, and timers enqueue events on the event queue.

At any given moment, only one event can be processed from the queue at a time. While an event is executing, it can directly or indirectly cause one or more subsequent events.

Concurrency is when two or more chains of events interleave over time, such that from a high-level perspective, they appear to be running simultaneously (even though at any given moment only one event is being processed).

It's often necessary to do some form of interaction coordination between these concurrent "processes" (as distinct from operating system processes), for instance to ensure ordering or to prevent "race conditions." These "processes" can also cooperate by breaking themselves into smaller chunks and to allow other "process" interleaving.

**Chapter 2: Callbacks**

In Chapter 1, we explored the terminology and concepts around asynchronous programming in JavaScript. Our focus is on understanding the single-threaded (one-at-a-time) event loop queue that drives all "events" (async function invocations). We also explored various ways that concurrency patterns explain the relationships (if any!) between *simultaneously* running chains of events, or "processes" (tasks, function calls, etc.).

All our examples in Chapter 1 used the function as the individual, indivisible unit of operations, whereby inside the function, statements run in predictable order (above the compiler level!), but at the function-ordering level, events (aka async function invocations) can happen in a variety of orders.

In all these cases, the function is acting as a "callback," because it serves as the target for the event loop to "call back into" the program, whenever that item in the queue is processed.

As you no doubt have observed, callbacks are by far the most common way that asynchrony in JS programs is expressed and managed. Indeed, the callback is the most fundamental async pattern in the language.

Countless JS programs, even very sophisticated and complex ones, have been written upon no other async foundation than the callback (with of course the concurrency interaction patterns we explored in Chapter 1). The callback function is the async work horse for JavaScript, and it does its job respectably.

Except... callbacks are not without their shortcomings. Many developers are excited by the *promise* (pun intended!) of better async patterns. But it's impossible to effectively use any abstraction if you don't understand what it's abstracting, and why.

In this chapter, we will explore a couple of those in depth, as motivation for why more sophisticated async patterns (explored in subsequent chapters of this book) are necessary and desired.

**Continuations**

Let's go back to the async callback example we started with in Chapter 1, but let me slightly modify it to illustrate a point:

// A

ajax( "..", function(..){

// C

} );

// B

// A and // B represent the first half of the program (aka the *now*), and // C marks the second half of the program (aka the *later*). The first half executes right away, and then there's a "pause" of indeterminate length. At some future moment, if the Ajax call completes, then the program will pick up where it left off, and *continue* with the second half.

In other words, the callback function wraps or encapsulates the *continuation* of the program.

Let's make the code even simpler:

// A

setTimeout( function(){

// C

}, 1000 );

// B

Stop for a moment and ask yourself how you'd describe (to someone else less informed about how JS works) the way that program behaves. Go ahead, try it out loud. It's a good exercise that will help my next points make more sense.

Most readers just now probably thought or said something to the effect of: "Do A, then set up a timeout to wait 1,000 milliseconds, then once that fires, do C." How close was your rendition?

You might have caught yourself and self-edited to: "Do A, setup the timeout for 1,000 milliseconds, then do B, then after the timeout fires, do C." That's more accurate than the first version. Can you spot the difference?

Even though the second version is more accurate, both versions are deficient in explaining this code in a way that matches our brains to the code, and the code to the JS engine. The disconnect is both subtle and monumental, and is at the very heart of understanding the shortcomings of callbacks as async expression and management.

As soon as we introduce a single continuation (or several dozen as many programs do!) in the form of a callback function, we have allowed a divergence to form between how our brains work and the way the code will operate. Any time these two diverge (and this is by far not the only place that happens, as I'm sure you know!), we run into the inevitable fact that our code becomes harder to understand, reason about, debug, and maintain.

**Sequential Brain**

I'm pretty sure most of you readers have heard someone say (even made the claim yourself), "I'm a multitasker." The effects of trying to act as a multitasker range from humorous (e.g., the silly patting-head-rubbing-stomach kids' game) to mundane (chewing gum while walking) to downright dangerous (texting while driving).

But are we multitaskers? Can we really do two conscious, intentional actions at once and think/reason about both of them at exactly the same moment? Does our highest level of brain functionality have parallel multithreading going on?

The answer may surprise you: **probably not.**

That's just not really how our brains appear to be set up. We're much more single taskers than many of us (especially A-type personalities!) would like to admit. We can really only think about one thing at any given instant.

I'm not talking about all our involuntary, subconscious, automatic brain functions, such as heart beating, breathing, and eyelid blinking. Those are all vital tasks to our sustained life, but we don't intentionally allocate any brain power to them. Thankfully, while we obsess about checking social network feeds for the 15th time in three minutes, our brain carries on in the background (threads!) with all those important tasks.

We're instead talking about whatever task is at the forefront of our minds at the moment. For me, it's writing the text in this book right now. Am I doing any other higher level brain function at exactly this same moment? Nope, not really. I get distracted quickly and easily -- a few dozen times in these last couple of paragraphs!

When we *fake* multitasking, such as trying to type something at the same time we're talking to a friend or family member on the phone, what we're actually most likely doing is acting as fast context switchers. In other words, we switch back and forth between two or more tasks in rapid succession, *simultaneously* progressing on each task in tiny, fast little chunks. We do it so fast that to the outside world it appears as if we're doing these things *in parallel*.

Does that sound suspiciously like async evented concurrency (like the sort that happens in JS) to you?! If not, go back and read Chapter 1 again!

In fact, one way of simplifying (i.e., abusing) the massively complex world of neurology into something I can remotely hope to discuss here is that our brains work kinda like the event loop queue.

If you think about every single letter (or word) I type as a single async event, in just this sentence alone there are several dozen opportunities for my brain to be interrupted by some other event, such as from my senses, or even just my random thoughts.

I don't get interrupted and pulled to another "process" at every opportunity that I could be (thankfully -- or this book would never be written!). But it happens often enough that I feel my own brain is nearly constantly switching to various different contexts (aka "processes"). And that's an awful lot like how the JS engine would probably feel.

**Doing Versus Planning**

OK, so our brains can be thought of as operating in single-threaded event loop queue like ways, as can the JS engine. That sounds like a good match.

But we need to be more nuanced than that in our analysis. There's a big, observable difference between how we plan various tasks, and how our brains actually operate those tasks.

Again, back to the writing of this text as my metaphor. My rough mental outline plan here is to keep writing and writing, going sequentially through a set of points I have ordered in my thoughts. I don't plan to have any interruptions or nonlinear activity in this writing. But yet, my brain is nevertheless switching around all the time.

Even though at an operational level our brains are async evented, we seem to plan out tasks in a sequential, synchronous way. "I need to go to the store, then buy some milk, then drop off my dry cleaning."

You'll notice that this higher level thinking (planning) doesn't seem very async evented in its formulation. In fact, it's kind of rare for us to deliberately think solely in terms of events. Instead, we plan things out carefully, sequentially (A then B then C), and we assume to an extent a sort of temporal blocking that forces B to wait on A, and C to wait on B.

When a developer writes code, they are planning out a set of actions to occur. If they're any good at being a developer, they're **carefully planning** it out. "I need to set z to the value of x, and then x to the value of y," and so forth.

When we write out synchronous code, statement by statement, it works a lot like our errands to-do list:

// swap `x` and `y` (via temp variable `z`)

z = x;

x = y;

y = z;

These three assignment statements are synchronous, so x = y waits for z = x to finish, and y = z in turn waits for x = yto finish. Another way of saying it is that these three statements are temporally bound to execute in a certain order, one right after the other. Thankfully, we don't need to be bothered with any async evented details here. If we did, the code gets a lot more complex, quickly!

So if synchronous brain planning maps well to synchronous code statements, how well do our brains do at planning out asynchronous code?

It turns out that how we express asynchrony (with callbacks) in our code doesn't map very well at all to that synchronous brain planning behavior.

Can you actually imagine having a line of thinking that plans out your to-do errands like this?

"I need to go to the store, but on the way I'm sure I'll get a phone call, so 'Hi, Mom', and while she starts talking, I'll be looking up the store address on GPS, but that'll take a second to load, so I'll turn down the radio so I can hear Mom better, then I'll realize I forgot to put on a jacket and it's cold outside, but no matter, keep driving and talking to Mom, and then the seatbelt ding reminds me to buckle up, so 'Yes, Mom, I am wearing my seatbelt, I always do!'. Ah, finally the GPS got the directions, now..."

As ridiculous as that sounds as a formulation for how we plan our day out and think about what to do and in what order, nonetheless it's exactly how our brains operate at a functional level. Remember, that's not multitasking, it's just fast context switching.

The reason it's difficult for us as developers to write async evented code, especially when all we have is the callback to do it, is that stream of consciousness thinking/planning is unnatural for most of us.

We think in step-by-step terms, but the tools (callbacks) available to us in code are not expressed in a step-by-step fashion once we move from synchronous to asynchronous.

And **that** is why it's so hard to accurately author and reason about async JS code with callbacks: because it's not how our brain planning works.

**Note:** The only thing worse than not knowing why some code breaks is not knowing why it worked in the first place! It's the classic "house of cards" mentality: "it works, but not sure why, so nobody touch it!" You may have heard, "Hell is other people" (Sartre), and the programmer meme twist, "Hell is other people's code." I believe truly: "Hell is not understanding my own code." And callbacks are one main culprit.

**Nested/Chained Callbacks**

Consider:

listen( "click", function handler(evt){

setTimeout( function request(){

ajax( "http://some.url.1", function response(text){

if (text == "hello") {

handler();

}

else if (text == "world") {

request();

}

} );

}, 500) ;

} );

There's a good chance code like that is recognizable to you. We've got a chain of three functions nested together, each one representing a step in an asynchronous series (task, "process").

This kind of code is often called "callback hell," and sometimes also referred to as the "pyramid of doom" (for its sideways-facing triangular shape due to the nested indentation).

But "callback hell" actually has almost nothing to do with the nesting/indentation. It's a far deeper problem than that. We'll see how and why as we continue through the rest of this chapter.

First, we're waiting for the "click" event, then we're waiting for the timer to fire, then we're waiting for the Ajax response to come back, at which point it might do it all again.

At first glance, this code may seem to map its asynchrony naturally to sequential brain planning.

First (*now*), we:

listen( "..", function handler(..){

// ..

} );

Then *later*, we:

setTimeout( function request(..){

// ..

}, 500) ;

Then still *later*, we:

ajax( "..", function response(..){

// ..

} );

And finally (most *later*), we:

if ( .. ) {

// ..

}

else ..

But there's several problems with reasoning about this code linearly in such a fashion.

First, it's an accident of the example that our steps are on subsequent lines (1, 2, 3, and 4...). In real async JS programs, there's often a lot more noise cluttering things up, noise that we have to deftly maneuver past in our brains as we jump from one function to the next. Understanding the async flow in such callback-laden code is not impossible, but it's certainly not natural or easy, even with lots of practice.

But also, there's something deeper wrong, which isn't evident just in that code example. Let me make up another scenario (pseudocode-ish) to illustrate it:

doA( function(){

doB();

doC( function(){

doD();

} )

doE();

} );

doF();

While the experienced among you will correctly identify the true order of operations here, I'm betting it is more than a little confusing at first glance, and takes some concerted mental cycles to arrive at. The operations will happen in this order:

* doA()
* doF()
* doB()
* doC()
* doE()
* doD()

Did you get that right the very first time you glanced at the code?

OK, some of you are thinking I was unfair in my function naming, to intentionally lead you astray. I swear I was just naming in top-down appearance order. But let me try again:

doA( function(){

doC();

doD( function(){

doF();

} )

doE();

} );

doB();

Now, I've named them alphabetically in order of actual execution. But I still bet, even with experience now in this scenario, tracing through the A -> B -> C -> D -> E -> F order doesn't come natural to many if any of you readers. Certainly, your eyes do an awful lot of jumping up and down the code snippet, right?

But even if that all comes natural to you, there's still one more hazard that could wreak havoc. Can you spot what it is?

What if doA(..) or doD(..) aren't actually async, the way we obviously assumed them to be? Uh oh, now the order is different. If they're both sync (and maybe only sometimes, depending on the conditions of the program at the time), the order is now A -> C -> D -> F -> E -> B.

That sound you just heard faintly in the background is the sighs of thousands of JS developers who just had a face-in-hands moment.

Is nesting the problem? Is that what makes it so hard to trace the async flow? That's part of it, certainly.

But let me rewrite the previous nested event/timeout/Ajax example without using nesting:

listen( "click", handler );

function handler() {

setTimeout( request, 500 );

}

function request(){

ajax( "http://some.url.1", response );

}

function response(text){

if (text == "hello") {

handler();

}

else if (text == "world") {

request();

}

}

This formulation of the code is not hardly as recognizable as having the nesting/indentation woes of its previous form, and yet it's every bit as susceptible to "callback hell." Why?

As we go to linearly (sequentially) reason about this code, we have to skip from one function, to the next, to the next, and bounce all around the code base to "see" the sequence flow. And remember, this is simplified code in sort of best-case fashion. We all know that real async JS program code bases are often fantastically more jumbled, which makes such reasoning orders of magnitude more difficult.

Another thing to notice: to get steps 2, 3, and 4 linked together so they happen in succession, the only affordance callbacks alone gives us is to hardcode step 2 into step 1, step 3 into step 2, step 4 into step 3, and so on. The hardcoding isn't necessarily a bad thing, if it really is a fixed condition that step 2 should always lead to step 3.

But the hardcoding definitely makes the code a bit more brittle, as it doesn't account for anything going wrong that might cause a deviation in the progression of steps. For example, if step 2 fails, step 3 never gets reached, nor does step 2 retry, or move to an alternate error handling flow, and so on.

All of these issues are things you *can* manually hardcode into each step, but that code is often very repetitive and not reusable in other steps or in other async flows in your program.

Even though our brains might plan out a series of tasks in a sequential type of way (this, then this, then this), the evented nature of our brain operation makes recovery/retry/forking of flow control almost effortless. If you're out running errands, and you realize you left a shopping list at home, it doesn't end the day because you didn't plan that ahead of time. Your brain routes around this hiccup easily: you go home, get the list, then head right back out to the store.

But the brittle nature of manually hardcoded callbacks (even with hardcoded error handling) is often far less graceful. Once you end up specifying (aka pre-planning) all the various eventualities/paths, the code becomes so convoluted that it's hard to ever maintain or update it.

**That** is what "callback hell" is all about! The nesting/indentation are basically a side show, a red herring.

And as if all that's not enough, we haven't even touched what happens when two or more chains of these callback continuations are happening *simultaneously*, or when the third step branches out into "parallel" callbacks with gates or latches, or... OMG, my brain hurts, how about yours!?

Are you catching the notion here that our sequential, blocking brain planning behaviors just don't map well onto callback-oriented async code? That's the first major deficiency to articulate about callbacks: they express asynchrony in code in ways our brains have to fight just to keep in sync with (pun intended!).

**Trust Issues**

The mismatch between sequential brain planning and callback-driven async JS code is only part of the problem with callbacks. There's something much deeper to be concerned about.

Let's once again revisit the notion of a callback function as the continuation (aka the second half) of our program:

// A

ajax( "..", function(..){

// C

} );

// B

// A and // B happen *now*, under the direct control of the main JS program. But // C gets deferred to happen *later*, and under the control of another party -- in this case, the ajax(..) function. In a basic sense, that sort of hand-off of control doesn't regularly cause lots of problems for programs.

But don't be fooled by its infrequency that this control switch isn't a big deal. In fact, it's one of the worst (and yet most subtle) problems about callback-driven design. It revolves around the idea that sometimes ajax(..) (i.e., the "party" you hand your callback continuation to) is not a function that you wrote, or that you directly control. Many times, it's a utility provided by some third party.

We call this "inversion of control," when you take part of your program and give over control of its execution to another third party. There's an unspoken "contract" that exists between your code and the third-party utility -- a set of things you expect to be maintained.

**Tale of Five Callbacks**

It might not be terribly obvious why this is such a big deal. Let me construct an exaggerated scenario to illustrate the hazards of trust at play.

Imagine you're a developer tasked with building out an ecommerce checkout system for a site that sells expensive TVs. You already have all the various pages of the checkout system built out just fine. On the last page, when the user clicks "confirm" to buy the TV, you need to call a third-party function (provided say by some analytics tracking company) so that the sale can be tracked.

You notice that they've provided what looks like an async tracking utility, probably for the sake of performance best practices, which means you need to pass in a callback function. In this continuation that you pass in, you will have the final code that charges the customer's credit card and displays the thank you page.

This code might look like:

analytics.trackPurchase( purchaseData, function(){

chargeCreditCard();

displayThankyouPage();

} );

Easy enough, right? You write the code, test it, everything works, and you deploy to production. Everyone's happy!

Six months go by and no issues. You've almost forgotten you even wrote that code. One morning, you're at a coffee shop before work, casually enjoying your latte, when you get a panicked call from your boss insisting you drop the coffee and rush into work right away.

When you arrive, you find out that a high-profile customer has had his credit card charged five times for the same TV, and he's understandably upset. Customer service has already issued an apology and processed a refund. But your boss demands to know how this could possibly have happened. "Don't we have tests for stuff like this!?"

You don't even remember the code you wrote. But you dig back in and start trying to find out what could have gone awry.

After digging through some logs, you come to the conclusion that the only explanation is that the analytics utility somehow, for some reason, called your callback five times instead of once. Nothing in their documentation mentions anything about this.

Frustrated, you contact customer support, who of course is as astonished as you are. They agree to escalate it to their developers, and promise to get back to you. The next day, you receive a lengthy email explaining what they found, which you promptly forward to your boss.

Apparently, the developers at the analytics company had been working on some experimental code that, under certain conditions, would retry the provided callback once per second, for five seconds, before failing with a timeout. They had never intended to push that into production, but somehow they did, and they're totally embarrassed and apologetic. They go into plenty of detail about how they've identified the breakdown and what they'll do to ensure it never happens again. Yadda, yadda.

What's next?

You talk it over with your boss, but he's not feeling particularly comfortable with the state of things. He insists, and you reluctantly agree, that you can't trust *them* anymore (that's what bit you), and that you'll need to figure out how to protect the checkout code from such a vulnerability again.

After some tinkering, you implement some simple ad hoc code like the following, which the team seems happy with:

var tracked = false;

analytics.trackPurchase( purchaseData, function(){

if (!tracked) {

tracked = true;

chargeCreditCard();

displayThankyouPage();

}

} );

**Note:** This should look familiar to you from Chapter 1, because we're essentially creating a latch to handle if there happen to be multiple concurrent invocations of our callback.

But then one of your QA engineers asks, "what happens if they never call the callback?" Oops. Neither of you had thought about that.

You begin to chase down the rabbit hole, and think of all the possible things that could go wrong with them calling your callback. Here's roughly the list you come up with of ways the analytics utility could misbehave:

* Call the callback too early (before it's been tracked)
* Call the callback too late (or never)
* Call the callback too few or too many times (like the problem you encountered!)
* Fail to pass along any necessary environment/parameters to your callback
* Swallow any errors/exceptions that may happen
* ...

That should feel like a troubling list, because it is. You're probably slowly starting to realize that you're going to have to invent an awful lot of ad hoc logic **in each and every single callback** that's passed to a utility you're not positive you can trust.

Now you realize a bit more completely just how hellish "callback hell" is.

**Not Just Others' Code**

Some of you may be skeptical at this point whether this is as big a deal as I'm making it out to be. Perhaps you don't interact with truly third-party utilities much if at all. Perhaps you use versioned APIs or self-host such libraries, so that its behavior can't be changed out from underneath you.

So, contemplate this: can you even *really* trust utilities that you do theoretically control (in your own code base)?

Think of it this way: most of us agree that at least to some extent we should build our own internal functions with some defensive checks on the input parameters, to reduce/prevent unexpected issues.

Overly trusting of input:

function addNumbers(x,y) {

// + is overloaded with coercion to also be

// string concatenation, so this operation

// isn't strictly safe depending on what's

// passed in.

return x + y;

}

addNumbers( 21, 21 ); // 42

addNumbers( 21, "21" ); // "2121"

Defensive against untrusted input:

function addNumbers(x,y) {

// ensure numerical input

if (typeof x != "number" || typeof y != "number") {

throw Error( "Bad parameters" );

}

// if we get here, + will safely do numeric addition

return x + y;

}

addNumbers( 21, 21 ); // 42

addNumbers( 21, "21" ); // Error: "Bad parameters"

Or perhaps still safe but friendlier:

function addNumbers(x,y) {

// ensure numerical input

x = Number( x );

y = Number( y );

// + will safely do numeric addition

return x + y;

}

addNumbers( 21, 21 ); // 42

addNumbers( 21, "21" ); // 42

However you go about it, these sorts of checks/normalizations are fairly common on function inputs, even with code we theoretically entirely trust. In a crude sort of way, it's like the programming equivalent of the geopolitical principle of "Trust But Verify."

So, doesn't it stand to reason that we should do the same thing about composition of async function callbacks, not just with truly external code but even with code we know is generally "under our own control"? **Of course we should.**

But callbacks don't really offer anything to assist us. We have to construct all that machinery ourselves, and it often ends up being a lot of boilerplate/overhead that we repeat for every single async callback.

The most troublesome problem with callbacks is *inversion of control* leading to a complete breakdown along all those trust lines.

If you have code that uses callbacks, especially but not exclusively with third-party utilities, and you're not already applying some sort of mitigation logic for all these *inversion of control* trust issues, your code *has* bugs in it right now even though they may not have bitten you yet. Latent bugs are still bugs.

Hell indeed.

**Trying to Save Callbacks**

There are several variations of callback design that have attempted to address some (not all!) of the trust issues we've just looked at. It's a valiant, but doomed, effort to save the callback pattern from imploding on itself.

For example, regarding more graceful error handling, some API designs provide for split callbacks (one for the success notification, one for the error notification):

function success(data) {

console.log( data );

}

function failure(err) {

console.error( err );

}

ajax( "http://some.url.1", success, failure );

In APIs of this design, often the failure() error handler is optional, and if not provided it will be assumed you want the errors swallowed. Ugh.

**Note:** This split-callback design is what the ES6 Promise API uses. We'll cover ES6 Promises in much more detail in the next chapter.

Another common callback pattern is called "error-first style" (sometimes called "Node style," as it's also the convention used across nearly all Node.js APIs), where the first argument of a single callback is reserved for an error object (if any). If success, this argument will be empty/falsy (and any subsequent arguments will be the success data), but if an error result is being signaled, the first argument is set/truthy (and usually nothing else is passed):

function response(err,data) {

// error?

if (err) {

console.error( err );

}

// otherwise, assume success

else {

console.log( data );

}

}

ajax( "http://some.url.1", response );

In both of these cases, several things should be observed.

First, it has not really resolved the majority of trust issues like it may appear. There's nothing about either callback that prevents or filters unwanted repeated invocations. Moreover, things are worse now, because you may get both success and error signals, or neither, and you still have to code around either of those conditions.

Also, don't miss the fact that while it's a standard pattern you can employ, it's definitely more verbose and boilerplate-ish without much reuse, so you're going to get weary of typing all that out for every single callback in your application.

What about the trust issue of never being called? If this is a concern (and it probably should be!), you likely will need to set up a timeout that cancels the event. You could make a utility (proof-of-concept only shown) to help you with that:

function timeoutify(fn,delay) {

var intv = setTimeout( function(){

intv = null;

fn( new Error( "Timeout!" ) );

}, delay )

;

return function() {

// timeout hasn't happened yet?

if (intv) {

clearTimeout( intv );

fn.apply( this, [ null ].concat( [].slice.call( arguments ) ) );

}

};

}

Here's how you use it:

// using "error-first style" callback design

function foo(err,data) {

if (err) {

console.error( err );

}

else {

console.log( data );

}

}

ajax( "http://some.url.1", timeoutify( foo, 500 ) );

Another trust issue is being called "too early." In application-specific terms, this may actually involve being called before some critical task is complete. But more generally, the problem is evident in utilities that can either invoke the callback you provide *now* (synchronously), or *later* (asynchronously).

This nondeterminism around the sync-or-async behavior is almost always going to lead to very difficult to track down bugs. In some circles, the fictional insanity-inducing monster named Zalgo is used to describe the sync/async nightmares. "Don't release Zalgo!" is a common cry, and it leads to very sound advice: always invoke callbacks asynchronously, even if that's "right away" on the next turn of the event loop, so that all callbacks are predictably async.

**Note:** For more information on Zalgo, see Oren Golan's "Don't Release Zalgo!" (<https://github.com/oren/oren.github.io/blob/master/posts/zalgo.md>) and Isaac Z. Schlueter's "Designing APIs for Asynchrony" (<http://blog.izs.me/post/59142742143/designing-apis-for-asynchrony>).

Consider:

function result(data) {

console.log( a );

}

var a = 0;

ajax( "..pre-cached-url..", result );

a++;

Will this code print 0 (sync callback invocation) or 1 (async callback invocation)? Depends... on the conditions.

You can see just how quickly the unpredictability of Zalgo can threaten any JS program. So the silly-sounding "never release Zalgo" is actually incredibly common and solid advice. Always be asyncing.

What if you don't know whether the API in question will always execute async? You could invent a utility like this asyncify(..) proof-of-concept:

function asyncify(fn) {

var orig\_fn = fn,

intv = setTimeout( function(){

intv = null;

if (fn) fn();

}, 0 )

;

fn = null;

return function() {

// firing too quickly, before `intv` timer has fired to

// indicate async turn has passed?

if (intv) {

fn = orig\_fn.bind.apply(

orig\_fn,

// add the wrapper's `this` to the `bind(..)`

// call parameters, as well as currying any

// passed in parameters

[this].concat( [].slice.call( arguments ) )

);

}

// already async

else {

// invoke original function

orig\_fn.apply( this, arguments );

}

};

}

You use asyncify(..) like this:

function result(data) {

console.log( a );

}

var a = 0;

ajax( "..pre-cached-url..", asyncify( result ) );

a++;

Whether the Ajax request is in the cache and resolves to try to call the callback right away, or must be fetched over the wire and thus complete later asynchronously, this code will always output 1 instead of 0 -- result(..) cannot help but be invoked asynchronously, which means the a++ has a chance to run before result(..) does.

Yay, another trust issued "solved"! But it's inefficient, and yet again more bloated boilerplate to weigh your project down.

That's just the story, over and over again, with callbacks. They can do pretty much anything you want, but you have to be willing to work hard to get it, and oftentimes this effort is much more than you can or should spend on such code reasoning.

You might find yourself wishing for built-in APIs or other language mechanics to address these issues. Finally ES6 has arrived on the scene with some great answers, so keep reading!

**Review**

Callbacks are the fundamental unit of asynchrony in JS. But they're not enough for the evolving landscape of async programming as JS matures.

First, our brains plan things out in sequential, blocking, single-threaded semantic ways, but callbacks express asynchronous flow in a rather nonlinear, nonsequential way, which makes reasoning properly about such code much harder. Bad to reason about code is bad code that leads to bad bugs.

We need a way to express asynchrony in a more synchronous, sequential, blocking manner, just like our brains do.

Second, and more importantly, callbacks suffer from *inversion of control* in that they implicitly give control over to another party (often a third-party utility not in your control!) to invoke the *continuation* of your program. This control transfer leads us to a troubling list of trust issues, such as whether the callback is called more times than we expect.

Inventing ad hoc logic to solve these trust issues is possible, but it's more difficult than it should be, and it produces clunkier and harder to maintain code, as well as code that is likely insufficiently protected from these hazards until you get visibly bitten by the bugs.

We need a generalized solution to **all of the trust issues**, one that can be reused for as many callbacks as we create without all the extra boilerplate overhead.

We need something better than callbacks. They've served us well to this point, but the *future* of JavaScript demands more sophisticated and capable async patterns. The subsequent chapters in this book will dive into those emerging evolutions.

# Chapter 3: Promises

In Chapter 2, we identified two major categories of deficiencies with using callbacks to express program asynchrony and manage concurrency: lack of sequentiality and lack of trustability. Now that we understand the problems more intimately, it's time we turn our attention to patterns that can address them.

The issue we want to address first is the inversion of control, the trust that is so fragilely held and so easily lost.

Recall that we wrap up the continuation of our program in a callback function, and hand that callback over to another party (potentially even external code) and just cross our fingers that it will do the right thing with the invocation of the callback.

We do this because we want to say, "here's what happens later, after the current step finishes."

But what if we could uninvert that inversion of control? What if instead of handing the continuation of our program to another party, we could expect it to return us a capability to know when its task finishes, and then our code could decide what to do next?

This paradigm is called **Promises**.

Promises are starting to take the JS world by storm, as developers and specification writers alike desperately seek to untangle the insanity of callback hell in their code/design. In fact, most new async APIs being added to JS/DOM platform are being built on Promises. So it's probably a good idea to dig in and learn them, don't you think!?

**Note:** The word "immediately" will be used frequently in this chapter, generally to refer to some Promise resolution action. However, in essentially all cases, "immediately" means in terms of the Job queue behavior (see Chapter 1), not in the strictly synchronous now sense.

## What Is a Promise?

When developers decide to learn a new technology or pattern, usually their first step is "Show me the code!" It's quite natural for us to just jump in feet first and learn as we go.

But it turns out that some abstractions get lost on the APIs alone. Promises are one of those tools where it can be painfully obvious from how someone uses it whether they understand what it's for and about versus just learning and using the API.

So before I show the Promise code, I want to fully explain what a Promise really is conceptually. I hope this will then guide you better as you explore integrating Promise theory into your own async flow.

With that in mind, let's look at two different analogies for what a Promise is.

### Future Value

Imagine this scenario: I walk up to the counter at a fast-food restaurant, and place an order for a cheeseburger. I hand the cashier $1.47. By placing my order and paying for it, I've made a request for a value back (the cheeseburger). I've started a transaction.

But often, the cheeseburger is not immediately available for me. The cashier hands me something in place of my cheeseburger: a receipt with an order number on it. This order number is an IOU ("I owe you") promise that ensures that eventually, I should receive my cheeseburger.

So I hold onto my receipt and order number. I know it represents my future cheeseburger, so I don't need to worry about it anymore -- aside from being hungry!

While I wait, I can do other things, like send a text message to a friend that says, "Hey, can you come join me for lunch? I'm going to eat a cheeseburger."

I am reasoning about my future cheeseburger already, even though I don't have it in my hands yet. My brain is able to do this because it's treating the order number as a placeholder for the cheeseburger. The placeholder essentially makes the value time independent. It's a **future value**.

Eventually, I hear, "Order 113!" and I gleefully walk back up to the counter with receipt in hand. I hand my receipt to the cashier, and I take my cheeseburger in return.

In other words, once my future value was ready, I exchanged my value-promise for the value itself.

But there's another possible outcome. They call my order number, but when I go to retrieve my cheeseburger, the cashier regretfully informs me, "I'm sorry, but we appear to be all out of cheeseburgers." Setting aside the customer frustration of this scenario for a moment, we can see an important characteristic of future values: they can either indicate a success or failure.

Every time I order a cheeseburger, I know that I'll either get a cheeseburger eventually, or I'll get the sad news of the cheeseburger shortage, and I'll have to figure out something else to eat for lunch.

**Note:** In code, things are not quite as simple, because metaphorically the order number may never be called, in which case we're left indefinitely in an unresolved state. We'll come back to dealing with that case later.

#### Values Now and Later

This all might sound too mentally abstract to apply to your code. So let's be more concrete.

However, before we can introduce how Promises work in this fashion, we're going to derive in code that we already understand -- callbacks! -- how to handle these future values.

When you write code to reason about a value, such as performing math on a number, whether you realize it or not, you've been assuming something very fundamental about that value, which is that it's a concrete now value already:

var x, y = 2;

console.log( x + y ); // NaN <-- because `x` isn't set yet

The x + y operation assumes both x and y are already set. In terms we'll expound on shortly, we assume the x and yvalues are already resolved.

It would be nonsense to expect that the + operator by itself would somehow be magically capable of detecting and waiting around until both x and y are resolved (aka ready), only then to do the operation. That would cause chaos in the program if different statements finished now and others finished later, right?

How could you possibly reason about the relationships between two statements if either one (or both) of them might not be finished yet? If statement 2 relies on statement 1 being finished, there are just two outcomes: either statement 1 finished right now and everything proceeds fine, or statement 1 didn't finish yet, and thus statement 2 is going to fail.

If this sort of thing sounds familiar from Chapter 1, good!

Let's go back to our x + y math operation. Imagine if there was a way to say, "Add x and y, but if either of them isn't ready yet, just wait until they are. Add them as soon as you can."

Your brain might have just jumped to callbacks. OK, so...

function add(getX,getY,cb) {

var x, y;

getX( function(xVal){

x = xVal;

// both are ready?

if (y != undefined) {

cb( x + y ); // send along sum

}

} );

getY( function(yVal){

y = yVal;

// both are ready?

if (x != undefined) {

cb( x + y ); // send along sum

}

} );

}

// `fetchX()` and `fetchY()` are sync or async

// functions

add( fetchX, fetchY, function(sum){

console.log( sum ); // that was easy, huh?

} );

Take just a moment to let the beauty (or lack thereof) of that snippet sink in (whistles patiently).

While the ugliness is undeniable, there's something very important to notice about this async pattern.

In that snippet, we treated x and y as future values, and we express an operation add(..) that (from the outside) does not care whether x or y or both are available right away or not. In other words, it normalizes the now and later, such that we can rely on a predictable outcome of the add(..) operation.

By using an add(..) that is temporally consistent -- it behaves the same across now and later times -- the async code is much easier to reason about.

To put it more plainly: to consistently handle both now and later, we make both of them later: all operations become async.

Of course, this rough callbacks-based approach leaves much to be desired. It's just a first tiny step toward realizing the benefits of reasoning about future values without worrying about the time aspect of when it's available or not.

#### Promise Value

We'll definitely go into a lot more detail about Promises later in the chapter -- so don't worry if some of this is confusing -- but let's just briefly glimpse at how we can express the x + y example via Promises:

function add(xPromise,yPromise) {

// `Promise.all([ .. ])` takes an array of promises,

// and returns a new promise that waits on them

// all to finish

return Promise.all( [xPromise, yPromise] )

// when that promise is resolved, let's take the

// received `X` and `Y` values and add them together.

.then( function(values){

// `values` is an array of the messages from the

// previously resolved promises

return values[0] + values[1];

} );

}

// `fetchX()` and `fetchY()` return promises for

// their respective values, which may be ready

// \*now\* or \*later\*.

add( fetchX(), fetchY() )

// we get a promise back for the sum of those

// two numbers.

// now we chain-call `then(..)` to wait for the

// resolution of that returned promise.

.then( function(sum){

console.log( sum ); // that was easier!

} );

There are two layers of Promises in this snippet.

fetchX() and fetchY() are called directly, and the values they return (promises!) are passed into add(..). The underlying values those promises represent may be ready now or later, but each promise normalizes the behavior to be the same regardless. We reason about X and Y values in a time-independent way. They are future values.

The second layer is the promise that add(..) creates (via Promise.all([ .. ])) and returns, which we wait on by calling then(..). When the add(..) operation completes, our sum future value is ready and we can print it out. We hide inside of add(..) the logic for waiting on the X and Y future values.

**Note:** Inside add(..), the Promise.all([ .. ]) call creates a promise (which is waiting on promiseX and promiseY to resolve). The chained call to .then(..) creates another promise, which the return values[0] + values[1] line immediately resolves (with the result of the addition). Thus, the then(..) call we chain off the end of the add(..) call -- at the end of the snippet -- is actually operating on that second promise returned, rather than the first one created by Promise.all([ .. ]). Also, though we are not chaining off the end of that second then(..), it too has created another promise, had we chosen to observe/use it. This Promise chaining stuff will be explained in much greater detail later in this chapter.

Just like with cheeseburger orders, it's possible that the resolution of a Promise is rejection instead of fulfillment. Unlike a fulfilled Promise, where the value is always programmatic, a rejection value -- commonly called a "rejection reason" -- can either be set directly by the program logic, or it can result implicitly from a runtime exception.

With Promises, the then(..) call can actually take two functions, the first for fulfillment (as shown earlier), and the second for rejection:

add( fetchX(), fetchY() )

.then(

// fullfillment handler

function(sum) {

console.log( sum );

},

// rejection handler

function(err) {

console.error( err ); // bummer!

}

);

If something went wrong getting X or Y, or something somehow failed during the addition, the promise that add(..)returns is rejected, and the second callback error handler passed to then(..) will receive the rejection value from the promise.

Because Promises encapsulate the time-dependent state -- waiting on the fulfillment or rejection of the underlying value -- from the outside, the Promise itself is time-independent, and thus Promises can be composed (combined) in predictable ways regardless of the timing or outcome underneath.

Moreover, once a Promise is resolved, it stays that way forever -- it becomes an immutable value at that point -- and can then be observed as many times as necessary.

**Note:** Because a Promise is externally immutable once resolved, it's now safe to pass that value around to any party and know that it cannot be modified accidentally or maliciously. This is especially true in relation to multiple parties observing the resolution of a Promise. It is not possible for one party to affect another party's ability to observe Promise resolution. Immutability may sound like an academic topic, but it's actually one of the most fundamental and important aspects of Promise design, and shouldn't be casually passed over.

That's one of the most powerful and important concepts to understand about Promises. With a fair amount of work, you could ad hoc create the same effects with nothing but ugly callback composition, but that's not really an effective strategy, especially because you have to do it over and over again.

Promises are an easily repeatable mechanism for encapsulating and composing future values.

### Completion Event

As we just saw, an individual Promise behaves as a future value. But there's another way to think of the resolution of a Promise: as a flow-control mechanism -- a temporal this-then-that -- for two or more steps in an asynchronous task.

Let's imagine calling a function foo(..) to perform some task. We don't know about any of its details, nor do we care. It may complete the task right away, or it may take a while.

We just simply need to know when foo(..) finishes so that we can move on to our next task. In other words, we'd like a way to be notified of foo(..)'s completion so that we can continue.

In typical JavaScript fashion, if you need to listen for a notification, you'd likely think of that in terms of events. So we could reframe our need for notification as a need to listen for a completion (or continuation) event emitted by foo(..).

**Note:** Whether you call it a "completion event" or a "continuation event" depends on your perspective. Is the focus more on what happens with foo(..), or what happens after foo(..) finishes? Both perspectives are accurate and useful. The event notification tells us that foo(..) has completed, but also that it's OK to continue with the next step. Indeed, the callback you pass to be called for the event notification is itself what we've previously called a continuation. Because completion event is a bit more focused on the foo(..), which more has our attention at present, we slightly favor completion event for the rest of this text.

With callbacks, the "notification" would be our callback invoked by the task (foo(..)). But with Promises, we turn the relationship around, and expect that we can listen for an event from foo(..), and when notified, proceed accordingly.

First, consider some pseudocode:

foo(x) {

// start doing something that could take a while

}

foo( 42 )

on (foo "completion") {

// now we can do the next step!

}

on (foo "error") {

// oops, something went wrong in `foo(..)`

}

We call foo(..) and then we set up two event listeners, one for "completion" and one for "error" -- the two possible finaloutcomes of the foo(..) call. In essence, foo(..) doesn't even appear to be aware that the calling code has subscribed to these events, which makes for a very nice separation of concerns.

Unfortunately, such code would require some "magic" of the JS environment that doesn't exist (and would likely be a bit impractical). Here's the more natural way we could express that in JS:

function foo(x) {

// start doing something that could take a while

// make a `listener` event notification

// capability to return

return listener;

}

var evt = foo( 42 );

evt.on( "completion", function(){

// now we can do the next step!

} );

evt.on( "failure", function(err){

// oops, something went wrong in `foo(..)`

} );

foo(..) expressly creates an event subscription capability to return back, and the calling code receives and registers the two event handlers against it.

The inversion from normal callback-oriented code should be obvious, and it's intentional. Instead of passing the callbacks to foo(..), it returns an event capability we call evt, which receives the callbacks.

But if you recall from Chapter 2, callbacks themselves represent an inversion of control. So inverting the callback pattern is actually an inversion of inversion, or an uninversion of control -- restoring control back to the calling code where we wanted it to be in the first place.

One important benefit is that multiple separate parts of the code can be given the event listening capability, and they can all independently be notified of when foo(..) completes to perform subsequent steps after its completion:

var evt = foo( 42 );

// let `bar(..)` listen to `foo(..)`'s completion

bar( evt );

// also, let `baz(..)` listen to `foo(..)`'s completion

baz( evt );

Uninversion of control enables a nicer separation of concerns, where bar(..) and baz(..) don't need to be involved in how foo(..) is called. Similarly, foo(..) doesn't need to know or care that bar(..) and baz(..) exist or are waiting to be notified when foo(..) completes.

Essentially, this evt object is a neutral third-party negotiation between the separate concerns.

#### Promise "Events"

As you may have guessed by now, the evt event listening capability is an analogy for a Promise.

In a Promise-based approach, the previous snippet would have foo(..) creating and returning a Promise instance, and that promise would then be passed to bar(..) and baz(..).

**Note:** The Promise resolution "events" we listen for aren't strictly events (though they certainly behave like events for these purposes), and they're not typically called "completion" or "error". Instead, we use then(..) to register a "then" event. Or perhaps more precisely, then(..) registers "fulfillment" and/or "rejection" event(s), though we don't see those terms used explicitly in the code.

Consider:

function foo(x) {

// start doing something that could take a while

// construct and return a promise

return new Promise( function(resolve,reject){

// eventually, call `resolve(..)` or `reject(..)`,

// which are the resolution callbacks for

// the promise.

} );

}

var p = foo( 42 );

bar( p );

baz( p );

**Note:** The pattern shown with new Promise( function(..){ .. } ) is generally called the ["revealing constructor"](http://domenic.me/2014/02/13/the-revealing-constructor-pattern/). The function passed in is executed immediately (not async deferred, as callbacks to then(..) are), and it's provided two parameters, which in this case we've named resolve and reject. These are the resolution functions for the promise. resolve(..) generally signals fulfillment, and reject(..) signals rejection.

You can probably guess what the internals of bar(..) and baz(..) might look like:

function bar(fooPromise) {

// listen for `foo(..)` to complete

fooPromise.then(

function(){

// `foo(..)` has now finished, so

// do `bar(..)`'s task

},

function(){

// oops, something went wrong in `foo(..)`

}

);

}

// ditto for `baz(..)`

Promise resolution doesn't necessarily need to involve sending along a message, as it did when we were examining Promises as future values. It can just be a flow-control signal, as used in the previous snippet.

Another way to approach this is:

function bar() {

// `foo(..)` has definitely finished, so

// do `bar(..)`'s task

}

function oopsBar() {

// oops, something went wrong in `foo(..)`,

// so `bar(..)` didn't run

}

// ditto for `baz()` and `oopsBaz()`

var p = foo( 42 );

p.then( bar, oopsBar );

p.then( baz, oopsBaz );

**Note:** If you've seen Promise-based coding before, you might be tempted to believe that the last two lines of that code could be written as p.then( .. ).then( .. ), using chaining, rather than p.then(..); p.then(..). That would have an entirely different behavior, so be careful! The difference might not be clear right now, but it's actually a different async pattern than we've seen thus far: splitting/forking. Don't worry! We'll come back to this point later in this chapter.

Instead of passing the p promise to bar(..) and baz(..), we use the promise to control when bar(..) and baz(..) will get executed, if ever. The primary difference is in the error handling.

In the first snippet's approach, bar(..) is called regardless of whether foo(..) succeeds or fails, and it handles its own fallback logic if it's notified that foo(..) failed. The same is true for baz(..), obviously.

In the second snippet, bar(..) only gets called if foo(..) succeeds, and otherwise oopsBar(..) gets called. Ditto for baz(..).

Neither approach is correct per se. There will be cases where one is preferred over the other.

In either case, the promise p that comes back from foo(..) is used to control what happens next.

Moreover, the fact that both snippets end up calling then(..) twice against the same promise p illustrates the point made earlier, which is that Promises (once resolved) retain their same resolution (fulfillment or rejection) forever, and can subsequently be observed as many times as necessary.

Whenever p is resolved, the next step will always be the same, both now and later.

## Thenable Duck Typing

In Promises-land, an important detail is how to know for sure if some value is a genuine Promise or not. Or more directly, is it a value that will behave like a Promise?

Given that Promises are constructed by the new Promise(..) syntax, you might think that p instanceof Promise would be an acceptable check. But unfortunately, there are a number of reasons that's not totally sufficient.

Mainly, you can receive a Promise value from another browser window (iframe, etc.), which would have its own Promise different from the one in the current window/frame, and that check would fail to identify the Promise instance.

Moreover, a library or framework may choose to vend its own Promises and not use the native ES6 Promise implementation to do so. In fact, you may very well be using Promises with libraries in older browsers that have no Promise at all.

When we discuss Promise resolution processes later in this chapter, it will become more obvious why a non-genuine-but-Promise-like value would still be very important to be able to recognize and assimilate. But for now, just take my word for it that it's a critical piece of the puzzle.

As such, it was decided that the way to recognize a Promise (or something that behaves like a Promise) would be to define something called a "thenable" as any object or function which has a then(..) method on it. It is assumed that any such value is a Promise-conforming thenable.

The general term for "type checks" that make assumptions about a value's "type" based on its shape (what properties are present) is called "duck typing" -- "If it looks like a duck, and quacks like a duck, it must be a duck" (see the Types & Grammartitle of this book series). So the duck typing check for a thenable would roughly be:

if (

p !== null &&

(

typeof p === "object" ||

typeof p === "function"

) &&

typeof p.then === "function"

) {

// assume it's a thenable!

}

else {

// not a thenable

}

Yuck! Setting aside the fact that this logic is a bit ugly to implement in various places, there's something deeper and more troubling going on.

If you try to fulfill a Promise with any object/function value that happens to have a then(..) function on it, but you weren't intending it to be treated as a Promise/thenable, you're out of luck, because it will automatically be recognized as thenable and treated with special rules (see later in the chapter).

This is even true if you didn't realize the value has a then(..) on it. For example:

var o = { then: function(){} };

// make `v` be `[[Prototype]]`-linked to `o`

var v = Object.create( o );

v.someStuff = "cool";

v.otherStuff = "not so cool";

v.hasOwnProperty( "then" ); // false

v doesn't look like a Promise or thenable at all. It's just a plain object with some properties on it. You're probably just intending to send that value around like any other object.

But unknown to you, v is also [[Prototype]]-linked (see the this & Object Prototypes title of this book series) to another object o, which happens to have a then(..) on it. So the thenable duck typing checks will think and assume v is a thenable. Uh oh.

It doesn't even need to be something as directly intentional as that:

Object.prototype.then = function(){};

Array.prototype.then = function(){};

var v1 = { hello: "world" };

var v2 = [ "Hello", "World" ];

Both v1 and v2 will be assumed to be thenables. You can't control or predict if any other code accidentally or maliciously adds then(..) to Object.prototype, Array.prototype, or any of the other native prototypes. And if what's specified is a function that doesn't call either of its parameters as callbacks, then any Promise resolved with such a value will just silently hang forever! Crazy.

Sound implausible or unlikely? Perhaps.

But keep in mind that there were several well-known non-Promise libraries preexisting in the community prior to ES6 that happened to already have a method on them called then(..). Some of those libraries chose to rename their own methods to avoid collision (that sucks!). Others have simply been relegated to the unfortunate status of "incompatible with Promise-based coding" in reward for their inability to change to get out of the way.

The standards decision to hijack the previously nonreserved -- and completely general-purpose sounding -- then property name means that no value (or any of its delegates), either past, present, or future, can have a then(..) function present, either on purpose or by accident, or that value will be confused for a thenable in Promises systems, which will probably create bugs that are really hard to track down.

**Warning:** I do not like how we ended up with duck typing of thenables for Promise recognition. There were other options, such as "branding" or even "anti-branding"; what we got seems like a worst-case compromise. But it's not all doom and gloom. Thenable duck typing can be helpful, as we'll see later. Just beware that thenable duck typing can be hazardous if it incorrectly identifies something as a Promise that isn't.

## Promise Trust

We've now seen two strong analogies that explain different aspects of what Promises can do for our async code. But if we stop there, we've missed perhaps the single most important characteristic that the Promise pattern establishes: trust.

Whereas the future values and completion events analogies play out explicitly in the code patterns we've explored, it won't be entirely obvious why or how Promises are designed to solve all of the inversion of control trust issues we laid out in the "Trust Issues" section of Chapter 2. But with a little digging, we can uncover some important guarantees that restore the confidence in async coding that Chapter 2 tore down!

Let's start by reviewing the trust issues with callbacks-only coding. When you pass a callback to a utility foo(..), it might:

* Call the callback too early
* Call the callback too late (or never)
* Call the callback too few or too many times
* Fail to pass along any necessary environment/parameters
* Swallow any errors/exceptions that may happen

The characteristics of Promises are intentionally designed to provide useful, repeatable answers to all these concerns.

### Calling Too Early

Primarily, this is a concern of whether code can introduce Zalgo-like effects (see Chapter 2), where sometimes a task finishes synchronously and sometimes asynchronously, which can lead to race conditions.

Promises by definition cannot be susceptible to this concern, because even an immediately fulfilled Promise (like new Promise(function(resolve){ resolve(42); })) cannot be observed synchronously.

That is, when you call then(..) on a Promise, even if that Promise was already resolved, the callback you provide to then(..) will **always** be called asynchronously (for more on this, refer back to "Jobs" in Chapter 1).

No more need to insert your own setTimeout(..,0) hacks. Promises prevent Zalgo automatically.

### Calling Too Late

Similar to the previous point, a Promise's then(..) registered observation callbacks are automatically scheduled when either resolve(..) or reject(..) are called by the Promise creation capability. Those scheduled callbacks will predictably be fired at the next asynchronous moment (see "Jobs" in Chapter 1).

It's not possible for synchronous observation, so it's not possible for a synchronous chain of tasks to run in such a way to in effect "delay" another callback from happening as expected. That is, when a Promise is resolved, all then(..) registered callbacks on it will be called, in order, immediately at the next asynchronous opportunity (again, see "Jobs" in Chapter 1), and nothing that happens inside of one of those callbacks can affect/delay the calling of the other callbacks.

For example:

p.then( function(){

p.then( function(){

console.log( "C" );

} );

console.log( "A" );

} );

p.then( function(){

console.log( "B" );

} );

// A B C

Here, "C" cannot interrupt and precede "B", by virtue of how Promises are defined to operate.

#### Promise Scheduling Quirks

It's important to note, though, that there are lots of nuances of scheduling where the relative ordering between callbacks chained off two separate Promises is not reliably predictable.

If two promises p1 and p2 are both already resolved, it should be true that p1.then(..); p2.then(..) would end up calling the callback(s) for p1 before the ones for p2. But there are subtle cases where that might not be true, such as the following:

var p3 = new Promise( function(resolve,reject){

resolve( "B" );

} );

var p1 = new Promise( function(resolve,reject){

resolve( p3 );

} );

var p2 = new Promise( function(resolve,reject){

resolve( "A" );

} );

p1.then( function(v){

console.log( v );

} );

p2.then( function(v){

console.log( v );

} );

// A B <-- not B A as you might expect

We'll cover this more later, but as you can see, p1 is resolved not with an immediate value, but with another promise p3which is itself resolved with the value "B". The specified behavior is to unwrap p3 into p1, but asynchronously, so p1's callback(s) are behind p2's callback(s) in the asynchronous Job queue (see Chapter 1).

To avoid such nuanced nightmares, you should never rely on anything about the ordering/scheduling of callbacks across Promises. In fact, a good practice is not to code in such a way where the ordering of multiple callbacks matters at all. Avoid that if you can.

### Never Calling the Callback

This is a very common concern. It's addressable in several ways with Promises.

First, nothing (not even a JS error) can prevent a Promise from notifying you of its resolution (if it's resolved). If you register both fulfillment and rejection callbacks for a Promise, and the Promise gets resolved, one of the two callbacks will always be called.

Of course, if your callbacks themselves have JS errors, you may not see the outcome you expect, but the callback will in fact have been called. We'll cover later how to be notified of an error in your callback, because even those don't get swallowed.

But what if the Promise itself never gets resolved either way? Even that is a condition that Promises provide an answer for, using a higher level abstraction called a "race":

// a utility for timing out a Promise

function timeoutPromise(delay) {

return new Promise( function(resolve,reject){

setTimeout( function(){

reject( "Timeout!" );

}, delay );

} );

}

// setup a timeout for `foo()`

Promise.race( [

foo(), // attempt `foo()`

timeoutPromise( 3000 ) // give it 3 seconds

] )

.then(

function(){

// `foo(..)` fulfilled in time!

},

function(err){

// either `foo()` rejected, or it just

// didn't finish in time, so inspect

// `err` to know which

}

);

There are more details to consider with this Promise timeout pattern, but we'll come back to it later.

Importantly, we can ensure a signal as to the outcome of foo(), to prevent it from hanging our program indefinitely.

### Calling Too Few or Too Many Times

By definition, one is the appropriate number of times for the callback to be called. The "too few" case would be zero calls, which is the same as the "never" case we just examined.

The "too many" case is easy to explain. Promises are defined so that they can only be resolved once. If for some reason the Promise creation code tries to call resolve(..) or reject(..) multiple times, or tries to call both, the Promise will accept only the first resolution, and will silently ignore any subsequent attempts.

Because a Promise can only be resolved once, any then(..) registered callbacks will only ever be called once (each).

Of course, if you register the same callback more than once, (e.g., p.then(f); p.then(f);), it'll be called as many times as it was registered. The guarantee that a response function is called only once does not prevent you from shooting yourself in the foot.

### Failing to Pass Along Any Parameters/Environment

Promises can have, at most, one resolution value (fulfillment or rejection).

If you don't explicitly resolve with a value either way, the value is undefined, as is typical in JS. But whatever the value, it will always be passed to all registered (and appropriate: fulfillment or rejection) callbacks, either now or in the future.

Something to be aware of: If you call resolve(..) or reject(..) with multiple parameters, all subsequent parameters beyond the first will be silently ignored. Although that might seem a violation of the guarantee we just described, it's not exactly, because it constitutes an invalid usage of the Promise mechanism. Other invalid usages of the API (such as calling resolve(..) multiple times) are similarly protected, so the Promise behavior here is consistent (if not a tiny bit frustrating).

If you want to pass along multiple values, you must wrap them in another single value that you pass, such as an array or an object.

As for environment, functions in JS always retain their closure of the scope in which they're defined (see the Scope & Closurestitle of this series), so they of course would continue to have access to whatever surrounding state you provide. Of course, the same is true of callbacks-only design, so this isn't a specific augmentation of benefit from Promises -- but it's a guarantee we can rely on nonetheless.

### Swallowing Any Errors/Exceptions

In the base sense, this is a restatement of the previous point. If you reject a Promise with a reason (aka error message), that value is passed to the rejection callback(s).

But there's something much bigger at play here. If at any point in the creation of a Promise, or in the observation of its resolution, a JS exception error occurs, such as a TypeError or ReferenceError, that exception will be caught, and it will force the Promise in question to become rejected.

For example:

var p = new Promise( function(resolve,reject){

foo.bar(); // `foo` is not defined, so error!

resolve( 42 ); // never gets here :(

} );

p.then(

function fulfilled(){

// never gets here :(

},

function rejected(err){

// `err` will be a `TypeError` exception object

// from the `foo.bar()` line.

}

);

The JS exception that occurs from foo.bar() becomes a Promise rejection that you can catch and respond to.

This is an important detail, because it effectively solves another potential Zalgo moment, which is that errors could create a synchronous reaction whereas nonerrors would be asynchronous. Promises turn even JS exceptions into asynchronous behavior, thereby reducing the race condition chances greatly.

But what happens if a Promise is fulfilled, but there's a JS exception error during the observation (in a then(..) registered callback)? Even those aren't lost, but you may find how they're handled a bit surprising, until you dig in a little deeper:

var p = new Promise( function(resolve,reject){

resolve( 42 );

} );

p.then(

function fulfilled(msg){

foo.bar();

console.log( msg ); // never gets here :(

},

function rejected(err){

// never gets here either :(

}

);

Wait, that makes it seem like the exception from foo.bar() really did get swallowed. Never fear, it didn't. But something deeper is wrong, which is that we've failed to listen for it. The p.then(..) call itself returns another promise, and it's thatpromise that will be rejected with the TypeError exception.

Why couldn't it just call the error handler we have defined there? Seems like a logical behavior on the surface. But it would violate the fundamental principle that Promises are **immutable** once resolved. p was already fulfilled to the value 42, so it can't later be changed to a rejection just because there's an error in observing p's resolution.

Besides the principle violation, such behavior could wreak havoc, if say there were multiple then(..) registered callbacks on the promise p, because some would get called and others wouldn't, and it would be very opaque as to why.

### Trustable Promise?

There's one last detail to examine to establish trust based on the Promise pattern.

You've no doubt noticed that Promises don't get rid of callbacks at all. They just change where the callback is passed to. Instead of passing a callback to foo(..), we get something (ostensibly a genuine Promise) back from foo(..), and we pass the callback to that something instead.

But why would this be any more trustable than just callbacks alone? How can we be sure the something we get back is in fact a trustable Promise? Isn't it basically all just a house of cards where we can trust only because we already trusted?

One of the most important, but often overlooked, details of Promises is that they have a solution to this issue as well. Included with the native ES6 Promise implementation is Promise.resolve(..).

If you pass an immediate, non-Promise, non-thenable value to Promise.resolve(..), you get a promise that's fulfilled with that value. In other words, these two promises p1 and p2 will behave basically identically:

var p1 = new Promise( function(resolve,reject){

resolve( 42 );

} );

var p2 = Promise.resolve( 42 );

But if you pass a genuine Promise to Promise.resolve(..), you just get the same promise back:

var p1 = Promise.resolve( 42 );

var p2 = Promise.resolve( p1 );

p1 === p2; // true

Even more importantly, if you pass a non-Promise thenable value to Promise.resolve(..), it will attempt to unwrap that value, and the unwrapping will keep going until a concrete final non-Promise-like value is extracted.

Recall our previous discussion of thenables?

Consider:

var p = {

then: function(cb) {

cb( 42 );

}

};

// this works OK, but only by good fortune

p

.then(

function fulfilled(val){

console.log( val ); // 42

},

function rejected(err){

// never gets here

}

);

This p is a thenable, but it's not a genuine Promise. Luckily, it's reasonable, as most will be. But what if you got back instead something that looked like:

var p = {

then: function(cb,errcb) {

cb( 42 );

errcb( "evil laugh" );

}

};

p

.then(

function fulfilled(val){

console.log( val ); // 42

},

function rejected(err){

// oops, shouldn't have run

console.log( err ); // evil laugh

}

);

This p is a thenable but it's not so well behaved of a promise. Is it malicious? Or is it just ignorant of how Promises should work? It doesn't really matter, to be honest. In either case, it's not trustable as is.

Nonetheless, we can pass either of these versions of p to Promise.resolve(..), and we'll get the normalized, safe result we'd expect:

Promise.resolve( p )

.then(

function fulfilled(val){

console.log( val ); // 42

},

function rejected(err){

// never gets here

}

);

Promise.resolve(..) will accept any thenable, and will unwrap it to its non-thenable value. But you get back from Promise.resolve(..) a real, genuine Promise in its place, **one that you can trust**. If what you passed in is already a genuine Promise, you just get it right back, so there's no downside at all to filtering through Promise.resolve(..) to gain trust.

So let's say we're calling a foo(..) utility and we're not sure we can trust its return value to be a well-behaving Promise, but we know it's at least a thenable. Promise.resolve(..) will give us a trustable Promise wrapper to chain off of:

// don't just do this:

foo( 42 )

.then( function(v){

console.log( v );

} );

// instead, do this:

Promise.resolve( foo( 42 ) )

.then( function(v){

console.log( v );

} );

**Note:** Another beneficial side effect of wrapping Promise.resolve(..) around any function's return value (thenable or not) is that it's an easy way to normalize that function call into a well-behaving async task. If foo(42) returns an immediate value sometimes, or a Promise other times, Promise.resolve( foo(42) ) makes sure it's always a Promise result. And avoiding Zalgo makes for much better code.

### Trust Built

Hopefully the previous discussion now fully "resolves" (pun intended) in your mind why the Promise is trustable, and more importantly, why that trust is so critical in building robust, maintainable software.

Can you write async code in JS without trust? Of course you can. We JS developers have been coding async with nothing but callbacks for nearly two decades.

But once you start questioning just how much you can trust the mechanisms you build upon to actually be predictable and reliable, you start to realize callbacks have a pretty shaky trust foundation.

Promises are a pattern that augments callbacks with trustable semantics, so that the behavior is more reason-able and more reliable. By uninverting the inversion of control of callbacks, we place the control with a trustable system (Promises) that was designed specifically to bring sanity to our async.

## Chain Flow

We've hinted at this a couple of times already, but Promises are not just a mechanism for a single-step this-then-that sort of operation. That's the building block, of course, but it turns out we can string multiple Promises together to represent a sequence of async steps.

The key to making this work is built on two behaviors intrinsic to Promises:

* Every time you call then(..) on a Promise, it creates and returns a new Promise, which we can chain with.
* Whatever value you return from the then(..) call's fulfillment callback (the first parameter) is automatically set as the fulfillment of the chained Promise (from the first point).

Let's first illustrate what that means, and then we'll derive how that helps us create async sequences of flow control. Consider the following:

var p = Promise.resolve( 21 );

var p2 = p.then( function(v){

console.log( v ); // 21

// fulfill `p2` with value `42`

return v \* 2;

} );

// chain off `p2`

p2.then( function(v){

console.log( v ); // 42

} );

By returning v \* 2 (i.e., 42), we fulfill the p2 promise that the first then(..) call created and returned. When p2's then(..) call runs, it's receiving the fulfillment from the return v \* 2 statement. Of course, p2.then(..) creates yet another promise, which we could have stored in a p3 variable.

But it's a little annoying to have to create an intermediate variable p2 (or p3, etc.). Thankfully, we can easily just chain these together:

var p = Promise.resolve( 21 );

p

.then( function(v){

console.log( v ); // 21

// fulfill the chained promise with value `42`

return v \* 2;

} )

// here's the chained promise

.then( function(v){

console.log( v ); // 42

} );

So now the first then(..) is the first step in an async sequence, and the second then(..) is the second step. This could keep going for as long as you needed it to extend. Just keep chaining off a previous then(..) with each automatically created Promise.

But there's something missing here. What if we want step 2 to wait for step 1 to do something asynchronous? We're using an immediate return statement, which immediately fulfills the chained promise.

The key to making a Promise sequence truly async capable at every step is to recall how Promise.resolve(..) operates when what you pass to it is a Promise or thenable instead of a final value. Promise.resolve(..) directly returns a received genuine Promise, or it unwraps the value of a received thenable -- and keeps going recursively while it keeps unwrapping thenables.

The same sort of unwrapping happens if you return a thenable or Promise from the fulfillment (or rejection) handler. Consider:

var p = Promise.resolve( 21 );

p.then( function(v){

console.log( v ); // 21

// create a promise and return it

return new Promise( function(resolve,reject){

// fulfill with value `42`

resolve( v \* 2 );

} );

} )

.then( function(v){

console.log( v ); // 42

} );

Even though we wrapped 42 up in a promise that we returned, it still got unwrapped and ended up as the resolution of the chained promise, such that the second then(..) still received 42. If we introduce asynchrony to that wrapping promise, everything still nicely works the same:

var p = Promise.resolve( 21 );

p.then( function(v){

console.log( v ); // 21

// create a promise to return

return new Promise( function(resolve,reject){

// introduce asynchrony!

setTimeout( function(){

// fulfill with value `42`

resolve( v \* 2 );

}, 100 );

} );

} )

.then( function(v){

// runs after the 100ms delay in the previous step

console.log( v ); // 42

} );

That's incredibly powerful! Now we can construct a sequence of however many async steps we want, and each step can delay the next step (or not!), as necessary.

Of course, the value passing from step to step in these examples is optional. If you don't return an explicit value, an implicit undefined is assumed, and the promises still chain together the same way. Each Promise resolution is thus just a signal to proceed to the next step.

To further the chain illustration, let's generalize a delay-Promise creation (without resolution messages) into a utility we can reuse for multiple steps:

function delay(time) {

return new Promise( function(resolve,reject){

setTimeout( resolve, time );

} );

}

delay( 100 ) // step 1

.then( function STEP2(){

console.log( "step 2 (after 100ms)" );

return delay( 200 );

} )

.then( function STEP3(){

console.log( "step 3 (after another 200ms)" );

} )

.then( function STEP4(){

console.log( "step 4 (next Job)" );

return delay( 50 );

} )

.then( function STEP5(){

console.log( "step 5 (after another 50ms)" );

} )

...

Calling delay(200) creates a promise that will fulfill in 200ms, and then we return that from the first then(..) fulfillment callback, which causes the second then(..)'s promise to wait on that 200ms promise.

**Note:** As described, technically there are two promises in that interchange: the 200ms-delay promise and the chained promise that the second then(..) chains from. But you may find it easier to mentally combine these two promises together, because the Promise mechanism automatically merges their states for you. In that respect, you could think of return delay(200) as creating a promise that replaces the earlier-returned chained promise.

To be honest, though, sequences of delays with no message passing isn't a terribly useful example of Promise flow control. Let's look at a scenario that's a little more practical.

Instead of timers, let's consider making Ajax requests:

// assume an `ajax( {url}, {callback} )` utility

// Promise-aware ajax

function request(url) {

return new Promise( function(resolve,reject){

// the `ajax(..)` callback should be our

// promise's `resolve(..)` function

ajax( url, resolve );

} );

}

We first define a request(..) utility that constructs a promise to represent the completion of the ajax(..) call:

request( "http://some.url.1/" )

.then( function(response1){

return request( "http://some.url.2/?v=" + response1 );

} )

.then( function(response2){

console.log( response2 );

} );

**Note:** Developers commonly encounter situations in which they want to do Promise-aware async flow control with utilities that are not themselves Promise-enabled (like ajax(..) here, which expects a callback). Although the native ES6 Promisemechanism doesn't automatically solve this pattern for us, practically all Promise libraries do. They usually call this process "lifting" or "promisifying" or some variation thereof. We'll come back to this technique later.

Using the Promise-returning request(..), we create the first step in our chain implicitly by calling it with the first URL, and chain off that returned promise with the first then(..).

Once response1 comes back, we use that value to construct a second URL, and make a second request(..) call. That second request(..) promise is returned so that the third step in our async flow control waits for that Ajax call to complete. Finally, we print response2 once it returns.

The Promise chain we construct is not only a flow control that expresses a multistep async sequence, but it also acts as a message channel to propagate messages from step to step.

What if something went wrong in one of the steps of the Promise chain? An error/exception is on a per-Promise basis, which means it's possible to catch such an error at any point in the chain, and that catching acts to sort of "reset" the chain back to normal operation at that point:

// step 1:

request( "http://some.url.1/" )

// step 2:

.then( function(response1){

foo.bar(); // undefined, error!

// never gets here

return request( "http://some.url.2/?v=" + response1 );

} )

// step 3:

.then(

function fulfilled(response2){

// never gets here

},

// rejection handler to catch the error

function rejected(err){

console.log( err ); // `TypeError` from `foo.bar()` error

return 42;

}

)

// step 4:

.then( function(msg){

console.log( msg ); // 42

} );

When the error occurs in step 2, the rejection handler in step 3 catches it. The return value (42 in this snippet), if any, from that rejection handler fulfills the promise for the next step (4), such that the chain is now back in a fulfillment state.

**Note:** As we discussed earlier, when returning a promise from a fulfillment handler, it's unwrapped and can delay the next step. That's also true for returning promises from rejection handlers, such that if the return 42 in step 3 instead returned a promise, that promise could delay step 4. A thrown exception inside either the fulfillment or rejection handler of a then(..)call causes the next (chained) promise to be immediately rejected with that exception.

If you call then(..) on a promise, and you only pass a fulfillment handler to it, an assumed rejection handler is substituted:

var p = new Promise( function(resolve,reject){

reject( "Oops" );

} );

var p2 = p.then(

function fulfilled(){

// never gets here

}

// assumed rejection handler, if omitted or

// any other non-function value passed

// function(err) {

// throw err;

// }

);

As you can see, the assumed rejection handler simply rethrows the error, which ends up forcing p2 (the chained promise) to reject with the same error reason. In essence, this allows the error to continue propagating along a Promise chain until an explicitly defined rejection handler is encountered.

**Note:** We'll cover more details of error handling with Promises a little later, because there are other nuanced details to be concerned about.

If a proper valid function is not passed as the fulfillment handler parameter to then(..), there's also a default handler substituted:

var p = Promise.resolve( 42 );

p.then(

// assumed fulfillment handler, if omitted or

// any other non-function value passed

// function(v) {

// return v;

// }

null,

function rejected(err){

// never gets here

}

);

As you can see, the default fulfillment handler simply passes whatever value it receives along to the next step (Promise).

**Note:** The then(null,function(err){ .. }) pattern -- only handling rejections (if any) but letting fulfillments pass through -- has a shortcut in the API: catch(function(err){ .. }). We'll cover catch(..) more fully in the next section.

Let's review briefly the intrinsic behaviors of Promises that enable chaining flow control:

* A then(..) call against one Promise automatically produces a new Promise to return from the call.
* Inside the fulfillment/rejection handlers, if you return a value or an exception is thrown, the new returned (chainable) Promise is resolved accordingly.
* If the fulfillment or rejection handler returns a Promise, it is unwrapped, so that whatever its resolution is will become the resolution of the chained Promise returned from the current then(..).

While chaining flow control is helpful, it's probably most accurate to think of it as a side benefit of how Promises compose (combine) together, rather than the main intent. As we've discussed in detail several times already, Promises normalize asynchrony and encapsulate time-dependent value state, and that is what lets us chain them together in this useful way.

Certainly, the sequential expressiveness of the chain (this-then-this-then-this...) is a big improvement over the tangled mess of callbacks as we identified in Chapter 2. But there's still a fair amount of boilerplate (then(..) and function(){ .. }) to wade through. In the next chapter, we'll see a significantly nicer pattern for sequential flow control expressivity, with generators.

### Terminology: Resolve, Fulfill, and Reject

There's some slight confusion around the terms "resolve," "fulfill," and "reject" that we need to clear up, before you get too much deeper into learning about Promises. Let's first consider the Promise(..) constructor:

var p = new Promise( function(X,Y){

// X() for fulfillment

// Y() for rejection

} );

As you can see, two callbacks (here labeled X and Y) are provided. The first is usually used to mark the Promise as fulfilled, and the second always marks the Promise as rejected. But what's the "usually" about, and what does that imply about accurately naming those parameters?

Ultimately, it's just your user code and the identifier names aren't interpreted by the engine to mean anything, so it doesn't technically matter; foo(..) and bar(..) are equally functional. But the words you use can affect not only how you are thinking about the code, but how other developers on your team will think about it. Thinking wrongly about carefully orchestrated async code is almost surely going to be worse than the spaghetti-callback alternatives.

So it actually does kind of matter what you call them.

The second parameter is easy to decide. Almost all literature uses reject(..) as its name, and because that's exactly (and only!) what it does, that's a very good choice for the name. I'd strongly recommend you always use reject(..).

But there's a little more ambiguity around the first parameter, which in Promise literature is often labeled resolve(..). That word is obviously related to "resolution," which is what's used across the literature (including this book) to describe setting a final value/state to a Promise. We've already used "resolve the Promise" several times to mean either fulfilling or rejecting the Promise.

But if this parameter seems to be used to specifically fulfill the Promise, why shouldn't we call it fulfill(..) instead of resolve(..) to be more accurate? To answer that question, let's also take a look at two of the Promise API methods:

var fulfilledPr = Promise.resolve( 42 );

var rejectedPr = Promise.reject( "Oops" );

Promise.resolve(..) creates a Promise that's resolved to the value given to it. In this example, 42 is a normal, non-Promise, non-thenable value, so the fulfilled promise fulfilledPr is created for the value 42. Promise.reject("Oops") creates the rejected promise rejectedPr for the reason "Oops".

Let's now illustrate why the word "resolve" (such as in Promise.resolve(..)) is unambiguous and indeed more accurate, if used explicitly in a context that could result in either fulfillment or rejection:

var rejectedTh = {

then: function(resolved,rejected) {

rejected( "Oops" );

}

};

var rejectedPr = Promise.resolve( rejectedTh );

As we discussed earlier in this chapter, Promise.resolve(..) will return a received genuine Promise directly, or unwrap a received thenable. If that thenable unwrapping reveals a rejected state, the Promise returned from Promise.resolve(..) is in fact in that same rejected state.

So Promise.resolve(..) is a good, accurate name for the API method, because it can actually result in either fulfillment or rejection.

The first callback parameter of the Promise(..) constructor will unwrap either a thenable (identically to Promise.resolve(..)) or a genuine Promise:

var rejectedPr = new Promise( function(resolve,reject){

// resolve this promise with a rejected promise

resolve( Promise.reject( "Oops" ) );

} );

rejectedPr.then(

function fulfilled(){

// never gets here

},

function rejected(err){

console.log( err ); // "Oops"

}

);

It should be clear now that resolve(..) is the appropriate name for the first callback parameter of the Promise(..)constructor.

**Warning:** The previously mentioned reject(..) does **not** do the unwrapping that resolve(..) does. If you pass a Promise/thenable value to reject(..), that untouched value will be set as the rejection reason. A subsequent rejection handler would receive the actual Promise/thenable you passed to reject(..), not its underlying immediate value.

But now let's turn our attention to the callbacks provided to then(..). What should they be called (both in literature and in code)? I would suggest fulfilled(..) and rejected(..):

function fulfilled(msg) {

console.log( msg );

}

function rejected(err) {

console.error( err );

}

p.then(

fulfilled,

rejected

);

In the case of the first parameter to then(..), it's unambiguously always the fulfillment case, so there's no need for the duality of "resolve" terminology. As a side note, the ES6 specification uses onFulfilled(..) and onRejected(..) to label these two callbacks, so they are accurate terms.

## Error Handling

We've already seen several examples of how Promise rejection -- either intentional through calling reject(..) or accidental through JS exceptions -- allows saner error handling in asynchronous programming. Let's circle back though and be explicit about some of the details that we glossed over.

The most natural form of error handling for most developers is the synchronous try..catch construct. Unfortunately, it's synchronous-only, so it fails to help in async code patterns:

function foo() {

setTimeout( function(){

baz.bar();

}, 100 );

}

try {

foo();

// later throws global error from `baz.bar()`

}

catch (err) {

// never gets here

}

try..catch would certainly be nice to have, but it doesn't work across async operations. That is, unless there's some additional environmental support, which we'll come back to with generators in Chapter 4.

In callbacks, some standards have emerged for patterned error handling, most notably the "error-first callback" style:

function foo(cb) {

setTimeout( function(){

try {

var x = baz.bar();

cb( null, x ); // success!

}

catch (err) {

cb( err );

}

}, 100 );

}

foo( function(err,val){

if (err) {

console.error( err ); // bummer :(

}

else {

console.log( val );

}

} );

**Note:** The try..catch here works only from the perspective that the baz.bar() call will either succeed or fail immediately, synchronously. If baz.bar() was itself its own async completing function, any async errors inside it would not be catchable.

The callback we pass to foo(..) expects to receive a signal of an error by the reserved first parameter err. If present, error is assumed. If not, success is assumed.

This sort of error handling is technically async capable, but it doesn't compose well at all. Multiple levels of error-first callbacks woven together with these ubiquitous if statement checks inevitably will lead you to the perils of callback hell (see Chapter 2).

So we come back to error handling in Promises, with the rejection handler passed to then(..). Promises don't use the popular "error-first callback" design style, but instead use "split callbacks" style; there's one callback for fulfillment and one for rejection:

var p = Promise.reject( "Oops" );

p.then(

function fulfilled(){

// never gets here

},

function rejected(err){

console.log( err ); // "Oops"

}

);

While this pattern of error handling makes fine sense on the surface, the nuances of Promise error handling are often a fair bit more difficult to fully grasp.

Consider:

var p = Promise.resolve( 42 );

p.then(

function fulfilled(msg){

// numbers don't have string functions,

// so will throw an error

console.log( msg.toLowerCase() );

},

function rejected(err){

// never gets here

}

);

If the msg.toLowerCase() legitimately throws an error (it does!), why doesn't our error handler get notified? As we explained earlier, it's because that error handler is for the p promise, which has already been fulfilled with value 42. The p promise is immutable, so the only promise that can be notified of the error is the one returned from p.then(..), which in this case we don't capture.

That should paint a clear picture of why error handling with Promises is error-prone (pun intended). It's far too easy to have errors swallowed, as this is very rarely what you'd intend.

**Warning:** If you use the Promise API in an invalid way and an error occurs that prevents proper Promise construction, the result will be an immediately thrown exception, **not a rejected Promise**. Some examples of incorrect usage that fail Promise construction: new Promise(null), Promise.all(), Promise.race(42), and so on. You can't get a rejected Promise if you don't use the Promise API validly enough to actually construct a Promise in the first place!

### Pit of Despair

Jeff Atwood noted years ago: programming languages are often set up in such a way that by default, developers fall into the "pit of despair" (<http://blog.codinghorror.com/falling-into-the-pit-of-success/>) -- where accidents are punished -- and that you have to try harder to get it right. He implored us to instead create a "pit of success," where by default you fall into expected (successful) action, and thus would have to try hard to fail.

Promise error handling is unquestionably "pit of despair" design. By default, it assumes that you want any error to be swallowed by the Promise state, and if you forget to observe that state, the error silently languishes/dies in obscurity -- usually despair.

To avoid losing an error to the silence of a forgotten/discarded Promise, some developers have claimed that a "best practice" for Promise chains is to always end your chain with a final catch(..), like:

var p = Promise.resolve( 42 );

p.then(

function fulfilled(msg){

// numbers don't have string functions,

// so will throw an error

console.log( msg.toLowerCase() );

}

)

.catch( handleErrors );

Because we didn't pass a rejection handler to the then(..), the default handler was substituted, which simply propagates the error to the next promise in the chain. As such, both errors that come into p, and errors that come after p in its resolution (like the msg.toLowerCase() one) will filter down to the final handleErrors(..).

Problem solved, right? Not so fast!

What happens if handleErrors(..) itself also has an error in it? Who catches that? There's still yet another unattended promise: the one catch(..) returns, which we don't capture and don't register a rejection handler for.

You can't just stick another catch(..) on the end of that chain, because it too could fail. The last step in any Promise chain, whatever it is, always has the possibility, even decreasingly so, of dangling with an uncaught error stuck inside an unobserved Promise.

Sound like an impossible conundrum yet?

### Uncaught Handling

It's not exactly an easy problem to solve completely. There are other ways to approach it which many would say are better.

Some Promise libraries have added methods for registering something like a "global unhandled rejection" handler, which would be called instead of a globally thrown error. But their solution for how to identify an error as "uncaught" is to have an arbitrary-length timer, say 3 seconds, running from time of rejection. If a Promise is rejected but no error handler is registered before the timer fires, then it's assumed that you won't ever be registering a handler, so it's "uncaught."

In practice, this has worked well for many libraries, as most usage patterns don't typically call for significant delay between Promise rejection and observation of that rejection. But this pattern is troublesome because 3 seconds is so arbitrary (even if empirical), and also because there are indeed some cases where you want a Promise to hold on to its rejectedness for some indefinite period of time, and you don't really want to have your "uncaught" handler called for all those false positives (not-yet-handled "uncaught errors").

Another more common suggestion is that Promises should have a done(..) added to them, which essentially marks the Promise chain as "done." done(..) doesn't create and return a Promise, so the callbacks passed to done(..) are obviously not wired up to report problems to a chained Promise that doesn't exist.

So what happens instead? It's treated as you might usually expect in uncaught error conditions: any exception inside a done(..) rejection handler would be thrown as a global uncaught error (in the developer console, basically):

var p = Promise.resolve( 42 );

p.then(

function fulfilled(msg){

// numbers don't have string functions,

// so will throw an error

console.log( msg.toLowerCase() );

}

)

.done( null, handleErrors );

// if `handleErrors(..)` caused its own exception, it would

// be thrown globally here

This might sound more attractive than the never-ending chain or the arbitrary timeouts. But the biggest problem is that it's not part of the ES6 standard, so no matter how good it sounds, at best it's a lot longer way off from being a reliable and ubiquitous solution.

Are we just stuck, then? Not entirely.

Browsers have a unique capability that our code does not have: they can track and know for sure when any object gets thrown away and garbage collected. So, browsers can track Promise objects, and whenever they get garbage collected, if they have a rejection in them, the browser knows for sure this was a legitimate "uncaught error," and can thus confidently know it should report it to the developer console.

**Note:** At the time of this writing, both Chrome and Firefox have early attempts at that sort of "uncaught rejection" capability, though support is incomplete at best.

However, if a Promise doesn't get garbage collected -- it's exceedingly easy for that to accidentally happen through lots of different coding patterns -- the browser's garbage collection sniffing won't help you know and diagnose that you have a silently rejected Promise laying around.

Is there any other alternative? Yes.

### Pit of Success

The following is just theoretical, how Promises could be someday changed to behave. I believe it would be far superior to what we currently have. And I think this change would be possible even post-ES6 because I don't think it would break web compatibility with ES6 Promises. Moreover, it can be polyfilled/prollyfilled in, if you're careful. Let's take a look:

* Promises could default to reporting (to the developer console) any rejection, on the next Job or event loop tick, if at that exact moment no error handler has been registered for the Promise.
* For the cases where you want a rejected Promise to hold onto its rejected state for an indefinite amount of time before observing, you could call defer(), which suppresses automatic error reporting on that Promise.

If a Promise is rejected, it defaults to noisily reporting that fact to the developer console (instead of defaulting to silence). You can opt out of that reporting either implicitly (by registering an error handler before rejection), or explicitly (with defer()). In either case, you control the false positives.

Consider:

var p = Promise.reject( "Oops" ).defer();

// `foo(..)` is Promise-aware

foo( 42 )

.then(

function fulfilled(){

return p;

},

function rejected(err){

// handle `foo(..)` error

}

);

...

When we create p, we know we're going to wait a while to use/observe its rejection, so we call defer() -- thus no global reporting. defer() simply returns the same promise, for chaining purposes.

The promise returned from foo(..) gets an error handler attached right away, so it's implicitly opted out and no global reporting for it occurs either.

But the promise returned from the then(..) call has no defer() or error handler attached, so if it rejects (from inside either resolution handler), then it will be reported to the developer console as an uncaught error.

**This design is a pit of success.** By default, all errors are either handled or reported -- what almost all developers in almost all cases would expect. You either have to register a handler or you have to intentionally opt out, and indicate you intend to defer error handling until later; you're opting for the extra responsibility in just that specific case.

The only real danger in this approach is if you defer() a Promise but then fail to actually ever observe/handle its rejection.

But you had to intentionally call defer() to opt into that pit of despair -- the default was the pit of success -- so there's not much else we could do to save you from your own mistakes.

I think there's still hope for Promise error handling (post-ES6). I hope the powers that be will rethink the situation and consider this alternative. In the meantime, you can implement this yourself (a challenging exercise for the reader!), or use a smarter Promise library that does so for you!

**Note:** This exact model for error handling/reporting is implemented in my asynquence Promise abstraction library, which will be discussed in Appendix A of this book.

## Promise Patterns

We've already implicitly seen the sequence pattern with Promise chains (this-then-this-then-that flow control) but there are lots of variations on asynchronous patterns that we can build as abstractions on top of Promises. These patterns serve to simplify the expression of async flow control -- which helps make our code more reason-able and more maintainable -- even in the most complex parts of our programs.

Two such patterns are codified directly into the native ES6 Promise implementation, so we get them for free, to use as building blocks for other patterns.

### Promise.all([ .. ])

In an async sequence (Promise chain), only one async task is being coordinated at any given moment -- step 2 strictly follows step 1, and step 3 strictly follows step 2. But what about doing two or more steps concurrently (aka "in parallel")?

In classic programming terminology, a "gate" is a mechanism that waits on two or more parallel/concurrent tasks to complete before continuing. It doesn't matter what order they finish in, just that all of them have to complete for the gate to open and let the flow control through.

In the Promise API, we call this pattern all([ .. ]).

Say you wanted to make two Ajax requests at the same time, and wait for both to finish, regardless of their order, before making a third Ajax request. Consider:

// `request(..)` is a Promise-aware Ajax utility,

// like we defined earlier in the chapter

var p1 = request( "http://some.url.1/" );

var p2 = request( "http://some.url.2/" );

Promise.all( [p1,p2] )

.then( function(msgs){

// both `p1` and `p2` fulfill and pass in

// their messages here

return request(

"http://some.url.3/?v=" + msgs.join(",")

);

} )

.then( function(msg){

console.log( msg );

} );

Promise.all([ .. ]) expects a single argument, an array, consisting generally of Promise instances. The promise returned from the Promise.all([ .. ]) call will receive a fulfillment message (msgs in this snippet) that is an array of all the fulfillment messages from the passed in promises, in the same order as specified (regardless of fulfillment order).

**Note:** Technically, the array of values passed into Promise.all([ .. ]) can include Promises, thenables, or even immediate values. Each value in the list is essentially passed through Promise.resolve(..) to make sure it's a genuine Promise to be waited on, so an immediate value will just be normalized into a Promise for that value. If the array is empty, the main Promise is immediately fulfilled.

The main promise returned from Promise.all([ .. ]) will only be fulfilled if and when all its constituent promises are fulfilled. If any one of those promises instead is rejected, the main Promise.all([ .. ]) promise is immediately rejected, discarding all results from any other promises.

Remember to always attach a rejection/error handler to every promise, even and especially the one that comes back from Promise.all([ .. ]).

### Promise.race([ .. ])

While Promise.all([ .. ]) coordinates multiple Promises concurrently and assumes all are needed for fulfillment, sometimes you only want to respond to the "first Promise to cross the finish line," letting the other Promises fall away.

This pattern is classically called a "latch," but in Promises it's called a "race."

**Warning:** While the metaphor of "only the first across the finish line wins" fits the behavior well, unfortunately "race" is kind of a loaded term, because "race conditions" are generally taken as bugs in programs (see Chapter 1). Don't confuse Promise.race([ .. ]) with "race condition."

Promise.race([ .. ]) also expects a single array argument, containing one or more Promises, thenables, or immediate values. It doesn't make much practical sense to have a race with immediate values, because the first one listed will obviously win -- like a foot race where one runner starts at the finish line!

Similar to Promise.all([ .. ]), Promise.race([ .. ]) will fulfill if and when any Promise resolution is a fulfillment, and it will reject if and when any Promise resolution is a rejection.

**Warning:** A "race" requires at least one "runner," so if you pass an empty array, instead of immediately resolving, the main race([..]) Promise will never resolve. This is a footgun! ES6 should have specified that it either fulfills, rejects, or just throws some sort of synchronous error. Unfortunately, because of precedence in Promise libraries predating ES6 Promise, they had to leave this gotcha in there, so be careful never to send in an empty array.

Let's revisit our previous concurrent Ajax example, but in the context of a race between p1 and p2:

// `request(..)` is a Promise-aware Ajax utility,

// like we defined earlier in the chapter

var p1 = request( "http://some.url.1/" );

var p2 = request( "http://some.url.2/" );

Promise.race( [p1,p2] )

.then( function(msg){

// either `p1` or `p2` will win the race

return request(

"http://some.url.3/?v=" + msg

);

} )

.then( function(msg){

console.log( msg );

} );

Because only one promise wins, the fulfillment value is a single message, not an array as it was for Promise.all([ .. ]).

#### Timeout Race

We saw this example earlier, illustrating how Promise.race([ .. ]) can be used to express the "promise timeout" pattern:

// `foo()` is a Promise-aware function

// `timeoutPromise(..)`, defined ealier, returns

// a Promise that rejects after a specified delay

// setup a timeout for `foo()`

Promise.race( [

foo(), // attempt `foo()`

timeoutPromise( 3000 ) // give it 3 seconds

] )

.then(

function(){

// `foo(..)` fulfilled in time!

},

function(err){

// either `foo()` rejected, or it just

// didn't finish in time, so inspect

// `err` to know which

}

);

This timeout pattern works well in most cases. But there are some nuances to consider, and frankly they apply to both Promise.race([ .. ]) and Promise.all([ .. ]) equally.

#### "Finally"

The key question to ask is, "What happens to the promises that get discarded/ignored?" We're not asking that question from the performance perspective -- they would typically end up garbage collection eligible -- but from the behavioral perspective (side effects, etc.). Promises cannot be canceled -- and shouldn't be as that would destroy the external immutability trust discussed in the "Promise Uncancelable" section later in this chapter -- so they can only be silently ignored.

But what if foo() in the previous example is reserving some sort of resource for usage, but the timeout fires first and causes that promise to be ignored? Is there anything in this pattern that proactively frees the reserved resource after the timeout, or otherwise cancels any side effects it may have had? What if all you wanted was to log the fact that foo() timed out?

Some developers have proposed that Promises need a finally(..) callback registration, which is always called when a Promise resolves, and allows you to specify any cleanup that may be necessary. This doesn't exist in the specification at the moment, but it may come in ES7+. We'll have to wait and see.

It might look like:

var p = Promise.resolve( 42 );

p.then( something )

.finally( cleanup )

.then( another )

.finally( cleanup );

**Note:** In various Promise libraries, finally(..) still creates and returns a new Promise (to keep the chain going). If the cleanup(..) function were to return a Promise, it would be linked into the chain, which means you could still have the unhandled rejection issues we discussed earlier.

In the meantime, we could make a static helper utility that lets us observe (without interfering) the resolution of a Promise:

// polyfill-safe guard check

if (!Promise.observe) {

Promise.observe = function(pr,cb) {

// side-observe `pr`'s resolution

pr.then(

function fulfilled(msg){

// schedule callback async (as Job)

Promise.resolve( msg ).then( cb );

},

function rejected(err){

// schedule callback async (as Job)

Promise.resolve( err ).then( cb );

}

);

// return original promise

return pr;

};

}

Here's how we'd use it in the timeout example from before:

Promise.race( [

Promise.observe(

foo(), // attempt `foo()`

function cleanup(msg){

// clean up after `foo()`, even if it

// didn't finish before the timeout

}

),

timeoutPromise( 3000 ) // give it 3 seconds

] )

This Promise.observe(..) helper is just an illustration of how you could observe the completions of Promises without interfering with them. Other Promise libraries have their own solutions. Regardless of how you do it, you'll likely have places where you want to make sure your Promises aren't just silently ignored by accident.

### Variations on all([ .. ]) and race([ .. ])

While native ES6 Promises come with built-in Promise.all([ .. ]) and Promise.race([ .. ]), there are several other commonly used patterns with variations on those semantics:

* none([ .. ]) is like all([ .. ]), but fulfillments and rejections are transposed. All Promises need to be rejected -- rejections become the fulfillment values and vice versa.
* any([ .. ]) is like all([ .. ]), but it ignores any rejections, so only one needs to fulfill instead of all of them.
* first([ .. ]) is like a race with any([ .. ]), which is that it ignores any rejections and fulfills as soon as the first Promise fulfills.
* last([ .. ]) is like first([ .. ]), but only the latest fulfillment wins.

Some Promise abstraction libraries provide these, but you could also define them yourself using the mechanics of Promises, race([ .. ]) and all([ .. ]).

For example, here's how we could define first([ .. ]):

// polyfill-safe guard check

if (!Promise.first) {

Promise.first = function(prs) {

return new Promise( function(resolve,reject){

// loop through all promises

prs.forEach( function(pr){

// normalize the value

Promise.resolve( pr )

// whichever one fulfills first wins, and

// gets to resolve the main promise

.then( resolve );

} );

} );

};

}

**Note:** This implementation of first(..) does not reject if all its promises reject; it simply hangs, much like a Promise.race([]) does. If desired, you could add additional logic to track each promise rejection and if all reject, call reject() on the main promise. We'll leave that as an exercise for the reader.

### Concurrent Iterations

Sometimes you want to iterate over a list of Promises and perform some task against all of them, much like you can do with synchronous arrays (e.g., forEach(..), map(..), some(..), and every(..)). If the task to perform against each Promise is fundamentally synchronous, these work fine, just as we used forEach(..) in the previous snippet.

But if the tasks are fundamentally asynchronous, or can/should otherwise be performed concurrently, you can use async versions of these utilities as provided by many libraries.

For example, let's consider an asynchronous map(..) utility that takes an array of values (could be Promises or anything else), plus a function (task) to perform against each. map(..) itself returns a promise whose fulfillment value is an array that holds (in the same mapping order) the async fulfillment value from each task:

if (!Promise.map) {

Promise.map = function(vals,cb) {

// new promise that waits for all mapped promises

return Promise.all(

// note: regular array `map(..)`, turns

// the array of values into an array of

// promises

vals.map( function(val){

// replace `val` with a new promise that

// resolves after `val` is async mapped

return new Promise( function(resolve){

cb( val, resolve );

} );

} )

);

};

}

**Note:** In this implementation of map(..), you can't signal async rejection, but if a synchronous exception/error occurs inside of the mapping callback (cb(..)), the main Promise.map(..) returned promise would reject.

Let's illustrate using map(..) with a list of Promises (instead of simple values):

var p1 = Promise.resolve( 21 );

var p2 = Promise.resolve( 42 );

var p3 = Promise.reject( "Oops" );

// double values in list even if they're in

// Promises

Promise.map( [p1,p2,p3], function(pr,done){

// make sure the item itself is a Promise

Promise.resolve( pr )

.then(

// extract value as `v`

function(v){

// map fulfillment `v` to new value

done( v \* 2 );

},

// or, map to promise rejection message

done

);

} )

.then( function(vals){

console.log( vals ); // [42,84,"Oops"]

} );

## Promise API Recap

Let's review the ES6 Promise API that we've already seen unfold in bits and pieces throughout this chapter.

**Note:** The following API is native only as of ES6, but there are specification-compliant polyfills (not just extended Promise libraries) which can define Promise and all its associated behavior so that you can use native Promises even in pre-ES6 browsers. One such polyfill is "Native Promise Only" (<http://github.com/getify/native-promise-only>), which I wrote!

### new Promise(..) Constructor

The revealing constructor Promise(..) must be used with new, and must be provided a function callback that is synchronously/immediately called. This function is passed two function callbacks that act as resolution capabilities for the promise. We commonly label these resolve(..) and reject(..):

var p = new Promise( function(resolve,reject){

// `resolve(..)` to resolve/fulfill the promise

// `reject(..)` to reject the promise

} );

reject(..) simply rejects the promise, but resolve(..) can either fulfill the promise or reject it, depending on what it's passed. If resolve(..) is passed an immediate, non-Promise, non-thenable value, then the promise is fulfilled with that value.

But if resolve(..) is passed a genuine Promise or thenable value, that value is unwrapped recursively, and whatever its final resolution/state is will be adopted by the promise.

### Promise.resolve(..) and Promise.reject(..)

A shortcut for creating an already-rejected Promise is Promise.reject(..), so these two promises are equivalent:

var p1 = new Promise( function(resolve,reject){

reject( "Oops" );

} );

var p2 = Promise.reject( "Oops" );

Promise.resolve(..) is usually used to create an already-fulfilled Promise in a similar way to Promise.reject(..). However, Promise.resolve(..) also unwraps thenable values (as discussed several times already). In that case, the Promise returned adopts the final resolution of the thenable you passed in, which could either be fulfillment or rejection:

var fulfilledTh = {

then: function(cb) { cb( 42 ); }

};

var rejectedTh = {

then: function(cb,errCb) {

errCb( "Oops" );

}

};

var p1 = Promise.resolve( fulfilledTh );

var p2 = Promise.resolve( rejectedTh );

// `p1` will be a fulfilled promise

// `p2` will be a rejected promise

And remember, Promise.resolve(..) doesn't do anything if what you pass is already a genuine Promise; it just returns the value directly. So there's no overhead to calling Promise.resolve(..) on values that you don't know the nature of, if one happens to already be a genuine Promise.

### then(..) and catch(..)

Each Promise instance (**not** the Promise API namespace) has then(..) and catch(..) methods, which allow registering of fulfillment and rejection handlers for the Promise. Once the Promise is resolved, one or the other of these handlers will be called, but not both, and it will always be called asynchronously (see "Jobs" in Chapter 1).

then(..) takes one or two parameters, the first for the fulfillment callback, and the second for the rejection callback. If either is omitted or is otherwise passed as a non-function value, a default callback is substituted respectively. The default fulfillment callback simply passes the message along, while the default rejection callback simply rethrows (propagates) the error reason it receives.

catch(..) takes only the rejection callback as a parameter, and automatically substitutes the default fulfillment callback, as just discussed. In other words, it's equivalent to then(null,..):

p.then( fulfilled );

p.then( fulfilled, rejected );

p.catch( rejected ); // or `p.then( null, rejected )`

then(..) and catch(..) also create and return a new promise, which can be used to express Promise chain flow control. If the fulfillment or rejection callbacks have an exception thrown, the returned promise is rejected. If either callback returns an immediate, non-Promise, non-thenable value, that value is set as the fulfillment for the returned promise. If the fulfillment handler specifically returns a promise or thenable value, that value is unwrapped and becomes the resolution of the returned promise.

### Promise.all([ .. ]) and Promise.race([ .. ])

The static helpers Promise.all([ .. ]) and Promise.race([ .. ]) on the ES6 Promise API both create a Promise as their return value. The resolution of that promise is controlled entirely by the array of promises that you pass in.

For Promise.all([ .. ]), all the promises you pass in must fulfill for the returned promise to fulfill. If any promise is rejected, the main returned promise is immediately rejected, too (discarding the results of any of the other promises). For fulfillment, you receive an array of all the passed in promises' fulfillment values. For rejection, you receive just the first promise rejection reason value. This pattern is classically called a "gate": all must arrive before the gate opens.

For Promise.race([ .. ]), only the first promise to resolve (fulfillment or rejection) "wins," and whatever that resolution is becomes the resolution of the returned promise. This pattern is classically called a "latch": first one to open the latch gets through. Consider:

var p1 = Promise.resolve( 42 );

var p2 = Promise.resolve( "Hello World" );

var p3 = Promise.reject( "Oops" );

Promise.race( [p1,p2,p3] )

.then( function(msg){

console.log( msg ); // 42

} );

Promise.all( [p1,p2,p3] )

.catch( function(err){

console.error( err ); // "Oops"

} );

Promise.all( [p1,p2] )

.then( function(msgs){

console.log( msgs ); // [42,"Hello World"]

} );

**Warning:** Be careful! If an empty array is passed to Promise.all([ .. ]), it will fulfill immediately, but Promise.race([ .. ]) will hang forever and never resolve.

The ES6 Promise API is pretty simple and straightforward. It's at least good enough to serve the most basic of async cases, and is a good place to start when rearranging your code from callback hell to something better.

But there's a whole lot of async sophistication that apps often demand which Promises themselves will be limited in addressing. In the next section, we'll dive into those limitations as motivations for the benefit of Promise libraries.

## Promise Limitations

Many of the details we'll discuss in this section have already been alluded to in this chapter, but we'll just make sure to review these limitations specifically.

### Sequence Error Handling

We covered Promise-flavored error handling in detail earlier in this chapter. The limitations of how Promises are designed -- how they chain, specifically -- creates a very easy pitfall where an error in a Promise chain can be silently ignored accidentally.

But there's something else to consider with Promise errors. Because a Promise chain is nothing more than its constituent Promises wired together, there's no entity to refer to the entire chain as a single thing, which means there's no external way to observe any errors that may occur.

If you construct a Promise chain that has no error handling in it, any error anywhere in the chain will propagate indefinitely down the chain, until observed (by registering a rejection handler at some step). So, in that specific case, having a reference to the last promise in the chain is enough (p in the following snippet), because you can register a rejection handler there, and it will be notified of any propagated errors:

// `foo(..)`, `STEP2(..)` and `STEP3(..)` are

// all promise-aware utilities

var p = foo( 42 )

.then( STEP2 )

.then( STEP3 );

Although it may seem sneakily confusing, p here doesn't point to the first promise in the chain (the one from the foo(42)call), but instead from the last promise, the one that comes from the then(STEP3) call.

Also, no step in the promise chain is observably doing its own error handling. That means that you could then register a rejection error handler on p, and it would be notified if any errors occur anywhere in the chain:

p.catch( handleErrors );

But if any step of the chain in fact does its own error handling (perhaps hidden/abstracted away from what you can see), your handleErrors(..) won't be notified. This may be what you want -- it was, after all, a "handled rejection" -- but it also may notbe what you want. The complete lack of ability to be notified (of "already handled" rejection errors) is a limitation that restricts capabilities in some use cases.

It's basically the same limitation that exists with a try..catch that can catch an exception and simply swallow it. So this isn't a limitation **unique to Promises**, but it is something we might wish to have a workaround for.

Unfortunately, many times there is no reference kept for the intermediate steps in a Promise-chain sequence, so without such references, you cannot attach error handlers to reliably observe the errors.

### Single Value

Promises by definition only have a single fulfillment value or a single rejection reason. In simple examples, this isn't that big of a deal, but in more sophisticated scenarios, you may find this limiting.

The typical advice is to construct a values wrapper (such as an object or array) to contain these multiple messages. This solution works, but it can be quite awkward and tedious to wrap and unwrap your messages with every single step of your Promise chain.

#### Splitting Values

Sometimes you can take this as a signal that you could/should decompose the problem into two or more Promises.

Imagine you have a utility foo(..) that produces two values (x and y) asynchronously:

function getY(x) {

return new Promise( function(resolve,reject){

setTimeout( function(){

resolve( (3 \* x) - 1 );

}, 100 );

} );

}

function foo(bar,baz) {

var x = bar \* baz;

return getY( x )

.then( function(y){

// wrap both values into container

return [x,y];

} );

}

foo( 10, 20 )

.then( function(msgs){

var x = msgs[0];

var y = msgs[1];

console.log( x, y ); // 200 599

} );

First, let's rearrange what foo(..) returns so that we don't have to wrap x and y into a single array value to transport through one Promise. Instead, we can wrap each value into its own promise:

function foo(bar,baz) {

var x = bar \* baz;

// return both promises

return [

Promise.resolve( x ),

getY( x )

];

}

Promise.all(

foo( 10, 20 )

)

.then( function(msgs){

var x = msgs[0];

var y = msgs[1];

console.log( x, y );

} );

Is an array of promises really better than an array of values passed through a single promise? Syntactically, it's not much of an improvement.

But this approach more closely embraces the Promise design theory. It's now easier in the future to refactor to split the calculation of x and y into separate functions. It's cleaner and more flexible to let the calling code decide how to orchestrate the two promises -- using Promise.all([ .. ]) here, but certainly not the only option -- rather than to abstract such details away inside of foo(..).

#### Unwrap/Spread Arguments

The var x = .. and var y = .. assignments are still awkward overhead. We can employ some functional trickery (hat tip to Reginald Braithwaite, @raganwald on Twitter) in a helper utility:

function spread(fn) {

return Function.apply.bind( fn, null );

}

Promise.all(

foo( 10, 20 )

)

.then(

spread( function(x,y){

console.log( x, y ); // 200 599

} )

)

That's a bit nicer! Of course, you could inline the functional magic to avoid the extra helper:

Promise.all(

foo( 10, 20 )

)

.then( Function.apply.bind(

function(x,y){

console.log( x, y ); // 200 599

},

null

) );

These tricks may be neat, but ES6 has an even better answer for us: destructuring. The array destructuring assignment form looks like this:

Promise.all(

foo( 10, 20 )

)

.then( function(msgs){

var [x,y] = msgs;

console.log( x, y ); // 200 599

} );

But best of all, ES6 offers the array parameter destructuring form:

Promise.all(

foo( 10, 20 )

)

.then( function([x,y]){

console.log( x, y ); // 200 599

} );

We've now embraced the one-value-per-Promise mantra, but kept our supporting boilerplate to a minimum!

**Note:** For more information on ES6 destructuring forms, see the ES6 & Beyond title of this series.

### Single Resolution

One of the most intrinsic behaviors of Promises is that a Promise can only be resolved once (fulfillment or rejection). For many async use cases, you're only retrieving a value once, so this works fine.

But there's also a lot of async cases that fit into a different model -- one that's more akin to events and/or streams of data. It's not clear on the surface how well Promises can fit into such use cases, if at all. Without a significant abstraction on top of Promises, they will completely fall short for handling multiple value resolution.

Imagine a scenario where you might want to fire off a sequence of async steps in response to a stimulus (like an event) that can in fact happen multiple times, like a button click.

This probably won't work the way you want:

// `click(..)` binds the `"click"` event to a DOM element

// `request(..)` is the previously defined Promise-aware Ajax

var p = new Promise( function(resolve,reject){

click( "#mybtn", resolve );

} );

p.then( function(evt){

var btnID = evt.currentTarget.id;

return request( "http://some.url.1/?id=" + btnID );

} )

.then( function(text){

console.log( text );

} );

The behavior here only works if your application calls for the button to be clicked just once. If the button is clicked a second time, the p promise has already been resolved, so the second resolve(..) call would be ignored.

Instead, you'd probably need to invert the paradigm, creating a whole new Promise chain for each event firing:

click( "#mybtn", function(evt){

var btnID = evt.currentTarget.id;

request( "http://some.url.1/?id=" + btnID )

.then( function(text){

console.log( text );

} );

} );

This approach will work in that a whole new Promise sequence will be fired off for each "click" event on the button.

But beyond just the ugliness of having to define the entire Promise chain inside the event handler, this design in some respects violates the idea of separation of concerns/capabilities (SoC). You might very well want to define your event handler in a different place in your code from where you define the response to the event (the Promise chain). That's pretty awkward to do in this pattern, without helper mechanisms.

**Note:** Another way of articulating this limitation is that it'd be nice if we could construct some sort of "observable" that we can subscribe a Promise chain to. There are libraries that have created these abstractions (such as RxJS -- <http://rxjs.codeplex.com/>), but the abstractions can seem so heavy that you can't even see the nature of Promises anymore. Such heavy abstraction brings important questions to mind such as whether (sans Promises) these mechanisms are as trustable as Promises themselves have been designed to be. We'll revisit the "Observable" pattern in Appendix B.

### Inertia

One concrete barrier to starting to use Promises in your own code is all the code that currently exists which is not already Promise-aware. If you have lots of callback-based code, it's far easier to just keep coding in that same style.

"A code base in motion (with callbacks) will remain in motion (with callbacks) unless acted upon by a smart, Promises-aware developer."

Promises offer a different paradigm, and as such, the approach to the code can be anywhere from just a little different to, in some cases, radically different. You have to be intentional about it, because Promises will not just naturally shake out from the same ol' ways of doing code that have served you well thus far.

Consider a callback-based scenario like the following:

function foo(x,y,cb) {

ajax(

"http://some.url.1/?x=" + x + "&y=" + y,

cb

);

}

foo( 11, 31, function(err,text) {

if (err) {

console.error( err );

}

else {

console.log( text );

}

} );

Is it immediately obvious what the first steps are to convert this callback-based code to Promise-aware code? Depends on your experience. The more practice you have with it, the more natural it will feel. But certainly, Promises don't just advertise on the label exactly how to do it -- there's no one-size-fits-all answer -- so the responsibility is up to you.

As we've covered before, we definitely need an Ajax utility that is Promise-aware instead of callback-based, which we could call request(..). You can make your own, as we have already. But the overhead of having to manually define Promise-aware wrappers for every callback-based utility makes it less likely you'll choose to refactor to Promise-aware coding at all.

Promises offer no direct answer to that limitation. Most Promise libraries do offer a helper, however. But even without a library, imagine a helper like this:

// polyfill-safe guard check

if (!Promise.wrap) {

Promise.wrap = function(fn) {

return function() {

var args = [].slice.call( arguments );

return new Promise( function(resolve,reject){

fn.apply(

null,

args.concat( function(err,v){

if (err) {

reject( err );

}

else {

resolve( v );

}

} )

);

} );

};

};

}

OK, that's more than just a tiny trivial utility. However, although it may look a bit intimidating, it's not as bad as you'd think. It takes a function that expects an error-first style callback as its last parameter, and returns a new one that automatically creates a Promise to return, and substitutes the callback for you, wired up to the Promise fulfillment/rejection.

Rather than waste too much time talking about how this Promise.wrap(..) helper works, let's just look at how we use it:

var request = Promise.wrap( ajax );

request( "http://some.url.1/" )

.then( .. )

..

Wow, that was pretty easy!

Promise.wrap(..) does **not** produce a Promise. It produces a function that will produce Promises. In a sense, a Promise-producing function could be seen as a "Promise factory." I propose "promisory" as the name for such a thing ("Promise" + "factory").

The act of wrapping a callback-expecting function to be a Promise-aware function is sometimes referred to as "lifting" or "promisifying". But there doesn't seem to be a standard term for what to call the resultant function other than a "lifted function", so I like "promisory" better as I think it's more descriptive.

**Note:** Promisory isn't a made-up term. It's a real word, and its definition means to contain or convey a promise. That's exactly what these functions are doing, so it turns out to be a pretty perfect terminology match!

So, Promise.wrap(ajax) produces an ajax(..) promisory we call request(..), and that promisory produces Promises for Ajax responses.

If all functions were already promisories, we wouldn't need to make them ourselves, so the extra step is a tad bit of a shame. But at least the wrapping pattern is (usually) repeatable so we can put it into a Promise.wrap(..) helper as shown to aid our promise coding.

So back to our earlier example, we need a promisory for both ajax(..) and foo(..):

// make a promisory for `ajax(..)`

var request = Promise.wrap( ajax );

// refactor `foo(..)`, but keep it externally

// callback-based for compatibility with other

// parts of the code for now -- only use

// `request(..)`'s promise internally.

function foo(x,y,cb) {

request(

"http://some.url.1/?x=" + x + "&y=" + y

)

.then(

function fulfilled(text){

cb( null, text );

},

cb

);

}

// now, for this code's purposes, make a

// promisory for `foo(..)`

var betterFoo = Promise.wrap( foo );

// and use the promisory

betterFoo( 11, 31 )

.then(

function fulfilled(text){

console.log( text );

},

function rejected(err){

console.error( err );

}

);

Of course, while we're refactoring foo(..) to use our new request(..) promisory, we could just make foo(..) a promisory itself, instead of remaining callback-based and needing to make and use the subsequent betterFoo(..) promisory. This decision just depends on whether foo(..) needs to stay callback-based compatible with other parts of the code base or not.

Consider:

// `foo(..)` is now also a promisory because it

// delegates to the `request(..)` promisory

function foo(x,y) {

return request(

"http://some.url.1/?x=" + x + "&y=" + y

);

}

foo( 11, 31 )

.then( .. )

..

While ES6 Promises don't natively ship with helpers for such promisory wrapping, most libraries provide them, or you can make your own. Either way, this particular limitation of Promises is addressable without too much pain (certainly compared to the pain of callback hell!).

### Promise Uncancelable

Once you create a Promise and register a fulfillment and/or rejection handler for it, there's nothing external you can do to stop that progression if something else happens to make that task moot.

**Note:** Many Promise abstraction libraries provide facilities to cancel Promises, but this is a terrible idea! Many developers wish Promises had natively been designed with external cancelation capability, but the problem is that it would let one consumer/observer of a Promise affect some other consumer's ability to observe that same Promise. This violates the future-value's trustability (external immutability), but moreover is the embodiment of the "action at a distance" anti-pattern (<http://en.wikipedia.org/wiki/Action_at_a_distance_%28computer_programming%29>). Regardless of how useful it seems, it will actually lead you straight back into the same nightmares as callbacks.

Consider our Promise timeout scenario from earlier:

var p = foo( 42 );

Promise.race( [

p,

timeoutPromise( 3000 )

] )

.then(

doSomething,

handleError

);

p.then( function(){

// still happens even in the timeout case :(

} );

The "timeout" was external to the promise p, so p itself keeps going, which we probably don't want.

One option is to invasively define your resolution callbacks:

var OK = true;

var p = foo( 42 );

Promise.race( [

p,

timeoutPromise( 3000 )

.catch( function(err){

OK = false;

throw err;

} )

] )

.then(

doSomething,

handleError

);

p.then( function(){

if (OK) {

// only happens if no timeout! :)

}

} );

This is ugly. It works, but it's far from ideal. Generally, you should try to avoid such scenarios.

But if you can't, the ugliness of this solution should be a clue that cancelation is a functionality that belongs at a higher level of abstraction on top of Promises. I'd recommend you look to Promise abstraction libraries for assistance rather than hacking it yourself.

**Note:** My asynquence Promise abstraction library provides just such an abstraction and an abort() capability for the sequence, all of which will be discussed in Appendix A.

A single Promise is not really a flow-control mechanism (at least not in a very meaningful sense), which is exactly what cancelation refers to; that's why Promise cancelation would feel awkward.

By contrast, a chain of Promises taken collectively together -- what I like to call a "sequence" -- is a flow control expression, and thus it's appropriate for cancelation to be defined at that level of abstraction.

No individual Promise should be cancelable, but it's sensible for a sequence to be cancelable, because you don't pass around a sequence as a single immutable value like you do with a Promise.

### Promise Performance

This particular limitation is both simple and complex.

Comparing how many pieces are moving with a basic callback-based async task chain versus a Promise chain, it's clear Promises have a fair bit more going on, which means they are naturally at least a tiny bit slower. Think back to just the simple list of trust guarantees that Promises offer, as compared to the ad hoc solution code you'd have to layer on top of callbacks to achieve the same protections.

More work to do, more guards to protect, means that Promises are slower as compared to naked, untrustable callbacks. That much is obvious, and probably simple to wrap your brain around.

But how much slower? Well... that's actually proving to be an incredibly difficult question to answer absolutely, across the board.

Frankly, it's kind of an apples-to-oranges comparison, so it's probably the wrong question to ask. You should actually compare whether an ad-hoc callback system with all the same protections manually layered in is faster than a Promise implementation.

If Promises have a legitimate performance limitation, it's more that they don't really offer a line-item choice as to which trustability protections you want/need or not -- you get them all, always.

Nevertheless, if we grant that a Promise is generally a little bit slower than its non-Promise, non-trustable callback equivalent -- assuming there are places where you feel you can justify the lack of trustability -- does that mean that Promises should be avoided across the board, as if your entire application is driven by nothing but must-be-utterly-the-fastest code possible?

Sanity check: if your code is legitimately like that, **is JavaScript even the right language for such tasks?** JavaScript can be optimized to run applications very performantly (see Chapter 5 and Chapter 6). But is obsessing over tiny performance tradeoffs with Promises, in light of all the benefits they offer, really appropriate?

Another subtle issue is that Promises make everything async, which means that some immediately (synchronously) complete steps still defer advancement of the next step to a Job (see Chapter 1). That means that it's possible that a sequence of Promise tasks could complete ever-so-slightly slower than the same sequence wired up with callbacks.

Of course, the question here is this: are these potential slips in tiny fractions of performance worth all the other articulated benefits of Promises we've laid out across this chapter?

My take is that in virtually all cases where you might think Promise performance is slow enough to be concerned, it's actually an anti-pattern to optimize away the benefits of Promise trustability and composability by avoiding them altogether.

Instead, you should default to using them across the code base, and then profile and analyze your application's hot (critical) paths. Are Promises really a bottleneck, or are they just a theoretical slowdown? Only then, armed with actual valid benchmarks (see Chapter 6) is it responsible and prudent to factor out the Promises in just those identified critical areas.

Promises are a little slower, but in exchange you're getting a lot of trustability, non-Zalgo predictability, and composability built in. Maybe the limitation is not actually their performance, but your lack of perception of their benefits?

## Review

Promises are awesome. Use them. They solve the inversion of control issues that plague us with callbacks-only code.

They don't get rid of callbacks, they just redirect the orchestration of those callbacks to a trustable intermediary mechanism that sits between us and another utility.

Promise chains also begin to address (though certainly not perfectly) a better way of expressing async flow in sequential fashion, which helps our brains plan and maintain async JS code better. We'll see an even better solution to that problem in the next chapter!

**Chapter 4: Generators**

In Chapter 2, we identified two key drawbacks to expressing async flow control with callbacks:

* Callback-based async doesn't fit how our brain plans out steps of a task.
* Callbacks aren't trustable or composable because of *inversion of control*.

In Chapter 3, we detailed how Promises uninvert the *inversion of control* of callbacks, restoring trustability/composability.

Now we turn our attention to expressing async flow control in a sequential, synchronous-looking fashion. The "magic" that makes it possible is ES6 **generators**.

**Breaking Run-to-Completion**

In Chapter 1, we explained an expectation that JS developers almost universally rely on in their code: once a function starts executing, it runs until it completes, and no other code can interrupt and run in between.

As bizarre as it may seem, ES6 introduces a new type of function that does not behave with the run-to-completion behavior. This new type of function is called a "generator."

To understand the implications, let's consider this example:

var x = 1;

function foo() {

x++;

bar(); // <-- what about this line?

console.log( "x:", x );

}

function bar() {

x++;

}

foo(); // x: 3

In this example, we know for sure that bar() runs in between x++ and console.log(x). But what if bar() wasn't there? Obviously, the result would be 2 instead of 3.

Now let's twist your brain. What if bar() wasn't present, but it could still somehow run between the x++ and console.log(x) statements? How would that be possible?

In **preemptive** multithreaded languages, it would essentially be possible for bar() to "interrupt" and run at exactly the right moment between those two statements. But JS is not preemptive, nor is it (currently) multithreaded. And yet, a **cooperative**form of this "interruption" (concurrency) is possible, if foo() itself could somehow indicate a "pause" at that part in the code.

**Note:** I use the word "cooperative" not only because of the connection to classical concurrency terminology (see Chapter 1), but because as you'll see in the next snippet, the ES6 syntax for indicating a pause point in code is yield -- suggesting a politely *cooperative* yielding of control.

Here's the ES6 code to accomplish such cooperative concurrency:

var x = 1;

function \*foo() {

x++;

yield; // pause!

console.log( "x:", x );

}

function bar() {

x++;

}

**Note:** You will likely see most other JS documentation/code that will format a generator declaration as function\* foo() { .. } instead of as I've done here with function \*foo() { .. } -- the only difference being the stylistic positioning of the \*. The two forms are functionally/syntactically identical, as is a third function\*foo() { .. } (no space) form. There are arguments for both styles, but I basically prefer function \*foo.. because it then matches when I reference a generator in writing with \*foo(). If I said only foo(), you wouldn't know as clearly if I was talking about a generator or a regular function. It's purely a stylistic preference.

Now, how can we run the code in that previous snippet such that bar() executes at the point of the yield inside of \*foo()?

// construct an iterator `it` to control the generator

var it = foo();

// start `foo()` here!

it.next();

x; // 2

bar();

x; // 3

it.next(); // x: 3

OK, there's quite a bit of new and potentially confusing stuff in those two code snippets, so we've got plenty to wade through. But before we explain the different mechanics/syntax with ES6 generators, let's walk through the behavior flow:

1. The it = foo() operation does *not* execute the \*foo() generator yet, but it merely constructs an *iterator* that will control its execution. More on *iterators* in a bit.
2. The first it.next() starts the \*foo() generator, and runs the x++ on the first line of \*foo().
3. \*foo() pauses at the yield statement, at which point that first it.next() call finishes. At the moment, \*foo() is still running and active, but it's in a paused state.
4. We inspect the value of x, and it's now 2.
5. We call bar(), which increments x again with x++.
6. We inspect the value of x again, and it's now 3.
7. The final it.next() call resumes the \*foo() generator from where it was paused, and runs the console.log(..)statement, which uses the current value of x of 3.

Clearly, \*foo() started, but did *not* run-to-completion -- it paused at the yield. We resumed \*foo() later, and let it finish, but that wasn't even required.

So, a generator is a special kind of function that can start and stop one or more times, and doesn't necessarily ever have to finish. While it won't be terribly obvious yet why that's so powerful, as we go throughout the rest of this chapter, that will be one of the fundamental building blocks we use to construct generators-as-async-flow-control as a pattern for our code.

**Input and Output**

A generator function is a special function with the new processing model we just alluded to. But it's still a function, which means it still has some basic tenets that haven't changed -- namely, that it still accepts arguments (aka "input"), and that it can still return a value (aka "output"):

function \*foo(x,y) {

return x \* y;

}

var it = foo( 6, 7 );

var res = it.next();

res.value; // 42

We pass in the arguments 6 and 7 to \*foo(..) as the parameters x and y, respectively. And \*foo(..) returns the value 42 back to the calling code.

We now see a difference with how the generator is invoked compared to a normal function. foo(6,7) obviously looks familiar. But subtly, the \*foo(..) generator hasn't actually run yet as it would have with a function.

Instead, we're just creating an *iterator* object, which we assign to the variable it, to control the \*foo(..) generator. Then we call it.next(), which instructs the \*foo(..) generator to advance from its current location, stopping either at the next yield or end of the generator.

The result of that next(..) call is an object with a value property on it holding whatever value (if anything) was returned from \*foo(..). In other words, yield caused a value to be sent out from the generator during the middle of its execution, kind of like an intermediate return.

Again, it won't be obvious yet why we need this whole indirect *iterator* object to control the generator. We'll get there, I *promise*.

**Iteration Messaging**

In addition to generators accepting arguments and having return values, there's even more powerful and compelling input/output messaging capability built into them, via yield and next(..).

Consider:

function \*foo(x) {

var y = x \* (yield);

return y;

}

var it = foo( 6 );

// start `foo(..)`

it.next();

var res = it.next( 7 );

res.value; // 42

First, we pass in 6 as the parameter x. Then we call it.next(), and it starts up \*foo(..).

Inside \*foo(..), the var y = x .. statement starts to be processed, but then it runs across a yield expression. At that point, it pauses \*foo(..) (in the middle of the assignment statement!), and essentially requests the calling code to provide a result value for the yield expression. Next, we call it.next( 7 ), which is passing the 7 value back in to *be* that result of the paused yield expression.

So, at this point, the assignment statement is essentially var y = 6 \* 7. Now, return y returns that 42 value back as the result of the it.next( 7 ) call.

Notice something very important but also easily confusing, even to seasoned JS developers: depending on your perspective, there's a mismatch between the yield and the next(..) call. In general, you're going to have one more next(..) call than you have yield statements -- the preceding snippet has one yield and two next(..) calls.

Why the mismatch?

Because the first next(..) always starts a generator, and runs to the first yield. But it's the second next(..) call that fulfills the first paused yield expression, and the third next(..) would fulfill the second yield, and so on.

**Tale of Two Questions**

Actually, which code you're thinking about primarily will affect whether there's a perceived mismatch or not.

Consider only the generator code:

var y = x \* (yield);

return y;

This **first** yield is basically *asking a question*: "What value should I insert here?"

Who's going to answer that question? Well, the **first** next() has already run to get the generator up to this point, so obviously *it* can't answer the question. So, the **second** next(..) call must answer the question *posed* by the **first** yield.

See the mismatch -- second-to-first?

But let's flip our perspective. Let's look at it not from the generator's point of view, but from the iterator's point of view.

To properly illustrate this perspective, we also need to explain that messages can go in both directions -- yield .. as an expression can send out messages in response to next(..) calls, and next(..) can send values to a paused yieldexpression. Consider this slightly adjusted code:

function \*foo(x) {

var y = x \* (yield "Hello"); // <-- yield a value!

return y;

}

var it = foo( 6 );

var res = it.next(); // first `next()`, don't pass anything

res.value; // "Hello"

res = it.next( 7 ); // pass `7` to waiting `yield`

res.value; // 42

yield .. and next(..) pair together as a two-way message passing system **during the execution of the generator**.

So, looking only at the *iterator* code:

var res = it.next(); // first `next()`, don't pass anything

res.value; // "Hello"

res = it.next( 7 ); // pass `7` to waiting `yield`

res.value; // 42

**Note:** We don't pass a value to the first next() call, and that's on purpose. Only a paused yield could accept such a value passed by a next(..), and at the beginning of the generator when we call the first next(), there **is no paused yield** to accept such a value. The specification and all compliant browsers just silently **discard** anything passed to the first next(). It's still a bad idea to pass a value, as you're just creating silently "failing" code that's confusing. So, always start a generator with an argument-free next().

The first next() call (with nothing passed to it) is basically *asking a question*: "What *next* value does the \*foo(..) generator have to give me?" And who answers this question? The first yield "hello" expression.

See? No mismatch there.

Depending on *who* you think about asking the question, there is either a mismatch between the yield and next(..) calls, or not.

But wait! There's still an extra next() compared to the number of yield statements. So, that final it.next(7) call is again asking the question about what *next* value the generator will produce. But there's no more yield statements left to answer, is there? So who answers?

The return statement answers the question!

And if there **is no return** in your generator -- return is certainly not any more required in generators than in regular functions -- there's always an assumed/implicit return; (aka return undefined;), which serves the purpose of default answering the question *posed* by the final it.next(7) call.

These questions and answers -- the two-way message passing with yield and next(..) -- are quite powerful, but it's not obvious at all how these mechanisms are connected to async flow control. We're getting there!

**Multiple Iterators**

It may appear from the syntactic usage that when you use an *iterator* to control a generator, you're controlling the declared generator function itself. But there's a subtlety that's easy to miss: each time you construct an *iterator*, you are implicitly constructing an instance of the generator which that *iterator* will control.

You can have multiple instances of the same generator running at the same time, and they can even interact:

function \*foo() {

var x = yield 2;

z++;

var y = yield (x \* z);

console.log( x, y, z );

}

var z = 1;

var it1 = foo();

var it2 = foo();

var val1 = it1.next().value; // 2 <-- yield 2

var val2 = it2.next().value; // 2 <-- yield 2

val1 = it1.next( val2 \* 10 ).value; // 40 <-- x:20, z:2

val2 = it2.next( val1 \* 5 ).value; // 600 <-- x:200, z:3

it1.next( val2 / 2 ); // y:300

// 20 300 3

it2.next( val1 / 4 ); // y:10

// 200 10 3

**Warning:** The most common usage of multiple instances of the same generator running concurrently is not such interactions, but when the generator is producing its own values without input, perhaps from some independently connected resource. We'll talk more about value production in the next section.

Let's briefly walk through the processing:

1. Both instances of \*foo() are started at the same time, and both next() calls reveal a value of 2 from the yield 2statements, respectively.
2. val2 \* 10 is 2 \* 10, which is sent into the first generator instance it1, so that x gets value 20. z is incremented from 1 to 2, and then 20 \* 2 is yielded out, setting val1 to 40.
3. val1 \* 5 is 40 \* 5, which is sent into the second generator instance it2, so that x gets value 200. z is incremented again, from 2 to 3, and then 200 \* 3 is yielded out, setting val2 to 600.
4. val2 / 2 is 600 / 2, which is sent into the first generator instance it1, so that y gets value 300, then printing out 20 300 3 for its x y z values, respectively.
5. val1 / 4 is 40 / 4, which is sent into the second generator instance it2, so that y gets value 10, then printing out 200 10 3 for its x y z values, respectively.

That's a "fun" example to run through in your mind. Did you keep it straight?

**Interleaving**

Recall this scenario from the "Run-to-completion" section of Chapter 1:

var a = 1;

var b = 2;

function foo() {

a++;

b = b \* a;

a = b + 3;

}

function bar() {

b--;

a = 8 + b;

b = a \* 2;

}

With normal JS functions, of course either foo() can run completely first, or bar() can run completely first, but foo()cannot interleave its individual statements with bar(). So, there are only two possible outcomes to the preceding program.

However, with generators, clearly interleaving (even in the middle of statements!) is possible:

var a = 1;

var b = 2;

function \*foo() {

a++;

yield;

b = b \* a;

a = (yield b) + 3;

}

function \*bar() {

b--;

yield;

a = (yield 8) + b;

b = a \* (yield 2);

}

Depending on what respective order the *iterators* controlling \*foo() and \*bar() are called, the preceding program could produce several different results. In other words, we can actually illustrate (in a sort of fake-ish way) the theoretical "threaded race conditions" circumstances discussed in Chapter 1, by interleaving the two generator iterations over the same shared variables.

First, let's make a helper called step(..) that controls an *iterator*:

function step(gen) {

var it = gen();

var last;

return function() {

// whatever is `yield`ed out, just

// send it right back in the next time!

last = it.next( last ).value;

};

}

step(..) initializes a generator to create its it *iterator*, then returns a function which, when called, advances the *iterator* by one step. Additionally, the previously yielded out value is sent right back in at the *next* step. So, yield 8 will just become 8 and yield b will just be b (whatever it was at the time of yield).

Now, just for fun, let's experiment to see the effects of interleaving these different chunks of \*foo() and \*bar(). We'll start with the boring base case, making sure \*foo() totally finishes before \*bar() (just like we did in Chapter 1):

// make sure to reset `a` and `b`

a = 1;

b = 2;

var s1 = step( foo );

var s2 = step( bar );

// run `\*foo()` completely first

s1();

s1();

s1();

// now run `\*bar()`

s2();

s2();

s2();

s2();

console.log( a, b ); // 11 22

The end result is 11 and 22, just as it was in the Chapter 1 version. Now let's mix up the interleaving ordering and see how it changes the final values of a and b:

// make sure to reset `a` and `b`

a = 1;

b = 2;

var s1 = step( foo );

var s2 = step( bar );

s2(); // b--;

s2(); // yield 8

s1(); // a++;

s2(); // a = 8 + b;

// yield 2

s1(); // b = b \* a;

// yield b

s1(); // a = b + 3;

s2(); // b = a \* 2;

Before I tell you the results, can you figure out what a and b are after the preceding program? No cheating!

console.log( a, b ); // 12 18

**Note:** As an exercise for the reader, try to see how many other combinations of results you can get back rearranging the order of the s1() and s2() calls. Don't forget you'll always need three s1() calls and four s2() calls. Recall the discussion earlier about matching next() with yield for the reasons why.

You almost certainly won't want to intentionally create *this* level of interleaving confusion, as it creates incredibly difficult to understand code. But the exercise is interesting and instructive to understand more about how multiple generators can run concurrently in the same shared scope, because there will be places where this capability is quite useful.

We'll discuss generator concurrency in more detail at the end of this chapter.

**Generator'ing Values**

In the previous section, we mentioned an interesting use for generators, as a way to produce values. This is **not** the main focus in this chapter, but we'd be remiss if we didn't cover the basics, especially because this use case is essentially the origin of the name: generators.

We're going to take a slight diversion into the topic of *iterators* for a bit, but we'll circle back to how they relate to generators and using a generator to *generate* values.

**Producers and Iterators**

Imagine you're producing a series of values where each value has a definable relationship to the previous value. To do this, you're going to need a stateful producer that remembers the last value it gave out.

You can implement something like that straightforwardly using a function closure (see the *Scope & Closures* title of this series):

var gimmeSomething = (function(){

var nextVal;

return function(){

if (nextVal === undefined) {

nextVal = 1;

}

else {

nextVal = (3 \* nextVal) + 6;

}

return nextVal;

};

})();

gimmeSomething(); // 1

gimmeSomething(); // 9

gimmeSomething(); // 33

gimmeSomething(); // 105

**Note:** The nextVal computation logic here could have been simplified, but conceptually, we don't want to calculate the *next value* (aka nextVal) until the *next* gimmeSomething() call happens, because in general that could be a resource-leaky design for producers of more persistent or resource-limited values than simple numbers.

Generating an arbitrary number series isn't a terribly realistic example. But what if you were generating records from a data source? You could imagine much the same code.

In fact, this task is a very common design pattern, usually solved by iterators. An *iterator* is a well-defined interface for stepping through a series of values from a producer. The JS interface for iterators, as it is in most languages, is to call next()each time you want the next value from the producer.

We could implement the standard *iterator* interface for our number series producer:

var something = (function(){

var nextVal;

return {

// needed for `for..of` loops

[Symbol.iterator]: function(){ return this; },

// standard iterator interface method

next: function(){

if (nextVal === undefined) {

nextVal = 1;

}

else {

nextVal = (3 \* nextVal) + 6;

}

return { done:false, value:nextVal };

}

};

})();

something.next().value; // 1

something.next().value; // 9

something.next().value; // 33

something.next().value; // 105

**Note:** We'll explain why we need the [Symbol.iterator]: .. part of this code snippet in the "Iterables" section. Syntactically though, two ES6 features are at play. First, the [ .. ] syntax is called a *computed property name* (see the *this & Object Prototypes* title of this series). It's a way in an object literal definition to specify an expression and use the result of that expression as the name for the property. Next, Symbol.iterator is one of ES6's predefined special Symbol values (see the *ES6 & Beyond* title of this book series).

The next() call returns an object with two properties: done is a boolean value signaling the *iterator's* complete status; value holds the iteration value.

ES6 also adds the for..of loop, which means that a standard *iterator* can automatically be consumed with native loop syntax:

for (var v of something) {

console.log( v );

// don't let the loop run forever!

if (v > 500) {

break;

}

}

// 1 9 33 105 321 969

**Note:** Because our something *iterator* always returns done:false, this for..of loop would run forever, which is why we put the break conditional in. It's totally OK for iterators to be never-ending, but there are also cases where the *iterator* will run over a finite set of values and eventually return a done:true.

The for..of loop automatically calls next() for each iteration -- it doesn't pass any values in to the next() -- and it will automatically terminate on receiving a done:true. It's quite handy for looping over a set of data.

Of course, you could manually loop over iterators, calling next() and checking for the done:true condition to know when to stop:

for (

var ret;

(ret = something.next()) && !ret.done;

) {

console.log( ret.value );

// don't let the loop run forever!

if (ret.value > 500) {

break;

}

}

// 1 9 33 105 321 969

**Note:** This manual for approach is certainly uglier than the ES6 for..of loop syntax, but its advantage is that it affords you the opportunity to pass in values to the next(..) calls if necessary.

In addition to making your own *iterators*, many built-in data structures in JS (as of ES6), like arrays, also have default *iterators*:

var a = [1,3,5,7,9];

for (var v of a) {

console.log( v );

}

// 1 3 5 7 9

The for..of loop asks a for its *iterator*, and automatically uses it to iterate over a's values.

**Note:** It may seem a strange omission by ES6, but regular objects intentionally do not come with a default *iterator* the way arrays do. The reasons go deeper than we will cover here. If all you want is to iterate over the properties of an object (with no particular guarantee of ordering), Object.keys(..) returns an array, which can then be used like for (var k of Object.keys(obj)) { ... Such a for..of loop over an object's keys would be similar to a for..in loop, except that Object.keys(..) does not include properties from the [[Prototype]] chain while for..in does (see the *this & Object Prototypes* title of this series).

**Iterables**

The something object in our running example is called an *iterator*, as it has the next() method on its interface. But a closely related term is *iterable*, which is an object that **contains** an *iterator* that can iterate over its values.

As of ES6, the way to retrieve an *iterator* from an *iterable* is that the *iterable* must have a function on it, with the name being the special ES6 symbol value Symbol.iterator. When this function is called, it returns an *iterator*. Though not required, generally each call should return a fresh new *iterator*.

a in the previous snippet is an *iterable*. The for..of loop automatically calls its Symbol.iterator function to construct an *iterator*. But we could of course call the function manually, and use the *iterator* it returns:

var a = [1,3,5,7,9];

var it = a[Symbol.iterator]();

it.next().value; // 1

it.next().value; // 3

it.next().value; // 5

..

In the previous code listing that defined something, you may have noticed this line:

[Symbol.iterator]: function(){ return this; }

That little bit of confusing code is making the something value -- the interface of the something *iterator* -- also an *iterable*; it's now both an *iterable* and an *iterator*. Then, we pass something to the for..of loop:

for (var v of something) {

..

}

The for..of loop expects something to be an *iterable*, so it looks for and calls its Symbol.iterator function. We defined that function to simply return this, so it just gives itself back, and the for..of loop is none the wiser.

**Generator Iterator**

Let's turn our attention back to generators, in the context of *iterators*. A generator can be treated as a producer of values that we extract one at a time through an *iterator* interface's next() calls.

So, a generator itself is not technically an *iterable*, though it's very similar -- when you execute the generator, you get an *iterator* back:

function \*foo(){ .. }

var it = foo();

We can implement the something infinite number series producer from earlier with a generator, like this:

function \*something() {

var nextVal;

while (true) {

if (nextVal === undefined) {

nextVal = 1;

}

else {

nextVal = (3 \* nextVal) + 6;

}

yield nextVal;

}

}

**Note:** A while..true loop would normally be a very bad thing to include in a real JS program, at least if it doesn't have a break or return in it, as it would likely run forever, synchronously, and block/lock-up the browser UI. However, in a generator, such a loop is generally totally OK if it has a yield in it, as the generator will pause at each iteration, yielding back to the main program and/or to the event loop queue. To put it glibly, "generators put the while..true back in JS programming!"

That's a fair bit cleaner and simpler, right? Because the generator pauses at each yield, the state (scope) of the function \*something() is kept around, meaning there's no need for the closure boilerplate to preserve variable state across calls.

Not only is it simpler code -- we don't have to make our own *iterator* interface -- it actually is more reason-able code, because it more clearly expresses the intent. For example, the while..true loop tells us the generator is intended to run forever -- to keep *generating* values as long as we keep asking for them.

And now we can use our shiny new \*something() generator with a for..of loop, and you'll see it works basically identically:

for (var v of something()) {

console.log( v );

// don't let the loop run forever!

if (v > 500) {

break;

}

}

// 1 9 33 105 321 969

But don't skip over for (var v of something()) ..! We didn't just reference something as a value like in earlier examples, but instead called the \*something() generator to get its *iterator* for the for..of loop to use.

If you're paying close attention, two questions may arise from this interaction between the generator and the loop:

* Why couldn't we say for (var v of something) ..? Because something here is a generator, which is not an *iterable*. We have to call something() to construct a producer for the for..of loop to iterate over.
* The something() call produces an *iterator*, but the for..of loop wants an *iterable*, right? Yep. The generator's *iterator*also has a Symbol.iterator function on it, which basically does a return this, just like the something *iterable* we defined earlier. In other words, a generator's *iterator* is also an *iterable*!

**Stopping the Generator**

In the previous example, it would appear the *iterator* instance for the \*something() generator was basically left in a suspended state forever after the break in the loop was called.

But there's a hidden behavior that takes care of that for you. "Abnormal completion" (i.e., "early termination") of the for..ofloop -- generally caused by a break, return, or an uncaught exception -- sends a signal to the generator's *iterator* for it to terminate.

**Note:** Technically, the for..of loop also sends this signal to the *iterator* at the normal completion of the loop. For a generator, that's essentially a moot operation, as the generator's *iterator* had to complete first so the for..of loop completed. However, custom *iterators* might desire to receive this additional signal from for..of loop consumers.

While a for..of loop will automatically send this signal, you may wish to send the signal manually to an *iterator*; you do this by calling return(..).

If you specify a try..finally clause inside the generator, it will always be run even when the generator is externally completed. This is useful if you need to clean up resources (database connections, etc.):

function \*something() {

try {

var nextVal;

while (true) {

if (nextVal === undefined) {

nextVal = 1;

}

else {

nextVal = (3 \* nextVal) + 6;

}

yield nextVal;

}

}

// cleanup clause

finally {

console.log( "cleaning up!" );

}

}

The earlier example with break in the for..of loop will trigger the finally clause. But you could instead manually terminate the generator's *iterator* instance from the outside with return(..):

var it = something();

for (var v of it) {

console.log( v );

// don't let the loop run forever!

if (v > 500) {

console.log(

// complete the generator's iterator

it.return( "Hello World" ).value

);

// no `break` needed here

}

}

// 1 9 33 105 321 969

// cleaning up!

// Hello World

When we call it.return(..), it immediately terminates the generator, which of course runs the finally clause. Also, it sets the returned value to whatever you passed in to return(..), which is how "Hello World" comes right back out. We also don't need to include a break now because the generator's *iterator* is set to done:true, so the for..of loop will terminate on its next iteration.

Generators owe their namesake mostly to this *consuming produced values* use. But again, that's just one of the uses for generators, and frankly not even the main one we're concerned with in the context of this book.

But now that we more fully understand some of the mechanics of how they work, we can *next* turn our attention to how generators apply to async concurrency.

**Iterating Generators Asynchronously**

What do generators have to do with async coding patterns, fixing problems with callbacks, and the like? Let's get to answering that important question.

We should revisit one of our scenarios from Chapter 3. Let's recall the callback approach:

function foo(x,y,cb) {

ajax(

"http://some.url.1/?x=" + x + "&y=" + y,

cb

);

}

foo( 11, 31, function(err,text) {

if (err) {

console.error( err );

}

else {

console.log( text );

}

} );

If we wanted to express this same task flow control with a generator, we could do:

function foo(x,y) {

ajax(

"http://some.url.1/?x=" + x + "&y=" + y,

function(err,data){

if (err) {

// throw an error into `\*main()`

it.throw( err );

}

else {

// resume `\*main()` with received `data`

it.next( data );

}

}

);

}

function \*main() {

try {

var text = yield foo( 11, 31 );

console.log( text );

}

catch (err) {

console.error( err );

}

}

var it = main();

// start it all up!

it.next();

At first glance, this snippet is longer, and perhaps a little more complex looking, than the callback snippet before it. But don't let that impression get you off track. The generator snippet is actually **much** better! But there's a lot going on for us to explain.

First, let's look at this part of the code, which is the most important:

var text = yield foo( 11, 31 );

console.log( text );

Think about how that code works for a moment. We're calling a normal function foo(..) and we're apparently able to get back the text from the Ajax call, even though it's asynchronous.

How is that possible? If you recall the beginning of Chapter 1, we had almost identical code:

var data = ajax( "..url 1.." );

console.log( data );

And that code didn't work! Can you spot the difference? It's the yield used in a generator.

That's the magic! That's what allows us to have what appears to be blocking, synchronous code, but it doesn't actually block the whole program; it only pauses/blocks the code in the generator itself.

In yield foo(11,31), first the foo(11,31) call is made, which returns nothing (aka undefined), so we're making a call to request data, but we're actually then doing yield undefined. That's OK, because the code is not currently relying on a yielded value to do anything interesting. We'll revisit this point later in the chapter.

We're not using yield in a message passing sense here, only in a flow control sense to pause/block. Actually, it will have message passing, but only in one direction, after the generator is resumed.

So, the generator pauses at the yield, essentially asking the question, "what value should I return to assign to the variable text?" Who's going to answer that question?

Look at foo(..). If the Ajax request is successful, we call:

it.next( data );

That's resuming the generator with the response data, which means that our paused yield expression receives that value directly, and then as it restarts the generator code, that value gets assigned to the local variable text.

Pretty cool, huh?

Take a step back and consider the implications. We have totally synchronous-looking code inside the generator (other than the yield keyword itself), but hidden behind the scenes, inside of foo(..), the operations can complete asynchronously.

**That's huge!** That's a nearly perfect solution to our previously stated problem with callbacks not being able to express asynchrony in a sequential, synchronous fashion that our brains can relate to.

In essence, we are abstracting the asynchrony away as an implementation detail, so that we can reason synchronously/sequentially about our flow control: "Make an Ajax request, and when it finishes print out the response." And of course, we just expressed two steps in the flow control, but this same capability extends without bounds, to let us express however many steps we need to.

**Tip:** This is such an important realization, just go back and read the last three paragraphs again to let it sink in!

**Synchronous Error Handling**

But the preceding generator code has even more goodness to *yield* to us. Let's turn our attention to the try..catch inside the generator:

try {

var text = yield foo( 11, 31 );

console.log( text );

}

catch (err) {

console.error( err );

}

How does this work? The foo(..) call is asynchronously completing, and doesn't try..catch fail to catch asynchronous errors, as we looked at in Chapter 3?

We already saw how the yield lets the assignment statement pause to wait for foo(..) to finish, so that the completed response can be assigned to text. The awesome part is that this yield pausing *also* allows the generator to catch an error. We throw that error into the generator with this part of the earlier code listing:

if (err) {

// throw an error into `\*main()`

it.throw( err );

}

The yield-pause nature of generators means that not only do we get synchronous-looking return values from async function calls, but we can also synchronously catch errors from those async function calls!

So we've seen we can throw errors *into* a generator, but what about throwing errors *out of* a generator? Exactly as you'd expect:

function \*main() {

var x = yield "Hello World";

yield x.toLowerCase(); // cause an exception!

}

var it = main();

it.next().value; // Hello World

try {

it.next( 42 );

}

catch (err) {

console.error( err ); // TypeError

}

Of course, we could have manually thrown an error with throw .. instead of causing an exception.

We can even catch the same error that we throw(..) into the generator, essentially giving the generator a chance to handle it but if it doesn't, the *iterator* code must handle it:

function \*main() {

var x = yield "Hello World";

// never gets here

console.log( x );

}

var it = main();

it.next();

try {

// will `\*main()` handle this error? we'll see!

it.throw( "Oops" );

}

catch (err) {

// nope, didn't handle it!

console.error( err ); // Oops

}

Synchronous-looking error handling (via try..catch) with async code is a huge win for readability and reason-ability.

**Generators + Promises**

In our previous discussion, we showed how generators can be iterated asynchronously, which is a huge step forward in sequential reason-ability over the spaghetti mess of callbacks. But we lost something very important: the trustability and composability of Promises (see Chapter 3)!

Don't worry -- we can get that back. The best of all worlds in ES6 is to combine generators (synchronous-looking async code) with Promises (trustable and composable).

But how?

Recall from Chapter 3 the Promise-based approach to our running Ajax example:

function foo(x,y) {

return request(

"http://some.url.1/?x=" + x + "&y=" + y

);

}

foo( 11, 31 )

.then(

function(text){

console.log( text );

},

function(err){

console.error( err );

}

);

In our earlier generator code for the running Ajax example, foo(..) returned nothing (undefined), and our *iterator* control code didn't care about that yielded value.

But here the Promise-aware foo(..) returns a promise after making the Ajax call. That suggests that we could construct a promise with foo(..) and then yield it from the generator, and then the *iterator* control code would receive that promise.

But what should the *iterator* do with the promise?

It should listen for the promise to resolve (fulfillment or rejection), and then either resume the generator with the fulfillment message or throw an error into the generator with the rejection reason.

Let me repeat that, because it's so important. The natural way to get the most out of Promises and generators is **to yield a Promise**, and wire that Promise to control the generator's *iterator*.

Let's give it a try! First, we'll put the Promise-aware foo(..) together with the generator \*main():

function foo(x,y) {

return request(

"http://some.url.1/?x=" + x + "&y=" + y

);

}

function \*main() {

try {

var text = yield foo( 11, 31 );

console.log( text );

}

catch (err) {

console.error( err );

}

}

The most powerful revelation in this refactor is that the code inside \*main() **did not have to change at all!** Inside the generator, whatever values are yielded out is just an opaque implementation detail, so we're not even aware it's happening, nor do we need to worry about it.

But how are we going to run \*main() now? We still have some of the implementation plumbing work to do, to receive and wire up the yielded promise so that it resumes the generator upon resolution. We'll start by trying that manually:

var it = main();

var p = it.next().value;

// wait for the `p` promise to resolve

p.then(

function(text){

it.next( text );

},

function(err){

it.throw( err );

}

);

Actually, that wasn't so painful at all, was it?

This snippet should look very similar to what we did earlier with the manually wired generator controlled by the error-first callback. Instead of an if (err) { it.throw.., the promise already splits fulfillment (success) and rejection (failure) for us, but otherwise the *iterator* control is identical.

Now, we've glossed over some important details.

Most importantly, we took advantage of the fact that we knew that \*main() only had one Promise-aware step in it. What if we wanted to be able to Promise-drive a generator no matter how many steps it has? We certainly don't want to manually write out the Promise chain differently for each generator! What would be much nicer is if there was a way to repeat (aka "loop" over) the iteration control, and each time a Promise comes out, wait on its resolution before continuing.

Also, what if the generator throws out an error (intentionally or accidentally) during the it.next(..) call? Should we quit, or should we catch it and send it right back in? Similarly, what if we it.throw(..) a Promise rejection into the generator, but it's not handled, and comes right back out?

**Promise-Aware Generator Runner**

The more you start to explore this path, the more you realize, "wow, it'd be great if there was just some utility to do it for me." And you're absolutely correct. This is such an important pattern, and you don't want to get it wrong (or exhaust yourself repeating it over and over), so your best bet is to use a utility that is specifically designed to *run* Promise-yielding generators in the manner we've illustrated.

Several Promise abstraction libraries provide just such a utility, including my *asynquence* library and its runner(..), which will be discussed in Appendix A of this book.

But for the sake of learning and illustration, let's just define our own standalone utility that we'll call run(..):

// thanks to Benjamin Gruenbaum (@benjamingr on GitHub) for

// big improvements here!

function run(gen) {

var args = [].slice.call( arguments, 1), it;

// initialize the generator in the current context

it = gen.apply( this, args );

// return a promise for the generator completing

return Promise.resolve()

.then( function handleNext(value){

// run to the next yielded value

var next = it.next( value );

return (function handleResult(next){

// generator has completed running?

if (next.done) {

return next.value;

}

// otherwise keep going

else {

return Promise.resolve( next.value )

.then(

// resume the async loop on

// success, sending the resolved

// value back into the generator

handleNext,

// if `value` is a rejected

// promise, propagate error back

// into the generator for its own

// error handling

function handleErr(err) {

return Promise.resolve(

it.throw( err )

)

.then( handleResult );

}

);

}

})(next);

} );

}

As you can see, it's a quite a bit more complex than you'd probably want to author yourself, and you especially wouldn't want to repeat this code for each generator you use. So, a utility/library helper is definitely the way to go. Nevertheless, I encourage you to spend a few minutes studying that code listing to get a better sense of how to manage the generator+Promise negotiation.

How would you use run(..) with \*main() in our *running* Ajax example?

function \*main() {

// ..

}

run( main );

That's it! The way we wired run(..), it will automatically advance the generator you pass to it, asynchronously until completion.

**Note:** The run(..) we defined returns a promise which is wired to resolve once the generator is complete, or receive an uncaught exception if the generator doesn't handle it. We don't show that capability here, but we'll come back to it later in the chapter.

**ES7: async and await?**

The preceding pattern -- generators yielding Promises that then control the generator's *iterator* to advance it to completion -- is such a powerful and useful approach, it would be nicer if we could do it without the clutter of the library utility helper (aka run(..)).

There's probably good news on that front. At the time of this writing, there's early but strong support for a proposal for more syntactic addition in this realm for the post-ES6, ES7-ish timeframe. Obviously, it's too early to guarantee the details, but there's a pretty decent chance it will shake out similar to the following:

function foo(x,y) {

return request(

"http://some.url.1/?x=" + x + "&y=" + y

);

}

async function main() {

try {

var text = await foo( 11, 31 );

console.log( text );

}

catch (err) {

console.error( err );

}

}

main();

As you can see, there's no run(..) call (meaning no need for a library utility!) to invoke and drive main() -- it's just called as a normal function. Also, main() isn't declared as a generator function anymore; it's a new kind of function: async function. And finally, instead of yielding a Promise, we await for it to resolve.

The async function automatically knows what to do if you await a Promise -- it will pause the function (just like with generators) until the Promise resolves. We didn't illustrate it in this snippet, but calling an async function like main()automatically returns a promise that's resolved whenever the function finishes completely.

**Tip:** The async / await syntax should look very familiar to readers with experience in C#, because it's basically identical.

The proposal essentially codifies support for the pattern we've already derived, into a syntactic mechanism: combining Promises with sync-looking flow control code. That's the best of both worlds combined, to effectively address practically all of the major concerns we outlined with callbacks.

The mere fact that such a ES7-ish proposal already exists and has early support and enthusiasm is a major vote of confidence in the future importance of this async pattern.

**Promise Concurrency in Generators**

So far, all we've demonstrated is a single-step async flow with Promises+generators. But real-world code will often have many async steps.

If you're not careful, the sync-looking style of generators may lull you into complacency with how you structure your async concurrency, leading to suboptimal performance patterns. So we want to spend a little time exploring the options.

Imagine a scenario where you need to fetch data from two different sources, then combine those responses to make a third request, and finally print out the last response. We explored a similar scenario with Promises in Chapter 3, but let's reconsider it in the context of generators.

Your first instinct might be something like:

function \*foo() {

var r1 = yield request( "http://some.url.1" );

var r2 = yield request( "http://some.url.2" );

var r3 = yield request(

"http://some.url.3/?v=" + r1 + "," + r2

);

console.log( r3 );

}

// use previously defined `run(..)` utility

run( foo );

This code will work, but in the specifics of our scenario, it's not optimal. Can you spot why?

Because the r1 and r2 requests can -- and for performance reasons, *should* -- run concurrently, but in this code they will run sequentially; the "http://some.url.2" URL isn't Ajax fetched until after the "http://some.url.1" request is finished. These two requests are independent, so the better performance approach would likely be to have them run at the same time.

But how exactly would you do that with a generator and yield? We know that yield is only a single pause point in the code, so you can't really do two pauses at the same time.

The most natural and effective answer is to base the async flow on Promises, specifically on their capability to manage state in a time-independent fashion (see "Future Value" in Chapter 3).

The simplest approach:

function \*foo() {

// make both requests "in parallel"

var p1 = request( "http://some.url.1" );

var p2 = request( "http://some.url.2" );

// wait until both promises resolve

var r1 = yield p1;

var r2 = yield p2;

var r3 = yield request(

"http://some.url.3/?v=" + r1 + "," + r2

);

console.log( r3 );

}

// use previously defined `run(..)` utility

run( foo );

Why is this different from the previous snippet? Look at where the yield is and is not. p1 and p2 are promises for Ajax requests made concurrently (aka "in parallel"). It doesn't matter which one finishes first, because promises will hold onto their resolved state for as long as necessary.

Then we use two subsequent yield statements to wait for and retrieve the resolutions from the promises (into r1 and r2, respectively). If p1 resolves first, the yield p1 resumes first then waits on the yield p2 to resume. If p2 resolves first, it will just patiently hold onto that resolution value until asked, but the yield p1 will hold on first, until p1 resolves.

Either way, both p1 and p2 will run concurrently, and both have to finish, in either order, before the r3 = yield request..Ajax request will be made.

If that flow control processing model sounds familiar, it's basically the same as what we identified in Chapter 3 as the "gate" pattern, enabled by the Promise.all([ .. ]) utility. So, we could also express the flow control like this:

function \*foo() {

// make both requests "in parallel," and

// wait until both promises resolve

var results = yield Promise.all( [

request( "http://some.url.1" ),

request( "http://some.url.2" )

] );

var r1 = results[0];

var r2 = results[1];

var r3 = yield request(

"http://some.url.3/?v=" + r1 + "," + r2

);

console.log( r3 );

}

// use previously defined `run(..)` utility

run( foo );

**Note:** As we discussed in Chapter 3, we can even use ES6 destructuring assignment to simplify the var r1 = .. var r2 = ..assignments, with var [r1,r2] = results.

In other words, all of the concurrency capabilities of Promises are available to us in the generator+Promise approach. So in any place where you need more than sequential this-then-that async flow control steps, Promises are likely your best bet.

**Promises, Hidden**

As a word of stylistic caution, be careful about how much Promise logic you include **inside your generators**. The whole point of using generators for asynchrony in the way we've described is to create simple, sequential, sync-looking code, and to hide as much of the details of asynchrony away from that code as possible.

For example, this might be a cleaner approach:

// note: normal function, not generator

function bar(url1,url2) {

return Promise.all( [

request( url1 ),

request( url2 )

] );

}

function \*foo() {

// hide the Promise-based concurrency details

// inside `bar(..)`

var results = yield bar(

"http://some.url.1",

"http://some.url.2"

);

var r1 = results[0];

var r2 = results[1];

var r3 = yield request(

"http://some.url.3/?v=" + r1 + "," + r2

);

console.log( r3 );

}

// use previously defined `run(..)` utility

run( foo );

Inside \*foo(), it's cleaner and clearer that all we're doing is just asking bar(..) to get us some results, and we'll yield-wait on that to happen. We don't have to care that under the covers a Promise.all([ .. ]) Promise composition will be used to make that happen.

**We treat asynchrony, and indeed Promises, as an implementation detail.**

Hiding your Promise logic inside a function that you merely call from your generator is especially useful if you're going to do a sophisticated series flow-control. For example:

function bar() {

return Promise.all( [

baz( .. )

.then( .. ),

Promise.race( [ .. ] )

] )

.then( .. )

}

That kind of logic is sometimes required, and if you dump it directly inside your generator(s), you've defeated most of the reason why you would want to use generators in the first place. We *should* intentionally abstract such details away from our generator code so that they don't clutter up the higher level task expression.

Beyond creating code that is both functional and performant, you should also strive to make code that is as reason-able and maintainable as possible.

**Note:** Abstraction is not *always* a healthy thing for programming -- many times it can increase complexity in exchange for terseness. But in this case, I believe it's much healthier for your generator+Promise async code than the alternatives. As with all such advice, though, pay attention to your specific situations and make proper decisions for you and your team.

**Generator Delegation**

In the previous section, we showed calling regular functions from inside a generator, and how that remains a useful technique for abstracting away implementation details (like async Promise flow). But the main drawback of using a normal function for this task is that it has to behave by the normal function rules, which means it cannot pause itself with yield like a generator can.

It may then occur to you that you might try to call one generator from another generator, using our run(..) helper, such as:

function \*foo() {

var r2 = yield request( "http://some.url.2" );

var r3 = yield request( "http://some.url.3/?v=" + r2 );

return r3;

}

function \*bar() {

var r1 = yield request( "http://some.url.1" );

// "delegating" to `\*foo()` via `run(..)`

var r3 = yield run( foo );

console.log( r3 );

}

run( bar );

We run \*foo() inside of \*bar() by using our run(..) utility again. We take advantage here of the fact that the run(..) we defined earlier returns a promise which is resolved when its generator is run to completion (or errors out), so if we yield out to a run(..) instance the promise from another run(..) call, it automatically pauses \*bar() until \*foo() finishes.

But there's an even better way to integrate calling \*foo() into \*bar(), and it's called yield-delegation. The special syntax for yield-delegation is: yield \* \_\_ (notice the extra \*). Before we see it work in our previous example, let's look at a simpler scenario:

function \*foo() {

console.log( "`\*foo()` starting" );

yield 3;

yield 4;

console.log( "`\*foo()` finished" );

}

function \*bar() {

yield 1;

yield 2;

yield \*foo(); // `yield`-delegation!

yield 5;

}

var it = bar();

it.next().value; // 1

it.next().value; // 2

it.next().value; // `\*foo()` starting

// 3

it.next().value; // 4

it.next().value; // `\*foo()` finished

// 5

**Note:** Similar to a note earlier in the chapter where I explained why I prefer function \*foo() .. instead of function\* foo() .., I also prefer -- differing from most other documentation on the topic -- to say yield \*foo() instead of yield\* foo(). The placement of the \* is purely stylistic and up to your best judgment. But I find the consistency of styling attractive.

How does the yield \*foo() delegation work?

First, calling foo() creates an *iterator* exactly as we've already seen. Then, yield \* delegates/transfers the *iterator* instance control (of the present \*bar() generator) over to this other \*foo() *iterator*.

So, the first two it.next() calls are controlling \*bar(), but when we make the third it.next() call, now \*foo() starts up, and now we're controlling \*foo() instead of \*bar(). That's why it's called delegation -- \*bar() delegated its iteration control to \*foo().

As soon as the it *iterator* control exhausts the entire \*foo() *iterator*, it automatically returns to controlling \*bar().

So now back to the previous example with the three sequential Ajax requests:

function \*foo() {

var r2 = yield request( "http://some.url.2" );

var r3 = yield request( "http://some.url.3/?v=" + r2 );

return r3;

}

function \*bar() {

var r1 = yield request( "http://some.url.1" );

// "delegating" to `\*foo()` via `yield\*`

var r3 = yield \*foo();

console.log( r3 );

}

run( bar );

The only difference between this snippet and the version used earlier is the use of yield \*foo() instead of the previous yield run(foo).

**Note:** yield \* yields iteration control, not generator control; when you invoke the \*foo() generator, you're now yield-delegating to its *iterator*. But you can actually yield-delegate to any *iterable*; yield \*[1,2,3] would consume the default *iterator* for the [1,2,3] array value.

**Why Delegation?**

The purpose of yield-delegation is mostly code organization, and in that way is symmetrical with normal function calling.

Imagine two modules that respectively provide methods foo() and bar(), where bar() calls foo(). The reason the two are separate is generally because the proper organization of code for the program calls for them to be in separate functions. For example, there may be cases where foo() is called standalone, and other places where bar() calls foo().

For all these exact same reasons, keeping generators separate aids in program readability, maintenance, and debuggability. In that respect, yield \* is a syntactic shortcut for manually iterating over the steps of \*foo() while inside of \*bar().

Such manual approach would be especially complex if the steps in \*foo() were asynchronous, which is why you'd probably need to use that run(..) utility to do it. And as we've shown, yield \*foo() eliminates the need for a sub-instance of the run(..) utility (like run(foo)).

**Delegating Messages**

You may wonder how this yield-delegation works not just with *iterator* control but with the two-way message passing. Carefully follow the flow of messages in and out, through the yield-delegation:

function \*foo() {

console.log( "inside `\*foo()`:", yield "B" );

console.log( "inside `\*foo()`:", yield "C" );

return "D";

}

function \*bar() {

console.log( "inside `\*bar()`:", yield "A" );

// `yield`-delegation!

console.log( "inside `\*bar()`:", yield \*foo() );

console.log( "inside `\*bar()`:", yield "E" );

return "F";

}

var it = bar();

console.log( "outside:", it.next().value );

// outside: A

console.log( "outside:", it.next( 1 ).value );

// inside `\*bar()`: 1

// outside: B

console.log( "outside:", it.next( 2 ).value );

// inside `\*foo()`: 2

// outside: C

console.log( "outside:", it.next( 3 ).value );

// inside `\*foo()`: 3

// inside `\*bar()`: D

// outside: E

console.log( "outside:", it.next( 4 ).value );

// inside `\*bar()`: 4

// outside: F

Pay particular attention to the processing steps after the it.next(3) call:

1. The 3 value is passed (through the yield-delegation in \*bar()) into the waiting yield "C" expression inside of \*foo().
2. \*foo() then calls return "D", but this value doesn't get returned all the way back to the outside it.next(3) call.
3. Instead, the "D" value is sent as the result of the waiting yield \*foo() expression inside of \*bar() -- this yield-delegation expression has essentially been paused while all of \*foo() was exhausted. So "D" ends up inside of \*bar()for it to print out.
4. yield "E" is called inside of \*bar(), and the "E" value is yielded to the outside as the result of the it.next(3) call.

From the perspective of the external *iterator* (it), it doesn't appear any differently between controlling the initial generator or a delegated one.

In fact, yield-delegation doesn't even have to be directed to another generator; it can just be directed to a non-generator, general *iterable*. For example:

function \*bar() {

console.log( "inside `\*bar()`:", yield "A" );

// `yield`-delegation to a non-generator!

console.log( "inside `\*bar()`:", yield \*[ "B", "C", "D" ] );

console.log( "inside `\*bar()`:", yield "E" );

return "F";

}

var it = bar();

console.log( "outside:", it.next().value );

// outside: A

console.log( "outside:", it.next( 1 ).value );

// inside `\*bar()`: 1

// outside: B

console.log( "outside:", it.next( 2 ).value );

// outside: C

console.log( "outside:", it.next( 3 ).value );

// outside: D

console.log( "outside:", it.next( 4 ).value );

// inside `\*bar()`: undefined

// outside: E

console.log( "outside:", it.next( 5 ).value );

// inside `\*bar()`: 5

// outside: F

Notice the differences in where the messages were received/reported between this example and the one previous.

Most strikingly, the default array *iterator* doesn't care about any messages sent in via next(..) calls, so the values 2, 3, and 4 are essentially ignored. Also, because that *iterator* has no explicit return value (unlike the previously used \*foo()), the yield \* expression gets an undefined when it finishes.

**Exceptions Delegated, Too!**

In the same way that yield-delegation transparently passes messages through in both directions, errors/exceptions also pass in both directions:

function \*foo() {

try {

yield "B";

}

catch (err) {

console.log( "error caught inside `\*foo()`:", err );

}

yield "C";

throw "D";

}

function \*bar() {

yield "A";

try {

yield \*foo();

}

catch (err) {

console.log( "error caught inside `\*bar()`:", err );

}

yield "E";

yield \*baz();

// note: can't get here!

yield "G";

}

function \*baz() {

throw "F";

}

var it = bar();

console.log( "outside:", it.next().value );

// outside: A

console.log( "outside:", it.next( 1 ).value );

// outside: B

console.log( "outside:", it.throw( 2 ).value );

// error caught inside `\*foo()`: 2

// outside: C

console.log( "outside:", it.next( 3 ).value );

// error caught inside `\*bar()`: D

// outside: E

try {

console.log( "outside:", it.next( 4 ).value );

}

catch (err) {

console.log( "error caught outside:", err );

}

// error caught outside: F

Some things to note from this snippet:

1. When we call it.throw(2), it sends the error message 2 into \*bar(), which delegates that to \*foo(), which then catches it and handles it gracefully. Then, the yield "C" sends "C" back out as the return value from the it.throw(2) call.
2. The "D" value that's next thrown from inside \*foo() propagates out to \*bar(), which catches it and handles it gracefully. Then the yield "E" sends "E" back out as the return value from the it.next(3) call.
3. Next, the exception thrown from \*baz() isn't caught in \*bar() -- though we did catch it outside -- so both \*baz()and \*bar() are set to a completed state. After this snippet, you would not be able to get the "G" value out with any subsequent next(..) call(s) -- they will just return undefined for value.

**Delegating Asynchrony**

Let's finally get back to our earlier yield-delegation example with the multiple sequential Ajax requests:

function \*foo() {

var r2 = yield request( "http://some.url.2" );

var r3 = yield request( "http://some.url.3/?v=" + r2 );

return r3;

}

function \*bar() {

var r1 = yield request( "http://some.url.1" );

var r3 = yield \*foo();

console.log( r3 );

}

run( bar );

Instead of calling yield run(foo) inside of \*bar(), we just call yield \*foo().

In the previous version of this example, the Promise mechanism (controlled by run(..)) was used to transport the value from return r3 in \*foo() to the local variable r3 inside \*bar(). Now, that value is just returned back directly via the yield \*mechanics.

Otherwise, the behavior is pretty much identical.

**Delegating "Recursion"**

Of course, yield-delegation can keep following as many delegation steps as you wire up. You could even use yield-delegation for async-capable generator "recursion" -- a generator yield-delegating to itself:

function \*foo(val) {

if (val > 1) {

// generator recursion

val = yield \*foo( val - 1 );

}

return yield request( "http://some.url/?v=" + val );

}

function \*bar() {

var r1 = yield \*foo( 3 );

console.log( r1 );

}

run( bar );

**Note:** Our run(..) utility could have been called with run( foo, 3 ), because it supports additional parameters being passed along to the initialization of the generator. However, we used a parameter-free \*bar() here to highlight the flexibility of yield \*.

What processing steps follow from that code? Hang on, this is going to be quite intricate to describe in detail:

1. run(bar) starts up the \*bar() generator.
2. foo(3) creates an *iterator* for \*foo(..) and passes 3 as its val parameter.
3. Because 3 > 1, foo(2) creates another *iterator* and passes in 2 as its val parameter.
4. Because 2 > 1, foo(1) creates yet another *iterator* and passes in 1 as its val parameter.
5. 1 > 1 is false, so we next call request(..) with the 1 value, and get a promise back for that first Ajax call.
6. That promise is yielded out, which comes back to the \*foo(2) generator instance.
7. The yield \* passes that promise back out to the \*foo(3) generator instance. Another yield \* passes the promise out to the \*bar() generator instance. And yet again another yield \* passes the promise out to the run(..) utility, which will wait on that promise (for the first Ajax request) to proceed.
8. When the promise resolves, its fulfillment message is sent to resume \*bar(), which passes through the yield \* into the \*foo(3) instance, which then passes through the yield \* to the \*foo(2) generator instance, which then passes through the yield \* to the normal yield that's waiting in the \*foo(3) generator instance.
9. That first call's Ajax response is now immediately returned from the \*foo(3) generator instance, which sends that value back as the result of the yield \* expression in the \*foo(2) instance, and assigned to its local val variable.
10. Inside \*foo(2), a second Ajax request is made with request(..), whose promise is yielded back to the \*foo(1)instance, and then yield \* propagates all the way out to run(..) (step 7 again). When the promise resolves, the second Ajax response propagates all the way back into the \*foo(2) generator instance, and is assigned to its local valvariable.
11. Finally, the third Ajax request is made with request(..), its promise goes out to run(..), and then its resolution value comes all the way back, which is then returned so that it comes back to the waiting yield \* expression in \*bar().

Phew! A lot of crazy mental juggling, huh? You might want to read through that a few more times, and then go grab a snack to clear your head!

**Generator Concurrency**

As we discussed in both Chapter 1 and earlier in this chapter, two simultaneously running "processes" can cooperatively interleave their operations, and many times this can *yield* (pun intended) very powerful asynchrony expressions.

Frankly, our earlier examples of concurrency interleaving of multiple generators showed how to make it really confusing. But we hinted that there's places where this capability is quite useful.

Recall a scenario we looked at in Chapter 1, where two different simultaneous Ajax response handlers needed to coordinate with each other to make sure that the data communication was not a race condition. We slotted the responses into the resarray like this:

function response(data) {

if (data.url == "http://some.url.1") {

res[0] = data;

}

else if (data.url == "http://some.url.2") {

res[1] = data;

}

}

But how can we use multiple generators concurrently for this scenario?

// `request(..)` is a Promise-aware Ajax utility

var res = [];

function \*reqData(url) {

res.push(

yield request( url )

);

}

**Note:** We're going to use two instances of the \*reqData(..) generator here, but there's no difference to running a single instance of two different generators; both approaches are reasoned about identically. We'll see two different generators coordinating in just a bit.

Instead of having to manually sort out res[0] and res[1] assignments, we'll use coordinated ordering so that res.push(..) properly slots the values in the expected and predictable order. The expressed logic thus should feel a bit cleaner.

But how will we actually orchestrate this interaction? First, let's just do it manually, with Promises:

var it1 = reqData( "http://some.url.1" );

var it2 = reqData( "http://some.url.2" );

var p1 = it1.next().value;

var p2 = it2.next().value;

p1

.then( function(data){

it1.next( data );

return p2;

} )

.then( function(data){

it2.next( data );

} );

\*reqData(..)'s two instances are both started to make their Ajax requests, then paused with yield. Then we choose to resume the first instance when p1 resolves, and then p2's resolution will restart the second instance. In this way, we use Promise orchestration to ensure that res[0] will have the first response and res[1] will have the second response.

But frankly, this is awfully manual, and it doesn't really let the generators orchestrate themselves, which is where the true power can lie. Let's try it a different way:

// `request(..)` is a Promise-aware Ajax utility

var res = [];

function \*reqData(url) {

var data = yield request( url );

// transfer control

yield;

res.push( data );

}

var it1 = reqData( "http://some.url.1" );

var it2 = reqData( "http://some.url.2" );

var p1 = it1.next().value;

var p2 = it2.next().value;

p1.then( function(data){

it1.next( data );

} );

p2.then( function(data){

it2.next( data );

} );

Promise.all( [p1,p2] )

.then( function(){

it1.next();

it2.next();

} );

OK, this is a bit better (though still manual!), because now the two instances of \*reqData(..) run truly concurrently, and (at least for the first part) independently.

In the previous snippet, the second instance was not given its data until after the first instance was totally finished. But here, both instances receive their data as soon as their respective responses come back, and then each instance does another yield for control transfer purposes. We then choose what order to resume them in the Promise.all([ .. ]) handler.

What may not be as obvious is that this approach hints at an easier form for a reusable utility, because of the symmetry. We can do even better. Let's imagine using a utility called runAll(..):

// `request(..)` is a Promise-aware Ajax utility

var res = [];

runAll(

function\*(){

var p1 = request( "http://some.url.1" );

// transfer control

yield;

res.push( yield p1 );

},

function\*(){

var p2 = request( "http://some.url.2" );

// transfer control

yield;

res.push( yield p2 );

}

);

**Note:** We're not including a code listing for runAll(..) as it is not only long enough to bog down the text, but is an extension of the logic we've already implemented in run(..) earlier. So, as a good supplementary exercise for the reader, try your hand at evolving the code from run(..) to work like the imagined runAll(..). Also, my *asynquence* library provides a previously mentioned runner(..) utility with this kind of capability already built in, and will be discussed in Appendix A of this book.

Here's how the processing inside runAll(..) would operate:

1. The first generator gets a promise for the first Ajax response from "http://some.url.1", then yields control back to the runAll(..) utility.
2. The second generator runs and does the same for "http://some.url.2", yielding control back to the runAll(..)utility.
3. The first generator resumes, and then yields out its promise p1. The runAll(..) utility does the same in this case as our previous run(..), in that it waits on that promise to resolve, then resumes the same generator (no control transfer!). When p1 resolves, runAll(..) resumes the first generator again with that resolution value, and then res[0] is given its value. When the first generator then finishes, that's an implicit transfer of control.
4. The second generator resumes, yields out its promise p2, and waits for it to resolve. Once it does, runAll(..)resumes the second generator with that value, and res[1] is set.

In this running example, we use an outer variable called res to store the results of the two different Ajax responses -- that's our concurrency coordination making that possible.

But it might be quite helpful to further extend runAll(..) to provide an inner variable space for the multiple generator instances to *share*, such as an empty object we'll call data below. Also, it could take non-Promise values that are yielded and hand them off to the next generator.

Consider:

// `request(..)` is a Promise-aware Ajax utility

runAll(

function\*(data){

data.res = [];

// transfer control (and message pass)

var url1 = yield "http://some.url.2";

var p1 = request( url1 ); // "http://some.url.1"

// transfer control

yield;

data.res.push( yield p1 );

},

function\*(data){

// transfer control (and message pass)

var url2 = yield "http://some.url.1";

var p2 = request( url2 ); // "http://some.url.2"

// transfer control

yield;

data.res.push( yield p2 );

}

);

In this formulation, the two generators are not just coordinating control transfer, but actually communicating with each other, both through data.res and the yielded messages that trade url1 and url2 values. That's incredibly powerful!

Such realization also serves as a conceptual base for a more sophisticated asynchrony technique called CSP (Communicating Sequential Processes), which we will cover in Appendix B of this book.

**Thunks**

So far, we've made the assumption that yielding a Promise from a generator -- and having that Promise resume the generator via a helper utility like run(..) -- was the best possible way to manage asynchrony with generators. To be clear, it is.

But we skipped over another pattern that has some mildly widespread adoption, so in the interest of completeness we'll take a brief look at it.

In general computer science, there's an old pre-JS concept called a "thunk." Without getting bogged down in the historical nature, a narrow expression of a thunk in JS is a function that -- without any parameters -- is wired to call another function.

In other words, you wrap a function definition around function call -- with any parameters it needs -- to *defer* the execution of that call, and that wrapping function is a thunk. When you later execute the thunk, you end up calling the original function.

For example:

function foo(x,y) {

return x + y;

}

function fooThunk() {

return foo( 3, 4 );

}

// later

console.log( fooThunk() ); // 7

So, a synchronous thunk is pretty straightforward. But what about an async thunk? We can essentially extend the narrow thunk definition to include it receiving a callback.

Consider:

function foo(x,y,cb) {

setTimeout( function(){

cb( x + y );

}, 1000 );

}

function fooThunk(cb) {

foo( 3, 4, cb );

}

// later

fooThunk( function(sum){

console.log( sum ); // 7

} );

As you can see, fooThunk(..) only expects a cb(..) parameter, as it already has values 3 and 4 (for x and y, respectively) pre-specified and ready to pass to foo(..). A thunk is just waiting around patiently for the last piece it needs to do its job: the callback.

You don't want to make thunks manually, though. So, let's invent a utility that does this wrapping for us.

Consider:

function thunkify(fn) {

var args = [].slice.call( arguments, 1 );

return function(cb) {

args.push( cb );

return fn.apply( null, args );

};

}

var fooThunk = thunkify( foo, 3, 4 );

// later

fooThunk( function(sum) {

console.log( sum ); // 7

} );

**Tip:** Here we assume that the original (foo(..)) function signature expects its callback in the last position, with any other parameters coming before it. This is a pretty ubiquitous "standard" for async JS function standards. You might call it "callback-last style." If for some reason you had a need to handle "callback-first style" signatures, you would just make a utility that used args.unshift(..) instead of args.push(..).

The preceding formulation of thunkify(..) takes both the foo(..) function reference, and any parameters it needs, and returns back the thunk itself (fooThunk(..)). However, that's not the typical approach you'll find to thunks in JS.

Instead of thunkify(..) making the thunk itself, typically -- if not perplexingly -- the thunkify(..) utility would produce a function that produces thunks.

Uhhhh... yeah.

Consider:

function thunkify(fn) {

return function() {

var args = [].slice.call( arguments );

return function(cb) {

args.push( cb );

return fn.apply( null, args );

};

};

}

The main difference here is the extra return function() { .. } layer. Here's how its usage differs:

var whatIsThis = thunkify( foo );

var fooThunk = whatIsThis( 3, 4 );

// later

fooThunk( function(sum) {

console.log( sum ); // 7

} );

Obviously, the big question this snippet implies is what is whatIsThis properly called? It's not the thunk, it's the thing that will produce thunks from foo(..) calls. It's kind of like a "factory" for "thunks." There doesn't seem to be any kind of standard agreement for naming such a thing.

So, my proposal is "thunkory" ("thunk" + "factory"). So, thunkify(..) produces a thunkory, and a thunkory produces thunks. That reasoning is symmetric to my proposal for "promisory" in Chapter 3:

var fooThunkory = thunkify( foo );

var fooThunk1 = fooThunkory( 3, 4 );

var fooThunk2 = fooThunkory( 5, 6 );

// later

fooThunk1( function(sum) {

console.log( sum ); // 7

} );

fooThunk2( function(sum) {

console.log( sum ); // 11

} );

**Note:** The running foo(..) example expects a style of callback that's not "error-first style." Of course, "error-first style" is much more common. If foo(..) had some sort of legitimate error-producing expectation, we could change it to expect and use an error-first callback. None of the subsequent thunkify(..) machinery cares what style of callback is assumed. The only difference in usage would be fooThunk1(function(err,sum){...

Exposing the thunkory method -- instead of how the earlier thunkify(..) hides this intermediary step -- may seem like unnecessary complication. But in general, it's quite useful to make thunkories at the beginning of your program to wrap existing API methods, and then be able to pass around and call those thunkories when you need thunks. The two distinct steps preserve a cleaner separation of capability.

To illustrate:

// cleaner:

var fooThunkory = thunkify( foo );

var fooThunk1 = fooThunkory( 3, 4 );

var fooThunk2 = fooThunkory( 5, 6 );

// instead of:

var fooThunk1 = thunkify( foo, 3, 4 );

var fooThunk2 = thunkify( foo, 5, 6 );

Regardless of whether you like to deal with the thunkories explicitly or not, the usage of thunks fooThunk1(..) and fooThunk2(..) remains the same.

**s/promise/thunk/**

So what's all this thunk stuff have to do with generators?

Comparing thunks to promises generally: they're not directly interchangable as they're not equivalent in behavior. Promises are vastly more capable and trustable than bare thunks.

But in another sense, they both can be seen as a request for a value, which may be async in its answering.

Recall from Chapter 3 we defined a utility for promisifying a function, which we called Promise.wrap(..) -- we could have called it promisify(..), too! This Promise-wrapping utility doesn't produce Promises; it produces promisories that in turn produce Promises. This is completely symmetric to the thunkories and thunks presently being discussed.

To illustrate the symmetry, let's first alter the running foo(..) example from earlier to assume an "error-first style" callback:

function foo(x,y,cb) {

setTimeout( function(){

// assume `cb(..)` as "error-first style"

cb( null, x + y );

}, 1000 );

}

Now, we'll compare using thunkify(..) and promisify(..) (aka Promise.wrap(..) from Chapter 3):

// symmetrical: constructing the question asker

var fooThunkory = thunkify( foo );

var fooPromisory = promisify( foo );

// symmetrical: asking the question

var fooThunk = fooThunkory( 3, 4 );

var fooPromise = fooPromisory( 3, 4 );

// get the thunk answer

fooThunk( function(err,sum){

if (err) {

console.error( err );

}

else {

console.log( sum ); // 7

}

} );

// get the promise answer

fooPromise

.then(

function(sum){

console.log( sum ); // 7

},

function(err){

console.error( err );

}

);

Both the thunkory and the promisory are essentially asking a question (for a value), and respectively the thunk fooThunk and promise fooPromise represent the future answers to that question. Presented in that light, the symmetry is clear.

With that perspective in mind, we can see that generators which yield Promises for asynchrony could instead yield thunks for asynchrony. All we'd need is a smarter run(..) utility (like from before) that can not only look for and wire up to a yielded Promise but also to provide a callback to a yielded thunk.

Consider:

function \*foo() {

var val = yield request( "http://some.url.1" );

console.log( val );

}

run( foo );

In this example, request(..) could either be a promisory that returns a promise, or a thunkory that returns a thunk. From the perspective of what's going on inside the generator code logic, we don't care about that implementation detail, which is quite powerful!

So, request(..) could be either:

// promisory `request(..)` (see Chapter 3)

var request = Promise.wrap( ajax );

// vs.

// thunkory `request(..)`

var request = thunkify( ajax );

Finally, as a thunk-aware patch to our earlier run(..) utility, we would need logic like this:

// ..

// did we receive a thunk back?

else if (typeof next.value == "function") {

return new Promise( function(resolve,reject){

// call the thunk with an error-first callback

next.value( function(err,msg) {

if (err) {

reject( err );

}

else {

resolve( msg );

}

} );

} )

.then(

handleNext,

function handleErr(err) {

return Promise.resolve(

it.throw( err )

)

.then( handleResult );

}

);

}

Now, our generators can either call promisories to yield Promises, or call thunkories to yield thunks, and in either case, run(..) would handle that value and use it to wait for the completion to resume the generator.

Symmetry wise, these two approaches look identical. However, we should point out that's true only from the perspective of Promises or thunks representing the future value continuation of a generator.

From the larger perspective, thunks do not in and of themselves have hardly any of the trustability or composability guarantees that Promises are designed with. Using a thunk as a stand-in for a Promise in this particular generator asynchrony pattern is workable but should be seen as less than ideal when compared to all the benefits that Promises offer (see Chapter 3).

If you have the option, prefer yield pr rather than yield th. But there's nothing wrong with having a run(..) utility which can handle both value types.

**Note:** The runner(..) utility in my *asynquence* library, which will be discussed in Appendix A, handles yields of Promises, thunks and *asynquence* sequences.

**Pre-ES6 Generators**

You're hopefully convinced now that generators are a very important addition to the async programming toolbox. But it's a new syntax in ES6, which means you can't just polyfill generators like you can Promises (which are just a new API). So what can we do to bring generators to our browser JS if we don't have the luxury of ignoring pre-ES6 browsers?

For all new syntax extensions in ES6, there are tools -- the most common term for them is transpilers, for trans-compilers -- which can take your ES6 syntax and transform it into equivalent (but obviously uglier!) pre-ES6 code. So, generators can be transpiled into code that will have the same behavior but work in ES5 and below.

But how? The "magic" of yield doesn't obviously sound like code that's easy to transpile. We actually hinted at a solution in our earlier discussion of closure-based *iterators*.

**Manual Transformation**

Before we discuss the transpilers, let's derive how manual transpilation would work in the case of generators. This isn't just an academic exercise, because doing so will actually help further reinforce how they work.

Consider:

// `request(..)` is a Promise-aware Ajax utility

function \*foo(url) {

try {

console.log( "requesting:", url );

var val = yield request( url );

console.log( val );

}

catch (err) {

console.log( "Oops:", err );

return false;

}

}

var it = foo( "http://some.url.1" );

The first thing to observe is that we'll still need a normal foo() function that can be called, and it will still need to return an *iterator*. So, let's sketch out the non-generator transformation:

function foo(url) {

// ..

// make and return an iterator

return {

next: function(v) {

// ..

},

throw: function(e) {

// ..

}

};

}

var it = foo( "http://some.url.1" );

The next thing to observe is that a generator does its "magic" by suspending its scope/state, but we can emulate that with function closure (see the *Scope & Closures* title of this series). To understand how to write such code, we'll first annotate different parts of our generator with state values:

// `request(..)` is a Promise-aware Ajax utility

function \*foo(url) {

// STATE \*1\*

try {

console.log( "requesting:", url );

var TMP1 = request( url );

// STATE \*2\*

var val = yield TMP1;

console.log( val );

}

catch (err) {

// STATE \*3\*

console.log( "Oops:", err );

return false;

}

}

**Note:** For more accurate illustration, we split up the val = yield request.. statement into two parts, using the temporary TMP1 variable. request(..) happens in state \*1\*, and the assignment of its completion value to val happens in state \*2\*. We'll get rid of that intermediate TMP1 when we convert the code to its non-generator equivalent.

In other words, \*1\* is the beginning state, \*2\* is the state if the request(..) succeeds, and \*3\* is the state if the request(..) fails. You can probably imagine how any extra yield steps would just be encoded as extra states.

Back to our transpiled generator, let's define a variable state in the closure we can use to keep track of the state:

function foo(url) {

// manage generator state

var state;

// ..

}

Now, let's define an inner function called process(..) inside the closure which handles each state, using a switch statement:

// `request(..)` is a Promise-aware Ajax utility

function foo(url) {

// manage generator state

var state;

// generator-wide variable declarations

var val;

function process(v) {

switch (state) {

case 1:

console.log( "requesting:", url );

return request( url );

case 2:

val = v;

console.log( val );

return;

case 3:

var err = v;

console.log( "Oops:", err );

return false;

}

}

// ..

}

Each state in our generator is represented by its own case in the switch statement. process(..) will be called each time we need to process a new state. We'll come back to how that works in just a moment.

For any generator-wide variable declarations (val), we move those to a var declaration outside of process(..) so they can survive multiple calls to process(..). But the "block scoped" err variable is only needed for the \*3\* state, so we leave it in place.

In state \*1\*, instead of yield request(..), we did return request(..). In terminal state \*2\*, there was no explicit return, so we just do a return; which is the same as return undefined. In terminal state \*3\*, there was a return false, so we preserve that.

Now we need to define the code in the *iterator* functions so they call process(..) appropriately:

function foo(url) {

// manage generator state

var state;

// generator-wide variable declarations

var val;

function process(v) {

switch (state) {

case 1:

console.log( "requesting:", url );

return request( url );

case 2:

val = v;

console.log( val );

return;

case 3:

var err = v;

console.log( "Oops:", err );

return false;

}

}

// make and return an iterator

return {

next: function(v) {

// initial state

if (!state) {

state = 1;

return {

done: false,

value: process()

};

}

// yield resumed successfully

else if (state == 1) {

state = 2;

return {

done: true,

value: process( v )

};

}

// generator already completed

else {

return {

done: true,

value: undefined

};

}

},

"throw": function(e) {

// the only explicit error handling is in

// state \*1\*

if (state == 1) {

state = 3;

return {

done: true,

value: process( e )

};

}

// otherwise, an error won't be handled,

// so just throw it right back out

else {

throw e;

}

}

};

}

How does this code work?

1. The first call to the *iterator*'s next() call would move the generator from the uninitialized state to state 1, and then call process() to handle that state. The return value from request(..), which is the promise for the Ajax response, is returned back as the value property from the next() call.
2. If the Ajax request succeeds, the second call to next(..) should send in the Ajax response value, which moves our state to 2. process(..) is again called (this time with the passed in Ajax response value), and the value property returned from next(..) will be undefined.
3. However, if the Ajax request fails, throw(..) should be called with the error, which would move the state from 1 to 3(instead of 2). Again process(..) is called, this time with the error value. That case returns false, which is set as the value property returned from the throw(..) call.

From the outside -- that is, interacting only with the *iterator* -- this foo(..) normal function works pretty much the same as the \*foo(..) generator would have worked. So we've effectively "transpiled" our ES6 generator to pre-ES6 compatibility!

We could then manually instantiate our generator and control its iterator -- calling var it = foo("..") and it.next(..) and such -- or better, we could pass it to our previously defined run(..) utility as run(foo,"..").

**Automatic Transpilation**

The preceding exercise of manually deriving a transformation of our ES6 generator to pre-ES6 equivalent teaches us how generators work conceptually. But that transformation was really intricate and very non-portable to other generators in our code. It would be quite impractical to do this work by hand, and would completely obviate all the benefit of generators.

But luckily, several tools already exist that can automatically convert ES6 generators to things like what we derived in the previous section. Not only do they do the heavy lifting work for us, but they also handle several complications that we glossed over.

One such tool is regenerator (<https://facebook.github.io/regenerator/>), from the smart folks at Facebook.

If we use regenerator to transpile our previous generator, here's the code produced (at the time of this writing):

// `request(..)` is a Promise-aware Ajax utility

var foo = regeneratorRuntime.mark(function foo(url) {

var val;

return regeneratorRuntime.wrap(function foo$(context$1$0) {

while (1) switch (context$1$0.prev = context$1$0.next) {

case 0:

context$1$0.prev = 0;

console.log( "requesting:", url );

context$1$0.next = 4;

return request( url );

case 4:

val = context$1$0.sent;

console.log( val );

context$1$0.next = 12;

break;

case 8:

context$1$0.prev = 8;

context$1$0.t0 = context$1$0.catch(0);

console.log("Oops:", context$1$0.t0);

return context$1$0.abrupt("return", false);

case 12:

case "end":

return context$1$0.stop();

}

}, foo, this, [[0, 8]]);

});

There's some obvious similarities here to our manual derivation, such as the switch / case statements, and we even see val pulled out of the closure just as we did.

Of course, one trade-off is that regenerator's transpilation requires a helper library regeneratorRuntime that holds all the reusable logic for managing a general generator / *iterator*. A lot of that boilerplate looks different than our version, but even then, the concepts can be seen, like with context$1$0.next = 4 keeping track of the next state for the generator.

The main takeaway is that generators are not restricted to only being useful in ES6+ environments. Once you understand the concepts, you can employ them throughout your code, and use tools to transform the code to be compatible with older environments.

This is more work than just using a Promise API polyfill for pre-ES6 Promises, but the effort is totally worth it, because generators are so much better at expressing async flow control in a reason-able, sensible, synchronous-looking, sequential fashion.

Once you get hooked on generators, you'll never want to go back to the hell of async spaghetti callbacks!

**Review**

Generators are a new ES6 function type that does not run-to-completion like normal functions. Instead, the generator can be paused in mid-completion (entirely preserving its state), and it can later be resumed from where it left off.

This pause/resume interchange is cooperative rather than preemptive, which means that the generator has the sole capability to pause itself, using the yield keyword, and yet the *iterator* that controls the generator has the sole capability (via next(..)) to resume the generator.

The yield / next(..) duality is not just a control mechanism, it's actually a two-way message passing mechanism. A yield .. expression essentially pauses waiting for a value, and the next next(..) call passes a value (or implicit undefined) back to that paused yield expression.

The key benefit of generators related to async flow control is that the code inside a generator expresses a sequence of steps for the task in a naturally sync/sequential fashion. The trick is that we essentially hide potential asynchrony behind the yieldkeyword -- moving the asynchrony to the code where the generator's *iterator* is controlled.

In other words, generators preserve a sequential, synchronous, blocking code pattern for async code, which lets our brains reason about the code much more naturally, addressing one of the two key drawbacks of callback-based async.

# Chapter 5: Program Performance

This book so far has been all about how to leverage asynchrony patterns more effectively. But we haven't directly addressed why asynchrony really matters to JS. The most obvious explicit reason is **performance**.

For example, if you have two Ajax requests to make, and they're independent, but you need to wait on them both to finish before doing the next task, you have two options for modeling that interaction: serial and concurrent.

You could make the first request and wait to start the second request until the first finishes. Or, as we've seen both with promises and generators, you could make both requests "in parallel," and express the "gate" to wait on both of them before moving on.

Clearly, the latter is usually going to be more performant than the former. And better performance generally leads to better user experience.

It's even possible that asynchrony (interleaved concurrency) can improve just the perception of performance, even if the overall program still takes the same amount of time to complete. User perception of performance is every bit -- if not more! -- as important as actual measurable performance.

We want to now move beyond localized asynchrony patterns to talk about some bigger picture performance details at the program level.

**Note:** You may be wondering about micro-performance issues like if a++ or ++a is faster. We'll look at those sorts of performance details in the next chapter on "Benchmarking & Tuning."

## Web Workers

If you have processing-intensive tasks but you don't want them to run on the main thread (which may slow down the browser/UI), you might have wished that JavaScript could operate in a multithreaded manner.

In Chapter 1, we talked in detail about how JavaScript is single threaded. And that's still true. But a single thread isn't the only way to organize the execution of your program.

Imagine splitting your program into two pieces, and running one of those pieces on the main UI thread, and running the other piece on an entirely separate thread.

What kinds of concerns would such an architecture bring up?

For one, you'd want to know if running on a separate thread meant that it ran in parallel (on systems with multiple CPUs/cores) such that a long-running process on that second thread would **not** block the main program thread. Otherwise, "virtual threading" wouldn't be of much benefit over what we already have in JS with async concurrency.

And you'd want to know if these two pieces of the program have access to the same shared scope/resources. If they do, then you have all the questions that multithreaded languages (Java, C++, etc.) deal with, such as needing cooperative or preemptive locking (mutexes, etc.). That's a lot of extra work, and shouldn't be undertaken lightly.

Alternatively, you'd want to know how these two pieces could "communicate" if they couldn't share scope/resources.

All these are great questions to consider as we explore a feature added to the web platform circa HTML5 called "Web Workers." This is a feature of the browser (aka host environment) and actually has almost nothing to do with the JS language itself. That is, JavaScript does not currently have any features that support threaded execution.

But an environment like your browser can easily provide multiple instances of the JavaScript engine, each on its own thread, and let you run a different program in each thread. Each of those separate threaded pieces of your program is called a "(Web) Worker." This type of parallelism is called "task parallelism," as the emphasis is on splitting up chunks of your program to run in parallel.

From your main JS program (or another Worker), you instantiate a Worker like so:

var w1 = new Worker( "http://some.url.1/mycoolworker.js" );

The URL should point to the location of a JS file (not an HTML page!) which is intended to be loaded into a Worker. The browser will then spin up a separate thread and let that file run as an independent program in that thread.

**Note:** The kind of Worker created with such a URL is called a "Dedicated Worker." But instead of providing a URL to an external file, you can also create an "Inline Worker" by providing a Blob URL (another HTML5 feature); essentially it's an inline file stored in a single (binary) value. However, Blobs are beyond the scope of what we'll discuss here.

Workers do not share any scope or resources with each other or the main program -- that would bring all the nightmares of threaded programming to the forefront -- but instead have a basic event messaging mechanism connecting them.

The w1 Worker object is an event listener and trigger, which lets you subscribe to events sent by the Worker as well as send events to the Worker.

Here's how to listen for events (actually, the fixed "message" event):

w1.addEventListener( "message", function(evt){

// evt.data

} );

And you can send the "message" event to the Worker:

w1.postMessage( "something cool to say" );

Inside the Worker, the messaging is totally symmetrical:

// "mycoolworker.js"

addEventListener( "message", function(evt){

// evt.data

} );

postMessage( "a really cool reply" );

Notice that a dedicated Worker is in a one-to-one relationship with the program that created it. That is, the "message" event doesn't need any disambiguation here, because we're sure that it could only have come from this one-to-one relationship -- either it came from the Worker or the main page.

Usually the main page application creates the Workers, but a Worker can instantiate its own child Worker(s) -- known as subworkers -- as necessary. Sometimes this is useful to delegate such details to a sort of "master" Worker that spawns other Workers to process parts of a task. Unfortunately, at the time of this writing, Chrome still does not support subworkers, while Firefox does.

To kill a Worker immediately from the program that created it, call terminate() on the Worker object (like w1 in the previous snippets). Abruptly terminating a Worker thread does not give it any chance to finish up its work or clean up any resources. It's akin to you closing a browser tab to kill a page.

If you have two or more pages (or multiple tabs with the same page!) in the browser that try to create a Worker from the same file URL, those will actually end up as completely separate Workers. Shortly, we'll discuss a way to "share" a Worker.

**Note:** It may seem like a malicious or ignorant JS program could easily perform a denial-of-service attack on a system by spawning hundreds of Workers, seemingly each with their own thread. While it's true that it's somewhat of a guarantee that a Worker will end up on a separate thread, this guarantee is not unlimited. The system is free to decide how many actual threads/CPUs/cores it really wants to create. There's no way to predict or guarantee how many you'll have access to, though many people assume it's at least as many as the number of CPUs/cores available. I think the safest assumption is that there's at least one other thread besides the main UI thread, but that's about it.

### Worker Environment

Inside the Worker, you do not have access to any of the main program's resources. That means you cannot access any of its global variables, nor can you access the page's DOM or other resources. Remember: it's a totally separate thread.

You can, however, perform network operations (Ajax, WebSockets) and set timers. Also, the Worker has access to its own copy of several important global variables/features, including navigator, location, JSON, and applicationCache.

You can also load extra JS scripts into your Worker, using importScripts(..):

// inside the Worker

importScripts( "foo.js", "bar.js" );

These scripts are loaded synchronously, which means the importScripts(..) call will block the rest of the Worker's execution until the file(s) are finished loading and executing.

**Note:** There have also been some discussions about exposing the <canvas> API to Workers, which combined with having canvases be Transferables (see the "Data Transfer" section), would allow Workers to perform more sophisticated off-thread graphics processing, which can be useful for high-performance gaming (WebGL) and other similar applications. Although this doesn't exist yet in any browsers, it's likely to happen in the near future.

What are some common uses for Web Workers?

* Processing intensive math calculations
* Sorting large data sets
* Data operations (compression, audio analysis, image pixel manipulations, etc.)
* High-traffic network communications

### Data Transfer

You may notice a common characteristic of most of those uses, which is that they require a large amount of information to be transferred across the barrier between threads using the event mechanism, perhaps in both directions.

In the early days of Workers, serializing all data to a string value was the only option. In addition to the speed penalty of the two-way serializations, the other major negative was that the data was being copied, which meant a doubling of memory usage (and the subsequent churn of garbage collection).

Thankfully, we now have a few better options.

If you pass an object, a so-called "Structured Cloning Algorithm" (<https://developer.mozilla.org/en-US/docs/Web/Guide/API/DOM/The_structured_clone_algorithm>) is used to copy/duplicate the object on the other side. This algorithm is fairly sophisticated and can even handle duplicating objects with circular references. The to-string/from-string performance penalty is not paid, but we still have duplication of memory using this approach. There is support for this in IE10 and above, as well as all the other major browsers.

An even better option, especially for larger data sets, is "Transferable Objects" (<http://updates.html5rocks.com/2011/12/Transferable-Objects-Lightning-Fast>). What happens is that the object's "ownership" is transferred, but the data itself is not moved. Once you transfer away an object to a Worker, it's empty or inaccessible in the originating location -- that eliminates the hazards of threaded programming over a shared scope. Of course, transfer of ownership can go in both directions.

There really isn't much you need to do to opt into a Transferable Object; any data structure that implements the Transferable interface (<https://developer.mozilla.org/en-US/docs/Web/API/Transferable>) will automatically be transferred this way (support Firefox & Chrome).

For example, typed arrays like Uint8Array (see the ES6 & Beyond title of this series) are "Transferables." This is how you'd send a Transferable Object using postMessage(..):

// `foo` is a `Uint8Array` for instance

postMessage( foo.buffer, [ foo.buffer ] );

The first parameter is the raw buffer and the second parameter is a list of what to transfer.

Browsers that don't support Transferable Objects simply degrade to structured cloning, which means performance reduction rather than outright feature breakage.

### Shared Workers

If your site or app allows for loading multiple tabs of the same page (a common feature), you may very well want to reduce the resource usage of their system by preventing duplicate dedicated Workers; the most common limited resource in this respect is a socket network connection, as browsers limit the number of simultaneous connections to a single host. Of course, limiting multiple connections from a client also eases your server resource requirements.

In this case, creating a single centralized Worker that all the page instances of your site or app can share is quite useful.

That's called a SharedWorker, which you create like so (support for this is limited to Firefox and Chrome):

var w1 = new SharedWorker( "http://some.url.1/mycoolworker.js" );

Because a shared Worker can be connected to or from more than one program instance or page on your site, the Worker needs a way to know which program a message comes from. This unique identification is called a "port" -- think network socket ports. So the calling program must use the port object of the Worker for communication:

w1.port.addEventListener( "message", handleMessages );

// ..

w1.port.postMessage( "something cool" );

Also, the port connection must be initialized, as:

w1.port.start();

Inside the shared Worker, an extra event must be handled: "connect". This event provides the port object for that particular connection. The most convenient way to keep multiple connections separate is to use closure (see Scope & Closures title of this series) over the port, as shown next, with the event listening and transmitting for that connection defined inside the handler for the "connect" event:

// inside the shared Worker

addEventListener( "connect", function(evt){

// the assigned port for this connection

var port = evt.ports[0];

port.addEventListener( "message", function(evt){

// ..

port.postMessage( .. );

// ..

} );

// initialize the port connection

port.start();

} );

Other than that difference, shared and dedicated Workers have the same capabilities and semantics.

**Note:** Shared Workers survive the termination of a port connection if other port connections are still alive, whereas dedicated Workers are terminated whenever the connection to their initiating program is terminated.

### Polyfilling Web Workers

Web Workers are very attractive performance-wise for running JS programs in parallel. However, you may be in a position where your code needs to run in older browsers that lack support. Because Workers are an API and not a syntax, they can be polyfilled, to an extent.

If a browser doesn't support Workers, there's simply no way to fake multithreading from the performance perspective. Iframes are commonly thought of to provide a parallel environment, but in all modern browsers they actually run on the same thread as the main page, so they're not sufficient for faking parallelism.

As we detailed in Chapter 1, JS's asynchronicity (not parallelism) comes from the event loop queue, so you can force faked Workers to be asynchronous using timers (setTimeout(..), etc.). Then you just need to provide a polyfill for the Worker API. There are some listed here (<https://github.com/Modernizr/Modernizr/wiki/HTML5-Cross-Browser-Polyfills#web-workers>), but frankly none of them look great.

I've written a sketch of a polyfill for Worker here (<https://gist.github.com/getify/1b26accb1a09aa53ad25>). It's basic, but it should get the job done for simple Worker support, given that the two-way messaging works correctly as well as "onerror"handling. You could probably also extend it with more features, such as terminate() or faked Shared Workers, as you see fit.

**Note:** You can't fake synchronous blocking, so this polyfill just disallows use of importScripts(..). Another option might have been to parse and transform the Worker's code (once Ajax loaded) to handle rewriting to some asynchronous form of an importScripts(..) polyfill, perhaps with a promise-aware interface.

## SIMD

Single instruction, multiple data (SIMD) is a form of "data parallelism," as contrasted to "task parallelism" with Web Workers, because the emphasis is not really on program logic chunks being parallelized, but rather multiple bits of data being processed in parallel.

With SIMD, threads don't provide the parallelism. Instead, modern CPUs provide SIMD capability with "vectors" of numbers -- think: type specialized arrays -- as well as instructions that can operate in parallel across all the numbers; these are low-level operations leveraging instruction-level parallelism.

The effort to expose SIMD capability to JavaScript is primarily spearheaded by Intel (<https://01.org/node/1495>), namely by Mohammad Haghighat (at the time of this writing), in cooperation with Firefox and Chrome teams. SIMD is on an early standards track with a good chance of making it into a future revision of JavaScript, likely in the ES7 timeframe.

SIMD JavaScript proposes to expose short vector types and APIs to JS code, which on those SIMD-enabled systems would map the operations directly through to the CPU equivalents, with fallback to non-parallelized operation "shims" on non-SIMD systems.

The performance benefits for data-intensive applications (signal analysis, matrix operations on graphics, etc.) with such parallel math processing are quite obvious!

Early proposal forms of the SIMD API at the time of this writing look like this:

var v1 = SIMD.float32x4( 3.14159, 21.0, 32.3, 55.55 );

var v2 = SIMD.float32x4( 2.1, 3.2, 4.3, 5.4 );

var v3 = SIMD.int32x4( 10, 101, 1001, 10001 );

var v4 = SIMD.int32x4( 10, 20, 30, 40 );

SIMD.float32x4.mul( v1, v2 ); // [ 6.597339, 67.2, 138.89, 299.97 ]

SIMD.int32x4.add( v3, v4 ); // [ 20, 121, 1031, 10041 ]

Shown here are two different vector data types, 32-bit floating-point numbers and 32-bit integer numbers. You can see that these vectors are sized exactly to four 32-bit elements, as this matches the SIMD vector sizes (128-bit) available in most modern CPUs. It's also possible we may see an x8 (or larger!) version of these APIs in the future.

Besides mul() and add(), many other operations are likely to be included, such as sub(), div(), abs(), neg(), sqrt(), reciprocal(), reciprocalSqrt() (arithmetic), shuffle() (rearrange vector elements), and(), or(), xor(), not() (logical), equal(), greaterThan(), lessThan() (comparison), shiftLeft(), shiftRightLogical(), shiftRightArithmetic() (shifts), fromFloat32x4(), and fromInt32x4() (conversions).

**Note:** There's an official "prollyfill" (hopeful, expectant, future-leaning polyfill) for the SIMD functionality available (<https://github.com/johnmccutchan/ecmascript_simd>), which illustrates a lot more of the planned SIMD capability than we've illustrated in this section.

## asm.js

"asm.js" (<http://asmjs.org/>) is a label for a highly optimizable subset of the JavaScript language. By carefully avoiding certain mechanisms and patterns that are hard to optimize (garbage collection, coercion, etc.), asm.js-styled code can be recognized by the JS engine and given special attention with aggressive low-level optimizations.

Distinct from other program performance mechanisms discussed in this chapter, asm.js isn't necessarily something that needs to be adopted into the JS language specification. There is an asm.js specification (<http://asmjs.org/spec/latest/>), but it's mostly for tracking an agreed upon set of candidate inferences for optimization rather than a set of requirements of JS engines.

There's not currently any new syntax being proposed. Instead, asm.js suggests ways to recognize existing standard JS syntax that conforms to the rules of asm.js and let engines implement their own optimizations accordingly.

There's been some disagreement between browser vendors over exactly how asm.js should be activated in a program. Early versions of the asm.js experiment required a "use asm"; pragma (similar to strict mode's "use strict";) to help clue the JS engine to be looking for asm.js optimization opportunities and hints. Others have asserted that asm.js should just be a set of heuristics that engines automatically recognize without the author having to do anything extra, meaning that existing programs could theoretically benefit from asm.js-style optimizations without doing anything special.

### How to Optimize with asm.js

The first thing to understand about asm.js optimizations is around types and coercion (see the Types & Grammar title of this series). If the JS engine has to track multiple different types of values in a variable through various operations, so that it can handle coercions between types as necessary, that's a lot of extra work that keeps the program optimization suboptimal.

**Note:** We're going to use asm.js-style code here for illustration purposes, but be aware that it's not commonly expected that you'll author such code by hand. asm.js is more intended to a compilation target from other tools, such as Emscripten (<https://github.com/kripken/emscripten/wiki>). It's of course possible to write your own asm.js code, but that's usually a bad idea because the code is very low level and managing it can be very time consuming and error prone. Nevertheless, there may be cases where you'd want to hand tweak your code for asm.js optimization purposes.

There are some "tricks" you can use to hint to an asm.js-aware JS engine what the intended type is for variables/operations, so that it can skip these coercion tracking steps.

For example:

var a = 42;

// ..

var b = a;

In that program, the b = a assignment leaves the door open for type divergence in variables. However, it could instead be written as:

var a = 42;

// ..

var b = a | 0;

Here, we've used the | ("binary OR") with value 0, which has no effect on the value other than to make sure it's a 32-bit integer. That code run in a normal JS engine works just fine, but when run in an asm.js-aware JS engine it can signal that bshould always be treated as a 32-bit integer, so the coercion tracking can be skipped.

Similarly, the addition operation between two variables can be restricted to a more performant integer addition (instead of floating point):

(a + b) | 0

Again, the asm.js-aware JS engine can see that hint and infer that the + operation should be 32-bit integer addition because the end result of the whole expression would automatically be 32-bit integer conformed anyway.

### asm.js Modules

One of the biggest detractors to performance in JS is around memory allocation, garbage collection, and scope access. asm.js suggests one of the ways around these issues is to declare a more formalized asm.js "module" -- do not confuse these with ES6 modules; see the ES6 & Beyond title of this series.

For an asm.js module, you need to explicitly pass in a tightly conformed namespace -- this is referred to in the spec as stdlib, as it should represent standard libraries needed -- to import necessary symbols, rather than just using globals via lexical scope. In the base case, the window object is an acceptable stdlib object for asm.js module purposes, but you could and perhaps should construct an even more restricted one.

You also must declare a "heap" -- which is just a fancy term for a reserved spot in memory where variables can already be used without asking for more memory or releasing previously used memory -- and pass that in, so that the asm.js module won't need to do anything that would cause memory churn; it can just use the pre-reserved space.

A "heap" is likely a typed ArrayBuffer, such as:

var heap = new ArrayBuffer( 0x10000 ); // 64k heap

Using that pre-reserved 64k of binary space, an asm.js module can store and retrieve values in that buffer without any memory allocation or garbage collection penalties. For example, the heap buffer could be used inside the module to back an array of 64-bit float values like this:

var arr = new Float64Array( heap );

OK, so let's make a quick, silly example of an asm.js-styled module to illustrate how these pieces fit together. We'll define a foo(..) that takes a start (x) and end (y) integer for a range, and calculates all the inner adjacent multiplications of the values in the range, and then finally averages those values together:

function fooASM(stdlib,foreign,heap) {

"use asm";

var arr = new stdlib.Int32Array( heap );

function foo(x,y) {

x = x | 0;

y = y | 0;

var i = 0;

var p = 0;

var sum = 0;

var count = ((y|0) - (x|0)) | 0;

// calculate all the inner adjacent multiplications

for (i = x | 0;

(i | 0) < (y | 0);

p = (p + 8) | 0, i = (i + 1) | 0

) {

// store result

arr[ p >> 3 ] = (i \* (i + 1)) | 0;

}

// calculate average of all intermediate values

for (i = 0, p = 0;

(i | 0) < (count | 0);

p = (p + 8) | 0, i = (i + 1) | 0

) {

sum = (sum + arr[ p >> 3 ]) | 0;

}

return +(sum / count);

}

return {

foo: foo

};

}

var heap = new ArrayBuffer( 0x1000 );

var foo = fooASM( window, null, heap ).foo;

foo( 10, 20 ); // 233

**Note:** This asm.js example is hand authored for illustration purposes, so it doesn't represent the same code that would be produced from a compilation tool targeting asm.js. But it does show the typical nature of asm.js code, especially the type hinting and use of the heap buffer for temporary variable storage.

The first call to fooASM(..) is what sets up our asm.js module with its heap allocation. The result is a foo(..) function we can call as many times as necessary. Those foo(..) calls should be specially optimized by an asm.js-aware JS engine. Importantly, the preceding code is completely standard JS and would run just fine (without special optimization) in a non-asm.js engine.

Obviously, the nature of restrictions that make asm.js code so optimizable reduces the possible uses for such code significantly. asm.js won't necessarily be a general optimization set for any given JS program. Instead, it's intended to provide an optimized way of handling specialized tasks such as intensive math operations (e.g., those used in graphics processing for games).

## Review

The first four chapters of this book are based on the premise that async coding patterns give you the ability to write more performant code, which is generally a very important improvement. But async behavior only gets you so far, because it's still fundamentally bound to a single event loop thread.

So in this chapter we've covered several program-level mechanisms for improving performance even further.

Web Workers let you run a JS file (aka program) in a separate thread using async events to message between the threads. They're wonderful for offloading long-running or resource-intensive tasks to a different thread, leaving the main UI thread more responsive.

SIMD proposes to map CPU-level parallel math operations to JavaScript APIs for high-performance data-parallel operations, like number processing on large data sets.

Finally, asm.js describes a small subset of JavaScript that avoids the hard-to-optimize parts of JS (like garbage collection and coercion) and lets the JS engine recognize and run such code through aggressive optimizations. asm.js could be hand authored, but that's extremely tedious and error prone, akin to hand authoring assembly language (hence the name). Instead, the main intent is that asm.js would be a good target for cross-compilation from other highly optimized program languages -- for example, Emscripten (<https://github.com/kripken/emscripten/wiki>) transpiling C/C++ to JavaScript.

While not covered explicitly in this chapter, there are even more radical ideas under very early discussion for JavaScript, including approximations of direct threaded functionality (not just hidden behind data structure APIs). Whether that happens explicitly, or we just see more parallelism creep into JS behind the scenes, the future of more optimized program-level performance in JS looks really promising.

# Chapter 6: Benchmarking & Tuning

As the first four chapters of this book were all about performance as a coding pattern (asynchrony and concurrency), and Chapter 5 was about performance at the macro program architecture level, this chapter goes after the topic of performance at the micro level, focusing on single expressions/statements.

One of the most common areas of curiosity -- indeed, some developers can get quite obsessed about it -- is in analyzing and testing various options for how to write a line or chunk of code, and which one is faster.

We're going to look at some of these issues, but it's important to understand from the outset that this chapter is **not** about feeding the obsession of micro-performance tuning, like whether some given JS engine can run ++a faster than a++. The more important goal of this chapter is to figure out what kinds of JS performance matter and which ones don't, and how to tell the difference.

But even before we get there, we need to explore how to most accurately and reliably test JS performance, because there's tons of misconceptions and myths that have flooded our collective cult knowledge base. We've got to sift through all that junk to find some clarity.

## Benchmarking

OK, time to start dispelling some misconceptions. I'd wager the vast majority of JS developers, if asked to benchmark the speed (execution time) of a certain operation, would initially go about it something like this:

var start = (new Date()).getTime(); // or `Date.now()`

// do some operation

var end = (new Date()).getTime();

console.log( "Duration:", (end - start) );

Raise your hand if that's roughly what came to your mind. Yep, I thought so. There's a lot wrong with this approach, but don't feel bad; **we've all been there.**

What did that measurement tell you, exactly? Understanding what it does and doesn't say about the execution time of the operation in question is key to learning how to appropriately benchmark performance in JavaScript.

If the duration reported is 0, you may be tempted to believe that it took less than a millisecond. But that's not very accurate. Some platforms don't have single millisecond precision, but instead only update the timer in larger increments. For example, older versions of windows (and thus IE) had only 15ms precision, which means the operation has to take at least that long for anything other than 0 to be reported!

Moreover, whatever duration is reported, the only thing you really know is that the operation took approximately that long on that exact single run. You have near-zero confidence that it will always run at that speed. You have no idea if the engine or system had some sort of interference at that exact moment, and that at other times the operation could run faster.

What if the duration reported is 4? Are you more sure it took about four milliseconds? Nope. It might have taken less time, and there may have been some other delay in getting either start or end timestamps.

More troublingly, you also don't know that the circumstances of this operation test aren't overly optimistic. It's possible that the JS engine figured out a way to optimize your isolated test case, but in a more real program such optimization would be diluted or impossible, such that the operation would run slower than your test.

So... what do we know? Unfortunately, with those realizations stated, **we know very little.** Something of such low confidence isn't even remotely good enough to build your determinations on. Your "benchmark" is basically useless. And worse, it's dangerous in that it implies false confidence, not just to you but also to others who don't think critically about the conditions that led to those results.

### Repetition

"OK," you now say, "Just put a loop around it so the whole test takes longer." If you repeat an operation 100 times, and that whole loop reportedly takes a total of 137ms, then you can just divide by 100 and get an average duration of 1.37ms for each operation, right?

Well, not exactly.

A straight mathematical average by itself is definitely not sufficient for making judgments about performance which you plan to extrapolate to the breadth of your entire application. With a hundred iterations, even a couple of outliers (high or low) can skew the average, and then when you apply that conclusion repeatedly, you even further inflate the skew beyond credulity.

Instead of just running for a fixed number of iterations, you can instead choose to run the loop of tests until a certain amount of time has passed. That might be more reliable, but how do you decide how long to run? You might guess that it should be some multiple of how long your operation should take to run once. Wrong.

Actually, the length of time to repeat across should be based on the accuracy of the timer you're using, specifically to minimize the chances of inaccuracy. The less precise your timer, the longer you need to run to make sure you've minimized the error percentage. A 15ms timer is pretty bad for accurate benchmarking; to minimize its uncertainty (aka "error rate") to less than 1%, you need to run your each cycle of test iterations for 750ms. A 1ms timer only needs a cycle to run for 50ms to get the same confidence.

But then, that's just a single sample. To be sure you're factoring out the skew, you'll want lots of samples to average across. You'll also want to understand something about just how slow the worst sample is, how fast the best sample is, how far apart those best and worse cases were, and so on. You'll want to know not just a number that tells you how fast something ran, but also to have some quantifiable measure of how trustable that number is.

Also, you probably want to combine these different techniques (as well as others), so that you get the best balance of all the possible approaches.

That's all bare minimum just to get started. If you've been approaching performance benchmarking with anything less serious than what I just glossed over, well... "you don't know: proper benchmarking."

### Benchmark.js

Any relevant and reliable benchmark should be based on statistically sound practices. I am not going to write a chapter on statistics here, so I'll hand wave around some terms: standard deviation, variance, margin of error. If you don't know what those terms really mean -- I took a stats class back in college and I'm still a little fuzzy on them -- you are not actually qualified to write your own benchmarking logic.

Luckily, smart folks like John-David Dalton and Mathias Bynens do understand these concepts, and wrote a statistically sound benchmarking tool called Benchmark.js (<http://benchmarkjs.com/>). So I can end the suspense by simply saying: "just use that tool."

I won't repeat their whole documentation for how Benchmark.js works; they have fantastic API Docs (<http://benchmarkjs.com/docs>) you should read. Also there are some great (<http://calendar.perfplanet.com/2010/bulletproof-javascript-benchmarks/>) writeups (<http://monsur.hossa.in/2012/12/11/benchmarkjs.html>) on more of the details and methodology.

But just for quick illustration purposes, here's how you could use Benchmark.js to run a quick performance test:

function foo() {

// operation(s) to test

}

var bench = new Benchmark(

"foo test", // test name

foo, // function to test (just contents)

{

// .. // optional extra options (see docs)

}

);

bench.hz; // number of operations per second

bench.stats.moe; // margin of error

bench.stats.variance; // variance across samples

// ..

There's lots more to learn about using Benchmark.js besides this glance I'm including here. But the point is that it's handling all of the complexities of setting up a fair, reliable, and valid performance benchmark for a given piece of JavaScript code. If you're going to try to test and benchmark your code, this library is the first place you should turn.

We're showing here the usage to test a single operation like X, but it's fairly common that you want to compare X to Y. This is easy to do by simply setting up two different tests in a "Suite" (a Benchmark.js organizational feature). Then, you run them head-to-head, and compare the statistics to conclude whether X or Y was faster.

Benchmark.js can of course be used to test JavaScript in a browser (see the "jsPerf.com" section later in this chapter), but it can also run in non-browser environments (Node.js, etc.).

One largely untapped potential use-case for Benchmark.js is to use it in your Dev or QA environments to run automated performance regression tests against critical path parts of your application's JavaScript. Similar to how you might run unit test suites before deployment, you can also compare the performance against previous benchmarks to monitor if you are improving or degrading application performance.

#### Setup/Teardown

In the previous code snippet, we glossed over the "extra options" { .. } object. But there are two options we should discuss: setup and teardown.

These two options let you define functions to be called before and after your test case runs.

It's incredibly important to understand that your setup and teardown code **does not run for each test iteration**. The best way to think about it is that there's an outer loop (repeating cycles), and an inner loop (repeating test iterations). setup and teardown are run at the beginning and end of each outer loop (aka cycle) iteration, but not inside the inner loop.

Why does this matter? Let's imagine you have a test case that looks like this:

a = a + "w";

b = a.charAt( 1 );

Then, you set up your test setup as follows:

var a = "x";

Your temptation is probably to believe that a is starting out as "x" for each test iteration.

But it's not! It's starting a at "x" for each test cycle, and then your repeated + "w" concatenations will be making a larger and larger a value, even though you're only ever accessing the character "w" at the 1 position.

Where this most commonly bites you is when you make side effect changes to something like the DOM, like appending a child element. You may think your parent element is set as empty each time, but it's actually getting lots of elements added, and that can significantly sway the results of your tests.

## Context Is King

Don't forget to check the context of a particular performance benchmark, especially a comparison between X and Y tasks. Just because your test reveals that X is faster than Y doesn't mean that the conclusion "X is faster than Y" is actually relevant.

For example, let's say a performance test reveals that X runs 10,000,000 operations per second, and Y runs at 8,000,000 operations per second. You could claim that Y is 20% slower than X, and you'd be mathematically correct, but your assertion doesn't hold as much water as you'd think.

Let's think about the results more critically: 10,000,000 operations per second is 10,000 operations per millisecond, and 10 operations per microsecond. In other words, a single operation takes 0.1 microseconds, or 100 nanoseconds. It's hard to fathom just how small 100ns is, but for comparison, it's often cited that the human eye isn't generally capable of distinguishing anything less than 100ms, which is one million times slower than the 100ns speed of the X operation.

Even recent scientific studies showing that maybe the brain can process as quick as 13ms (about 8x faster than previously asserted) would mean that X is still running 125,000 times faster than the human brain can perceive a distinct thing happening. **X is going really, really fast.**

But more importantly, let's talk about the difference between X and Y, the 2,000,000 operations per second difference. If X takes 100ns, and Y takes 80ns, the difference is 20ns, which in the best case is still one 650-thousandth of the interval the human brain can perceive.

What's my point? **None of this performance difference matters, at all!**

But wait, what if this operation is going to happen a whole bunch of times in a row? Then the difference could add up, right?

OK, so what we're asking then is, how likely is it that operation X is going to be run over and over again, one right after the other, and that this has to happen 650,000 times just to get a sliver of a hope the human brain could perceive it. More likely, it'd have to happen 5,000,000 to 10,000,000 times together in a tight loop to even approach relevance.

While the computer scientist in you might protest that this is possible, the louder voice of realism in you should sanity check just how likely or unlikely that really is. Even if it is relevant in rare occasions, it's irrelevant in most situations.

The vast majority of your benchmark results on tiny operations -- like the ++x vs x++ myth -- **are just totally bogus** for supporting the conclusion that X should be favored over Y on a performance basis.

### Engine Optimizations

You simply cannot reliably extrapolate that if X was 10 microseconds faster than Y in your isolated test, that means X is always faster than Y and should always be used. That's not how performance works. It's vastly more complicated.

For example, let's imagine (purely hypothetical) that you test some microperformance behavior such as comparing:

var twelve = "12";

var foo = "foo";

// test 1

var X1 = parseInt( twelve );

var X2 = parseInt( foo );

// test 2

var Y1 = Number( twelve );

var Y2 = Number( foo );

If you understand what parseInt(..) does compared to Number(..), you might intuit that parseInt(..) potentially has "more work" to do, especially in the foo case. Or you might intuit that they should have the same amount of work to do in the foo case, as both should be able to stop at the first character "f".

Which intuition is correct? I honestly don't know. But I'll make the case it doesn't matter what your intuition is. What might the results be when you test it? Again, I'm making up a pure hypothetical here, I haven't actually tried, nor do I care.

Let's pretend the test comes back that X and Y are statistically identical. Have you then confirmed your intuition about the "f" character thing? Nope.

It's possible in our hypothetical that the engine might recognize that the variables twelve and foo are only being used in one place in each test, and so it might decide to inline those values. Then it may realize that Number( "12" ) can just be replaced by 12. And maybe it comes to the same conclusion with parseInt(..), or maybe not.

Or an engine's dead-code removal heuristic could kick in, and it could realize that variables X and Y aren't being used, so declaring them is irrelevant, so it doesn't end up doing anything at all in either test.

And all that's just made with the mindset of assumptions about a single test run. Modern engines are fantastically more complicated than what we're intuiting here. They do all sorts of tricks, like tracing and tracking how a piece of code behaves over a short period of time, or with a particularly constrained set of inputs.

What if the engine optimizes a certain way because of the fixed input, but in your real program you give more varied input and the optimization decisions shake out differently (or not at all!)? Or what if the engine kicks in optimizations because it sees the code being run tens of thousands of times by the benchmarking utility, but in your real program it will only run a hundred times in near proximity, and under those conditions the engine determines the optimizations are not worth it?

And all those optimizations we just hypothesized about might happen in our constrained test but maybe the engine wouldn't do them in a more complex program (for various reasons). Or it could be reversed -- the engine might not optimize such trivial code but may be more inclined to optimize it more aggressively when the system is already more taxed by a more sophisticated program.

The point I'm trying to make is that you really don't know for sure exactly what's going on under the covers. All the guesses and hypothesis you can muster don't amount to hardly anything concrete for really making such decisions.

Does that mean you can't really do any useful testing? **Definitely not!**

What this boils down to is that testing not real code gives you not real results. In so much as is possible and practical, you should test actual real, non-trivial snippets of your code, and under as best of real conditions as you can actually hope to. Only then will the results you get have a chance to approximate reality.

Microbenchmarks like ++x vs x++ are so incredibly likely to be bogus, we might as well just flatly assume them as such.

## jsPerf.com

While Benchmark.js is useful for testing the performance of your code in whatever JS environment you're running, it cannot be stressed enough that you need to compile test results from lots of different environments (desktop browsers, mobile devices, etc.) if you want to have any hope of reliable test conclusions.

For example, Chrome on a high-end desktop machine is not likely to perform anywhere near the same as Chrome mobile on a smartphone. And a smartphone with a full battery charge is not likely to perform anywhere near the same as a smartphone with 2% battery life left, when the device is starting to power down the radio and processor.

If you want to make assertions like "X is faster than Y" in any reasonable sense across more than just a single environment, you're going to need to actually test as many of those real world environments as possible. Just because Chrome executes some X operation faster than Y doesn't mean that all browsers do. And of course you also probably will want to cross-reference the results of multiple browser test runs with the demographics of your users.

There's an awesome website for this purpose called jsPerf ([http://jsperf.com](http://jsperf.com/)). It uses the Benchmark.js library we talked about earlier to run statistically accurate and reliable tests, and makes the test on an openly available URL that you can pass around to others.

Each time a test is run, the results are collected and persisted with the test, and the cumulative test results are graphed on the page for anyone to see.

When creating a test on the site, you start out with two test cases to fill in, but you can add as many as you need. You also have the ability to set up setup code that is run at the beginning of each test cycle and teardown code run at the end of each cycle.

**Note:** A trick for doing just one test case (if you're benchmarking a single approach instead of a head-to-head) is to fill in the second test input boxes with placeholder text on first creation, then edit the test and leave the second test blank, which will delete it. You can always add more test cases later.

You can define the initial page setup (importing libraries, defining utility helper functions, declaring variables, etc.). There are also options for defining setup and teardown behavior if needed -- consult the "Setup/Teardown" section in the Benchmark.js discussion earlier.

### Sanity Check

jsPerf is a fantastic resource, but there's an awful lot of tests published that when you analyze them are quite flawed or bogus, for any of a variety of reasons as outlined so far in this chapter.

Consider:

// Case 1

var x = [];

for (var i=0; i<10; i++) {

x[i] = "x";

}

// Case 2

var x = [];

for (var i=0; i<10; i++) {

x[x.length] = "x";

}

// Case 3

var x = [];

for (var i=0; i<10; i++) {

x.push( "x" );

}

Some observations to ponder about this test scenario:

* It's extremely common for devs to put their own loops into test cases, and they forget that Benchmark.js already does all the repetition you need. There's a really strong chance that the for loops in these cases are totally unnecessary noise.
* The declaring and initializing of x is included in each test case, possibly unnecessarily. Recall from earlier that if x = []were in the setup code, it wouldn't actually be run before each test iteration, but instead once at the beginning of each cycle. That means x would continue growing quite large, not just the size 10 implied by the for loops.

So is the intent to make sure the tests are constrained only to how the JS engine behaves with very small arrays (size 10)? That could be the intent, but if it is, you have to consider if that's not focusing far too much on nuanced internal implementation details.

On the other hand, does the intent of the test embrace the context that the arrays will actually be growing quite large? Is the JS engines' behavior with larger arrays relevant and accurate when compared with the intended real world usage?

* Is the intent to find out how much x.length or x.push(..) add to the performance of the operation to append to the x array? OK, that might be a valid thing to test. But then again, push(..) is a function call, so of course it's going to be slower than [..] access. Arguably, cases 1 and 2 are fairer than case 3.

Here's another example that illustrates a common apples-to-oranges flaw:

// Case 1

var x = ["John","Albert","Sue","Frank","Bob"];

x.sort();

// Case 2

var x = ["John","Albert","Sue","Frank","Bob"];

x.sort( function mySort(a,b){

if (a < b) return -1;

if (a > b) return 1;

return 0;

} );

Here, the obvious intent is to find out how much slower the custom mySort(..) comparator is than the built-in default comparator. But by specifying the function mySort(..) as inline function expression, you've created an unfair/bogus test. Here, the second case is not only testing a custom user JS function, **but it's also testing creating a new function expression for each iteration.**

Would it surprise you to find out that if you run a similar test but update it to isolate only for creating an inline function expression versus using a pre-declared function, the inline function expression creation can be from 2% to 20% slower!?

Unless your intent with this test is to consider the inline function expression creation "cost," a better/fairer test would put mySort(..)'s declaration in the page setup -- don't put it in the test setup as that's unnecessary redeclaration for each cycle -- and simply reference it by name in the test case: x.sort(mySort).

Building on the previous example, another pitfall is in opaquely avoiding or adding "extra work" to one test case that creates an apples-to-oranges scenario:

// Case 1

var x = [12,-14,0,3,18,0,2.9];

x.sort();

// Case 2

var x = [12,-14,0,3,18,0,2.9];

x.sort( function mySort(a,b){

return a - b;

} );

Setting aside the previously mentioned inline function expression pitfall, the second case's mySort(..) works in this case because you have provided it numbers, but would have of course failed with strings. The first case doesn't throw an error, but it actually behaves differently and has a different outcome! It should be obvious, but: **a different outcome between two test cases almost certainly invalidates the entire test!**

But beyond the different outcomes, in this case, the built in sort(..)'s comparator is actually doing "extra work" that mySort() does not, in that the built-in one coerces the compared values to strings and does lexicographic comparison. The first snippet results in [-14, 0, 0, 12, 18, 2.9, 3] while the second snippet results (likely more accurately based on intent) in [-14, 0, 0, 2.9, 3, 12, 18].

So that test is unfair because it's not actually doing the same task between the cases. Any results you get are bogus.

These same pitfalls can even be much more subtle:

// Case 1

var x = false;

var y = x ? 1 : 2;

// Case 2

var x;

var y = x ? 1 : 2;

Here, the intent might be to test the performance impact of the coercion to a Boolean that the ? : operator will do if the xexpression is not already a Boolean (see the Types & Grammar title of this book series). So, you're apparently OK with the fact that there is extra work to do the coercion in the second case.

The subtle problem? You're setting x's value in the first case and not setting it in the other, so you're actually doing work in the first case that you're not doing in the second. To eliminate any potential (albeit minor) skew, try:

// Case 1

var x = false;

var y = x ? 1 : 2;

// Case 2

var x = undefined;

var y = x ? 1 : 2;

Now there's an assignment in both cases, so the thing you want to test -- the coercion of x or not -- has likely been more accurately isolated and tested.

## Writing Good Tests

Let me see if I can articulate the bigger point I'm trying to make here.

Good test authoring requires careful analytical thinking about what differences exist between two test cases and whether the differences between them are intentional or unintentional.

Intentional differences are of course normal and OK, but it's too easy to create unintentional differences that skew your results. You have to be really, really careful to avoid that skew. Moreover, you may intend a difference but it may not be obvious to other readers of your test what your intent was, so they may doubt (or trust!) your test incorrectly. How do you fix that?

**Write better, clearer tests.** But also, take the time to document (using the jsPerf.com "Description" field and/or code comments) exactly what the intent of your test is, even to the nuanced detail. Call out the intentional differences, which will help others and your future self to better identify unintentional differences that could be skewing the test results.

Isolate things which aren't relevant to your test by pre-declaring them in the page or test setup settings so they're outside the timed parts of the test.

Instead of trying to narrow in on a tiny snippet of your real code and benchmarking just that piece out of context, tests and benchmarks are better when they include a larger (while still relevant) context. Those tests also tend to run slower, which means any differences you spot are more relevant in context.

## Microperformance

OK, until now we've been dancing around various microperformance issues and generally looking disfavorably upon obsessing about them. I want to take just a moment to address them directly.

The first thing you need to get more comfortable with when thinking about performance benchmarking your code is that the code you write is not always the code the engine actually runs. We briefly looked at that topic back in Chapter 1 when we discussed statement reordering by the compiler, but here we're going to suggest the compiler can sometimes decide to run different code than you wrote, not just in different orders but different in substance.

Let's consider this piece of code:

var foo = 41;

(function(){

(function(){

(function(baz){

var bar = foo + baz;

// ..

})(1);

})();

})();

You may think about the foo reference in the innermost function as needing to do a three-level scope lookup. We covered in the Scope & Closures title of this book series how lexical scope works, and the fact that the compiler generally caches such lookups so that referencing foo from different scopes doesn't really practically "cost" anything extra.

But there's something deeper to consider. What if the compiler realizes that foo isn't referenced anywhere else but that one location, and it further notices that the value never is anything except the 41 as shown?

Isn't it quite possible and acceptable that the JS compiler could decide to just remove the foo variable entirely, and inline the value, such as this:

(function(){

(function(){

(function(baz){

var bar = 41 + baz;

// ..

})(1);

})();

})();

**Note:** Of course, the compiler could probably also do a similar analysis and rewrite with the baz variable here, too.

When you begin to think about your JS code as being a hint or suggestion to the engine of what to do, rather than a literal requirement, you realize that a lot of the obsession over discrete syntactic minutia is most likely unfounded.

Another example:

function factorial(n) {

if (n < 2) return 1;

return n \* factorial( n - 1 );

}

factorial( 5 ); // 120

Ah, the good ol' fashioned "factorial" algorithm! You might assume that the JS engine will run that code mostly as is. And to be honest, it might -- I'm not really sure.

But as an anecdote, the same code expressed in C and compiled with advanced optimizations would result in the compiler realizing that the call factorial(5) can just be replaced with the constant value 120, eliminating the function and call entirely!

Moreover, some engines have a practice called "unrolling recursion," where it can realize that the recursion you've expressed can actually be done "easier" (i.e., more optimally) with a loop. It's possible the preceding code could be rewritten by a JS engine to run as:

function factorial(n) {

if (n < 2) return 1;

var res = 1;

for (var i=n; i>1; i--) {

res \*= i;

}

return res;

}

factorial( 5 ); // 120

Now, let's imagine that in the earlier snippet you had been worried about whether n \* factorial(n-1) or n \*= factorial(--n) runs faster. Maybe you even did a performance benchmark to try to figure out which was better. But you miss the fact that in the bigger context, the engine may not run either line of code because it may unroll the recursion!

Speaking of --, --n versus n-- is often cited as one of those places where you can optimize by choosing the --n version, because theoretically it requires less effort down at the assembly level of processing.

That sort of obsession is basically nonsense in modern JavaScript. That's the kind of thing you should be letting the engine take care of. You should write the code that makes the most sense. Compare these three for loops:

// Option 1

for (var i=0; i<10; i++) {

console.log( i );

}

// Option 2

for (var i=0; i<10; ++i) {

console.log( i );

}

// Option 3

for (var i=-1; ++i<10; ) {

console.log( i );

}

Even if you have some theory where the second or third option is more performant than the first option by a tiny bit, which is dubious at best, the third loop is more confusing because you have to start with -1 for i to account for the fact that ++ipre-increment is used. And the difference between the first and second options is really quite irrelevant.

It's entirely possible that a JS engine may see a place where i++ is used and realize that it can safely replace it with the ++iequivalent, which means your time spent deciding which one to pick was completely wasted and the outcome moot.

Here's another common example of silly microperformance obsession:

var x = [ .. ];

// Option 1

for (var i=0; i < x.length; i++) {

// ..

}

// Option 2

for (var i=0, len = x.length; i < len; i++) {

// ..

}

The theory here goes that you should cache the length of the x array in the variable len, because ostensibly it doesn't change, to avoid paying the price of x.length being consulted for each iteration of the loop.

If you run performance benchmarks around x.length usage compared to caching it in a len variable, you'll find that while the theory sounds nice, in practice any measured differences are statistically completely irrelevant.

In fact, in some engines like v8, it can be shown (<http://mrale.ph/blog/2014/12/24/array-length-caching.html>) that you could make things slightly worse by pre-caching the length instead of letting the engine figure it out for you. Don't try to outsmart your JavaScript engine, you'll probably lose when it comes to performance optimizations.

### Not All Engines Are Alike

The different JS engines in various browsers can all be "spec compliant" while having radically different ways of handling code. The JS specification doesn't require anything performance related -- well, except ES6's "Tail Call Optimization" covered later in this chapter.

The engines are free to decide that one operation will receive its attention to optimize, perhaps trading off for lesser performance on another operation. It can be very tenuous to find an approach for an operation that always runs faster in all browsers.

There's a movement among some in the JS dev community, especially those who work with Node.js, to analyze the specific internal implementation details of the v8 JavaScript engine and make decisions about writing JS code that is tailored to take best advantage of how v8 works. You can actually achieve a surprisingly high degree of performance optimization with such endeavors, so the payoff for the effort can be quite high.

Some commonly cited examples (<https://github.com/petkaantonov/bluebird/wiki/Optimization-killers>) for v8:

* Don't pass the arguments variable from one function to any other function, as such "leakage" slows down the function implementation.
* Isolate a try..catch in its own function. Browsers struggle with optimizing any function with a try..catch in it, so moving that construct to its own function means you contain the de-optimization harm while letting the surrounding code be optimizable.

But rather than focus on those tips specifically, let's sanity check the v8-only optimization approach in a general sense.

Are you genuinely writing code that only needs to run in one JS engine? Even if your code is entirely intended for Node.js right now, is the assumption that v8 will always be the used JS engine reliable? Is it possible that someday a few years from now, there's another server-side JS platform besides Node.js that you choose to run your code on? What if what you optimized for before is now a much slower way of doing that operation on the new engine?

Or what if your code always stays running on v8 from here on out, but v8 decides at some point to change the way some set of operations works such that what used to be fast is now slow, and vice versa?

These scenarios aren't just theoretical, either. It used to be that it was faster to put multiple string values into an array and then call join("") on the array to concatenate the values than to just use + concatenation directly with the values. The historical reason for this is nuanced, but it has to do with internal implementation details about how string values were stored and managed in memory.

As a result, "best practice" advice at the time disseminated across the industry suggesting developers always use the array join(..) approach. And many followed.

Except, somewhere along the way, the JS engines changed approaches for internally managing strings, and specifically put in optimizations for + concatenation. They didn't slow down join(..) per se, but they put more effort into helping + usage, as it was still quite a bit more widespread.

**Note:** The practice of standardizing or optimizing some particular approach based mostly on its existing widespread usage is often called (metaphorically) "paving the cowpath."

Once that new approach to handling strings and concatenation took hold, unfortunately all the code out in the wild that was using array join(..) to concatenate strings was then sub-optimal.

Another example: at one time, the Opera browser differed from other browsers in how it handled the boxing/unboxing of primitive wrapper objects (see the Types & Grammar title of this book series). As such, their advice to developers was to use a String object instead of the primitive string value if properties like length or methods like charAt(..) needed to be accessed. This advice may have been correct for Opera at the time, but it was literally completely opposite for other major contemporary browsers, as they had optimizations specifically for the string primitives and not their object wrapper counterparts.

I think these various gotchas are at least possible, if not likely, for code even today. So I'm very cautious about making wide ranging performance optimizations in my JS code based purely on engine implementation details, **especially if those details are only true of a single engine**.

The reverse is also something to be wary of: you shouldn't necessarily change a piece of code to work around one engine's difficulty with running a piece of code in an acceptably performant way.

Historically, IE has been the brunt of many such frustrations, given that there have been plenty of scenarios in older IE versions where it struggled with some performance aspect that other major browsers of the time seemed not to have much trouble with. The string concatenation discussion we just had was actually a real concern back in the IE6 and IE7 days, where it was possible to get better performance out of join(..) than +.

But it's troublesome to suggest that just one browser's trouble with performance is justification for using a code approach that quite possibly could be sub-optimal in all other browsers. Even if the browser in question has a large market share for your site's audience, it may be more practical to write the proper code and rely on the browser to update itself with better optimizations eventually.

"There is nothing more permanent than a temporary hack." Chances are, the code you write now to work around some performance bug will probably outlive the performance bug in the browser itself.

In the days when a browser only updated once every five years, that was a tougher call to make. But as it stands now, browsers across the board are updating at a much more rapid interval (though obviously the mobile world still lags), and they're all competing to optimize web features better and better.

If you run across a case where a browser does have a performance wart that others don't suffer from, make sure to report it to them through whatever means you have available. Most browsers have open public bug trackers suitable for this purpose.

**Tip:** I'd only suggest working around a performance issue in a browser if it was a really drastic show-stopper, not just an annoyance or frustration. And I'd be very careful to check that the performance hack didn't have noticeable negative side effects in another browser.

### Big Picture

Instead of worrying about all these microperformance nuances, we should instead be looking at big-picture types of optimizations.

How do you know what's big picture or not? You have to first understand if your code is running on a critical path or not. If it's not on the critical path, chances are your optimizations are not worth much.

Ever heard the admonition, "that's premature optimization!"? It comes from a famous quote from Donald Knuth: "premature optimization is the root of all evil.". Many developers cite this quote to suggest that most optimizations are "premature" and are thus a waste of effort. The truth is, as usual, more nuanced.

Here is Knuth's quote, in context:

Programmers waste enormous amounts of time thinking about, or worrying about, the speed of **noncritical** parts of their programs, and these attempts at efficiency actually have a strong negative impact when debugging and maintenance are considered. We should forget about small efficiencies, say about 97% of the time: premature optimization is the root of all evil. Yet we should not pass up our opportunities in that **critical** 3%. [emphasis added]

([http://web.archive.org/web/20130731202547/http://pplab.snu.ac.kr/courses/adv\_pl05/papers/p261-knuth.pdf](http://web.archive.org/web/20130731202547/http:/pplab.snu.ac.kr/courses/adv_pl05/papers/p261-knuth.pdf), Computing Surveys, Vol 6, No 4, December 1974)

I believe it's a fair paraphrasing to say that Knuth meant: "non-critical path optimization is the root of all evil." So the key is to figure out if your code is on the critical path -- you should optimize it! -- or not.

I'd even go so far as to say this: no amount of time spent optimizing critical paths is wasted, no matter how little is saved; but no amount of optimization on noncritical paths is justified, no matter how much is saved.

If your code is on the critical path, such as a "hot" piece of code that's going to be run over and over again, or in UX critical places where users will notice, like an animation loop or CSS style updates, then you should spare no effort in trying to employ relevant, measurably significant optimizations.

For example, consider a critical path animation loop that needs to coerce a string value to a number. There are of course multiple ways to do that (see the Types & Grammar title of this book series), but which one if any is the fastest?

var x = "42"; // need number `42`

// Option 1: let implicit coercion automatically happen

var y = x / 2;

// Option 2: use `parseInt(..)`

var y = parseInt( x, 0 ) / 2;

// Option 3: use `Number(..)`

var y = Number( x ) / 2;

// Option 4: use `+` unary operator

var y = +x / 2;

// Option 5: use `|` unary operator

var y = (x | 0) / 2;

**Note:** I will leave it as an exercise to the reader to set up a test if you're interested in examining the minute differences in performance among these options.

When considering these different options, as they say, "One of these things is not like the others." parseInt(..) does the job, but it also does a lot more -- it parses the string rather than just coercing. You can probably guess, correctly, that parseInt(..) is a slower option, and you should probably avoid it.

Of course, if x can ever be a value that **needs parsing**, such as "42px" (like from a CSS style lookup), then parseInt(..)really is the only suitable option!

Number(..) is also a function call. From a behavioral perspective, it's identical to the + unary operator option, but it may in fact be a little slower, requiring more machinery to execute the function. Of course, it's also possible that the JS engine recognizes this behavioral symmetry and just handles the inlining of Number(..)'s behavior (aka +x) for you!

But remember, obsessing about +x versus x | 0 is in most cases likely a waste of effort. This is a microperformance issue, and one that you shouldn't let dictate/degrade the readability of your program.

While performance is very important in critical paths of your program, it's not the only factor. Among several options that are roughly similar in performance, readability should be another important concern.

## Tail Call Optimization (TCO)

As we briefly mentioned earlier, ES6 includes a specific requirement that ventures into the world of performance. It's related to a specific form of optimization that can occur with function calls: tail call optimization.

Briefly, a "tail call" is a function call that appears at the "tail" of another function, such that after the call finishes, there's nothing left to do (except perhaps return its result value).

For example, here's a non-recursive setup with tail calls:

function foo(x) {

return x;

}

function bar(y) {

return foo( y + 1 ); // tail call

}

function baz() {

return 1 + bar( 40 ); // not tail call

}

baz(); // 42

foo(y+1) is a tail call in bar(..) because after foo(..) finishes, bar(..) is also finished except in this case returning the result of the foo(..) call. However, bar(40) is not a tail call because after it completes, its result value must be added to 1before baz() can return it.

Without getting into too much nitty-gritty detail, calling a new function requires an extra amount of reserved memory to manage the call stack, called a "stack frame." So the preceding snippet would generally require a stack frame for each of baz(), bar(..), and foo(..) all at the same time.

However, if a TCO-capable engine can realize that the foo(y+1) call is in tail position meaning bar(..) is basically complete, then when calling foo(..), it doesn't need to create a new stack frame, but can instead reuse the existing stack frame from bar(..). That's not only faster, but it also uses less memory.

That sort of optimization isn't a big deal in a simple snippet, but it becomes a much bigger deal when dealing with recursion, especially if the recursion could have resulted in hundreds or thousands of stack frames. With TCO the engine can perform all those calls with a single stack frame!

Recursion is a hairy topic in JS because without TCO, engines have had to implement arbitrary (and different!) limits to how deep they will let the recursion stack get before they stop it, to prevent running out of memory. With TCO, recursive functions with tail position calls can essentially run unbounded, because there's never any extra usage of memory!

Consider that recursive factorial(..) from before, but rewritten to make it TCO friendly:

function factorial(n) {

function fact(n,res) {

if (n < 2) return res;

return fact( n - 1, n \* res );

}

return fact( n, 1 );

}

factorial( 5 ); // 120

This version of factorial(..) is still recursive, but it's also optimizable with TCO, because both inner fact(..) calls are in tail position.

**Note:** It's important to note that TCO only applies if there's actually a tail call. If you write recursive functions without tail calls, the performance will still fall back to normal stack frame allocation, and the engines' limits on such recursive call stacks will still apply. Many recursive functions can be rewritten as we just showed with factorial(..), but it takes careful attention to detail.

One reason that ES6 requires engines to implement TCO rather than leaving it up to their discretion is because the lack of TCO actually tends to reduce the chances that certain algorithms will be implemented in JS using recursion, for fear of the call stack limits.

If the lack of TCO in the engine would just gracefully degrade to slower performance in all cases, it wouldn't probably have been something that ES6 needed to require. But because the lack of TCO can actually make certain programs impractical, it's more an important feature of the language than just a hidden implementation detail.

ES6 guarantees that from now on, JS developers will be able to rely on this optimization across all ES6+ compliant browsers. That's a win for JS performance!

## Review

Effectively benchmarking performance of a piece of code, especially to compare it to another option for that same code to see which approach is faster, requires careful attention to detail.

Rather than rolling your own statistically valid benchmarking logic, just use the Benchmark.js library, which does that for you. But be careful about how you author tests, because it's far too easy to construct a test that seems valid but that's actually flawed -- even tiny differences can skew the results to be completely unreliable.

It's important to get as many test results from as many different environments as possible to eliminate hardware/device bias. jsPerf.com is a fantastic website for crowdsourcing performance benchmark test runs.

Many common performance tests unfortunately obsess about irrelevant microperformance details like x++ versus ++x. Writing good tests means understanding how to focus on big picture concerns, like optimizing on the critical path, and avoiding falling into traps like different JS engines' implementation details.

Tail call optimization (TCO) is a required optimization as of ES6 that will make some recursive patterns practical in JS where they would have been impossible otherwise. TCO allows a function call in the tail position of another function to execute without needing any extra resources, which means the engine no longer needs to place arbitrary restrictions on call stack depth for recursive algorithms.

# Appendix A: asynquence Library

Chapters 1 and 2 went into quite a bit of detail about typical asynchronous programming patterns and how they're commonly solved with callbacks. But we also saw why callbacks are fatally limited in capability, which led us to Chapters 3 and 4, with Promises and generators offering a much more solid, trustable, and reason-able base to build your asynchrony on.

I referenced my own asynchronous library asynquence (<http://github.com/getify/asynquence>) -- "async" + "sequence" = "asynquence" -- several times in this book, and I want to now briefly explain how it works and why its unique design is important and helpful.

In the next appendix, we'll explore some advanced async patterns, but you'll probably want a library to make those palatable enough to be useful. We'll use asynquence to express those patterns, so you'll want to spend a little time here getting to know the library first.

asynquence is obviously not the only option for good async coding; certainly there are many great libraries in this space. But asynquence provides a unique perspective by combining the best of all these patterns into a single library, and moreover is built on a single basic abstraction: the (async) sequence.

My premise is that sophisticated JS programs often need bits and pieces of various different asynchronous patterns woven together, and this is usually left entirely up to each developer to figure out. Instead of having to bring in two or more different async libraries that focus on different aspects of asynchrony, asynquence unifies them into variated sequence steps, with just one core library to learn and deploy.

I believe the value is strong enough with asynquence to make async flow control programming with Promise-style semantics super easy to accomplish, so that's why we'll exclusively focus on that library here.

To begin, I'll explain the design principles behind asynquence, and then we'll illustrate how its API works with code examples.

## Sequences, Abstraction Design

Understanding asynquence begins with understanding a fundamental abstraction: any series of steps for a task, whether they separately are synchronous or asynchronous, can be collectively thought of as a "sequence". In other words, a sequence is a container that represents a task, and is comprised of individual (potentially async) steps to complete that task.

Each step in the sequence is controlled under the covers by a Promise (see Chapter 3). That is, every step you add to a sequence implicitly creates a Promise that is wired to the previous end of the sequence. Because of the semantics of Promises, every single step advancement in a sequence is asynchronous, even if you synchronously complete the step.

Moreover, a sequence will always proceed linearly from step to step, meaning that step 2 always comes after step 1 finishes, and so on.

Of course, a new sequence can be forked off an existing sequence, meaning the fork only occurs once the main sequence reaches that point in the flow. Sequences can also be combined in various ways, including having one sequence subsumed by another sequence at a particular point in the flow.

A sequence is kind of like a Promise chain. However, with Promise chains, there is no "handle" to grab that references the entire chain. Whichever Promise you have a reference to only represents the current step in the chain plus any other steps hanging off it. Essentially, you cannot hold a reference to a Promise chain unless you hold a reference to the first Promise in the chain.

There are many cases where it turns out to be quite useful to have a handle that references the entire sequence collectively. The most important of those cases is with sequence abort/cancel. As we covered extensively in Chapter 3, Promises themselves should never be able to be canceled, as this violates a fundamental design imperative: external immutability.

But sequences have no such immutability design principle, mostly because sequences are not passed around as future-value containers that need immutable value semantics. So sequences are the proper level of abstraction to handle abort/cancel behavior. asynquence sequences can be abort()ed at any time, and the sequence will stop at that point and not go for any reason.

There's plenty more reasons to prefer a sequence abstraction on top of Promise chains, for flow control purposes.

First, Promise chaining is a rather manual process -- one that can get pretty tedious once you start creating and chaining Promises across a wide swath of your programs -- and this tedium can act counterproductively to dissuade the developer from using Promises in places where they are quite appropriate.

Abstractions are meant to reduce boilerplate and tedium, so the sequence abstraction is a good solution to this problem. With Promises, your focus is on the individual step, and there's little assumption that you will keep the chain going. With sequences, the opposite approach is taken, assuming the sequence will keep having more steps added indefinitely.

This abstraction complexity reduction is especially powerful when you start thinking about higher-order Promise patterns (beyond race([..]) and all([..]).

For example, in the middle of a sequence, you may want to express a step that is conceptually like a try..catch in that the step will always result in success, either the intended main success resolution or a positive nonerror signal for the caught error. Or, you might want to express a step that is like a retry/until loop, where it keeps trying the same step over and over until success occurs.

These sorts of abstractions are quite nontrivial to express using only Promise primitives, and doing so in the middle of an existing Promise chain is not pretty. But if you abstract your thinking to a sequence, and consider a step as a wrapper around a Promise, that step wrapper can hide such details, freeing you to think about the flow control in the most sensible way without being bothered by the details.

Second, and perhaps more importantly, thinking of async flow control in terms of steps in a sequence allows you to abstract out the details of what types of asynchronicity are involved with each individual step. Under the covers, a Promise will always control the step, but above the covers, that step can look either like a continuation callback (the simple default), or like a real Promise, or as a run-to-completion generator, or ... Hopefully, you get the picture.

Third, sequences can more easily be twisted to adapt to different modes of thinking, such as event-, stream-, or reactive-based coding. asynquence provides a pattern I call "reactive sequences" (which we'll cover later) as a variation on the "reactive observable" ideas in RxJS ("Reactive Extensions"), that lets a repeatable event fire off a new sequence instance each time. Promises are one-shot-only, so it's quite awkward to express repetitious asynchrony with Promises alone.

Another alternate mode of thinking inverts the resolution/control capability in a pattern I call "iterable sequences". Instead of each individual step internally controlling its own completion (and thus advancement of the sequence), the sequence is inverted so the advancement control is through an external iterator, and each step in the iterable sequence just responds to the next(..) iterator control.

We'll explore all of these different variations as we go throughout the rest of this appendix, so don't worry if we ran over those bits far too quickly just now.

The takeaway is that sequences are a more powerful and sensible abstraction for complex asynchrony than just Promises (Promise chains) or just generators, and asynquence is designed to express that abstraction with just the right level of sugar to make async programming more understandable and more enjoyable.

## asynquence API

To start off, the way you create a sequence (an asynquence instance) is with the ASQ(..) function. An ASQ() call with no parameters creates an empty initial sequence, whereas passing one or more values or functions to ASQ(..) sets up the sequence with each argument representing the initial steps of the sequence.

**Note:** For the purposes of all code examples here, I will use the asynquence top-level identifier in global browser usage: ASQ. If you include and use asynquence through a module system (browser or server), you of course can define whichever symbol you prefer, and asynquence won't care!

Many of the API methods discussed here are built into the core of asynquence, but others are provided through including the optional "contrib" plug-ins package. See the documentation for asynquence for whether a method is built in or defined via plug-in: <http://github.com/getify/asynquence>

### Steps

If a function represents a normal step in the sequence, that function is invoked with the first parameter being the continuation callback, and any subsequent parameters being any messages passed on from the previous step. The step will not complete until the continuation callback is called. Once it's called, any arguments you pass to it will be sent along as messages to the next step in the sequence.

To add an additional normal step to the sequence, call then(..) (which has essentially the exact same semantics as the ASQ(..) call):

ASQ(

// step 1

function(done){

setTimeout( function(){

done( "Hello" );

}, 100 );

},

// step 2

function(done,greeting) {

setTimeout( function(){

done( greeting + " World" );

}, 100 );

}

)

// step 3

.then( function(done,msg){

setTimeout( function(){

done( msg.toUpperCase() );

}, 100 );

} )

// step 4

.then( function(done,msg){

console.log( msg ); // HELLO WORLD

} );

**Note:** Though the name then(..) is identical to the native Promises API, this then(..) is different. You can pass as few or as many functions or values to then(..) as you'd like, and each is taken as a separate step. There's no two-callback fulfilled/rejected semantics involved.

Unlike with Promises, where to chain one Promise to the next you have to create and return that Promise from a then(..)fulfillment handler, with asynquence, all you need to do is call the continuation callback -- I always call it done() but you can name it whatever suits you -- and optionally pass it completion messages as arguments.

Each step defined by then(..) is assumed to be asynchronous. If you have a step that's synchronous, you can either just call done(..) right away, or you can use the simpler val(..) step helper:

// step 1 (sync)

ASQ( function(done){

done( "Hello" ); // manually synchronous

} )

// step 2 (sync)

.val( function(greeting){

return greeting + " World";

} )

// step 3 (async)

.then( function(done,msg){

setTimeout( function(){

done( msg.toUpperCase() );

}, 100 );

} )

// step 4 (sync)

.val( function(msg){

console.log( msg );

} );

As you can see, val(..)-invoked steps don't receive a continuation callback, as that part is assumed for you -- and the parameter list is less cluttered as a result! To send a message along to the next step, you simply use return.

Think of val(..) as representing a synchronous "value-only" step, which is useful for synchronous value operations, logging, and the like.

### Errors

One important difference with asynquence compared to Promises is with error handling.

With Promises, each individual Promise (step) in a chain can have its own independent error, and each subsequent step has the ability to handle the error or not. The main reason for this semantic comes (again) from the focus on individual Promises rather than on the chain (sequence) as a whole.

I believe that most of the time, an error in one part of a sequence is generally not recoverable, so the subsequent steps in the sequence are moot and should be skipped. So, by default, an error at any step of a sequence throws the entire sequence into error mode, and the rest of the normal steps are ignored.

If you do need to have a step where its error is recoverable, there are several different API methods that can accommodate, such as try(..) -- previously mentioned as a kind of try..catch step -- or until(..) -- a retry loop that keeps attempting the step until it succeeds or you manually break() the loop. asynquence even has pThen(..) and pCatch(..) methods, which work identically to how normal Promise then(..) and catch(..) work (see Chapter 3), so you can do localized mid-sequence error handling if you so choose.

The point is, you have both options, but the more common one in my experience is the default. With Promises, to get a chain of steps to ignore all steps once an error occurs, you have to take care not to register a rejection handler at any step; otherwise, that error gets swallowed as handled, and the sequence may continue (perhaps unexpectedly). This kind of desired behavior is a bit awkward to properly and reliably handle.

To register a sequence error notification handler, asynquence provides an or(..) sequence method, which also has an alias of onerror(..). You can call this method anywhere in the sequence, and you can register as many handlers as you'd like. That makes it easy for multiple different consumers to listen in on a sequence to know if it failed or not; it's kind of like an error event handler in that respect.

Just like with Promises, all JS exceptions become sequence errors, or you can programmatically signal a sequence error:

var sq = ASQ( function(done){

setTimeout( function(){

// signal an error for the sequence

done.fail( "Oops" );

}, 100 );

} )

.then( function(done){

// will never get here

} )

.or( function(err){

console.log( err ); // Oops

} )

.then( function(done){

// won't get here either

} );

// later

sq.or( function(err){

console.log( err ); // Oops

} );

Another really important difference with error handling in asynquence compared to native Promises is the default behavior of "unhandled exceptions". As we discussed at length in Chapter 3, a rejected Promise without a registered rejection handler will just silently hold (aka swallow) the error; you have to remember to always end a chain with a final catch(..).

In asynquence, the assumption is reversed.

If an error occurs on a sequence, and it **at that moment** has no error handlers registered, the error is reported to the console. In other words, unhandled rejections are by default always reported so as not to be swallowed and missed.

As soon as you register an error handler against a sequence, it opts that sequence out of such reporting, to prevent duplicate noise.

There may, in fact, be cases where you want to create a sequence that may go into the error state before you have a chance to register the handler. This isn't common, but it can happen from time to time.

In those cases, you can also **opt a sequence instance out** of error reporting by calling defer() on the sequence. You should only opt out of error reporting if you are sure that you're going to eventually handle such errors:

var sq1 = ASQ( function(done){

doesnt.Exist(); // will throw exception to console

} );

var sq2 = ASQ( function(done){

doesnt.Exist(); // will throw only a sequence error

} )

// opt-out of error reporting

.defer();

setTimeout( function(){

sq1.or( function(err){

console.log( err ); // ReferenceError

} );

sq2.or( function(err){

console.log( err ); // ReferenceError

} );

}, 100 );

// ReferenceError (from sq1)

This is better error handling behavior than Promises themselves have, because it's the Pit of Success, not the Pit of Failure (see Chapter 3).

**Note:** If a sequence is piped into (aka subsumed by) another sequence -- see "Combining Sequences" for a complete description -- then the source sequence is opted out of error reporting, but now the target sequence's error reporting or lack thereof must be considered.

### Parallel Steps

Not all steps in your sequences will have just a single (async) task to perform; some will need to perform multiple steps "in parallel" (concurrently). A step in a sequence in which multiple substeps are processing concurrently is called a gate(..) -- there's an all(..) alias if you prefer -- and is directly symmetric to native Promise.all([..]).

If all the steps in the gate(..) complete successfully, all success messages will be passed to the next sequence step. If any of them generate errors, the whole sequence immediately goes into an error state.

Consider:

ASQ( function(done){

setTimeout( done, 100 );

} )

.gate(

function(done){

setTimeout( function(){

done( "Hello" );

}, 100 );

},

function(done){

setTimeout( function(){

done( "World", "!" );

}, 100 );

}

)

.val( function(msg1,msg2){

console.log( msg1 ); // Hello

console.log( msg2 ); // [ "World", "!" ]

} );

For illustration, let's compare that example to native Promises:

new Promise( function(resolve,reject){

setTimeout( resolve, 100 );

} )

.then( function(){

return Promise.all( [

new Promise( function(resolve,reject){

setTimeout( function(){

resolve( "Hello" );

}, 100 );

} ),

new Promise( function(resolve,reject){

setTimeout( function(){

// note: we need a [ ] array here

resolve( [ "World", "!" ] );

}, 100 );

} )

] );

} )

.then( function(msgs){

console.log( msgs[0] ); // Hello

console.log( msgs[1] ); // [ "World", "!" ]

} );

Yuck. Promises require a lot more boilerplate overhead to express the same asynchronous flow control. That's a great illustration of why the asynquence API and abstraction make dealing with Promise steps a lot nicer. The improvement only goes higher the more complex your asynchrony is.

#### Step Variations

There are several variations in the contrib plug-ins on asynquence's gate(..) step type that can be quite helpful:

* any(..) is like gate(..), except just one segment has to eventually succeed to proceed on the main sequence.
* first(..) is like any(..), except as soon as any segment succeeds, the main sequence proceeds (ignoring subsequent results from other segments).
* race(..) (symmetric with Promise.race([..])) is like first(..), except the main sequence proceeds as soon as any segment completes (either success or failure).
* last(..) is like any(..), except only the latest segment to complete successfully sends its message(s) along to the main sequence.
* none(..) is the inverse of gate(..): the main sequence proceeds only if all the segments fail (with all segment error message(s) transposed as success message(s) and vice versa).

Let's first define some helpers to make illustration cleaner:

function success1(done) {

setTimeout( function(){

done( 1 );

}, 100 );

}

function success2(done) {

setTimeout( function(){

done( 2 );

}, 100 );

}

function failure3(done) {

setTimeout( function(){

done.fail( 3 );

}, 100 );

}

function output(msg) {

console.log( msg );

}

Now, let's demonstrate these gate(..) step variations:

ASQ().race(

failure3,

success1

)

.or( output ); // 3

ASQ().any(

success1,

failure3,

success2

)

.val( function(){

var args = [].slice.call( arguments );

console.log(

args // [ 1, undefined, 2 ]

);

} );

ASQ().first(

failure3,

success1,

success2

)

.val( output ); // 1

ASQ().last(

failure3,

success1,

success2

)

.val( output ); // 2

ASQ().none(

failure3

)

.val( output ) // 3

.none(

failure3

success1

)

.or( output ); // 1

Another step variation is map(..), which lets you asynchronously map elements of an array to different values, and the step doesn't proceed until all the mappings are complete. map(..) is very similar to gate(..), except it gets the initial values from an array instead of from separately specified functions, and also because you define a single function callback to operate on each value:

function double(x,done) {

setTimeout( function(){

done( x \* 2 );

}, 100 );

}

ASQ().map( [1,2,3], double )

.val( output ); // [2,4,6]

Also, map(..) can receive either of its parameters (the array or the callback) from messages passed from the previous step:

function plusOne(x,done) {

setTimeout( function(){

done( x + 1 );

}, 100 );

}

ASQ( [1,2,3] )

.map( double ) // message `[1,2,3]` comes in

.map( plusOne ) // message `[2,4,6]` comes in

.val( output ); // [3,5,7]

Another variation is waterfall(..), which is kind of like a mixture between gate(..)'s message collection behavior but then(..)'s sequential processing.

Step 1 is first executed, then the success message from step 1 is given to step 2, and then both success messages go to step 3, and then all three success messages go to step 4, and so on, such that the messages sort of collect and cascade down the "waterfall".

Consider:

function double(done) {

var args = [].slice.call( arguments, 1 );

console.log( args );

setTimeout( function(){

done( args[args.length - 1] \* 2 );

}, 100 );

}

ASQ( 3 )

.waterfall(

double, // [ 3 ]

double, // [ 6 ]

double, // [ 6, 12 ]

double // [ 6, 12, 24 ]

)

.val( function(){

var args = [].slice.call( arguments );

console.log( args ); // [ 6, 12, 24, 48 ]

} );

If at any point in the "waterfall" an error occurs, the whole sequence immediately goes into an error state.

#### Error Tolerance

Sometimes you want to manage errors at the step level and not let them necessarily send the whole sequence into the error state. asynquence offers two step variations for that purpose.

try(..) attempts a step, and if it succeeds, the sequence proceeds as normal, but if the step fails, the failure is turned into a success message formated as { catch: .. } with the error message(s) filled in:

ASQ()

.try( success1 )

.val( output ) // 1

.try( failure3 )

.val( output ) // { catch: 3 }

.or( function(err){

// never gets here

} );

You could instead set up a retry loop using until(..), which tries the step and if it fails, retries the step again on the next event loop tick, and so on.

This retry loop can continue indefinitely, but if you want to break out of the loop, you can call the break() flag on the completion trigger, which sends the main sequence into an error state:

var count = 0;

ASQ( 3 )

.until( double )

.val( output ) // 6

.until( function(done){

count++;

setTimeout( function(){

if (count < 5) {

done.fail();

}

else {

// break out of the `until(..)` retry loop

done.break( "Oops" );

}

}, 100 );

} )

.or( output ); // Oops

#### Promise-Style Steps

If you would prefer to have, inline in your sequence, Promise-style semantics like Promises' then(..) and catch(..) (see Chapter 3), you can use the pThen and pCatch plug-ins:

ASQ( 21 )

.pThen( function(msg){

return msg \* 2;

} )

.pThen( output ) // 42

.pThen( function(){

// throw an exception

doesnt.Exist();

} )

.pCatch( function(err){

// caught the exception (rejection)

console.log( err ); // ReferenceError

} )

.val( function(){

// main sequence is back in a

// success state because previous

// exception was caught by

// `pCatch(..)`

} );

pThen(..) and pCatch(..) are designed to run in the sequence, but behave as if it was a normal Promise chain. As such, you can either resolve genuine Promises or asynquence sequences from the "fulfillment" handler passed to pThen(..) (see Chapter 3).

### Forking Sequences

One feature that can be quite useful about Promises is that you can attach multiple then(..) handler registrations to the same promise, effectively "forking" the flow-control at that promise:

var p = Promise.resolve( 21 );

// fork 1 (from `p`)

p.then( function(msg){

return msg \* 2;

} )

.then( function(msg){

console.log( msg ); // 42

} )

// fork 2 (from `p`)

p.then( function(msg){

console.log( msg ); // 21

} );

The same "forking" is easy in asynquence with fork():

var sq = ASQ(..).then(..).then(..);

var sq2 = sq.fork();

// fork 1

sq.then(..)..;

// fork 2

sq2.then(..)..;

### Combining Sequences

The reverse of fork()ing, you can combine two sequences by subsuming one into another, using the seq(..) instance method:

var sq = ASQ( function(done){

setTimeout( function(){

done( "Hello World" );

}, 200 );

} );

ASQ( function(done){

setTimeout( done, 100 );

} )

// subsume `sq` sequence into this sequence

.seq( sq )

.val( function(msg){

console.log( msg ); // Hello World

} )

seq(..) can either accept a sequence itself, as shown here, or a function. If a function, it's expected that the function when called will return a sequence, so the preceding code could have been done with:

// ..

.seq( function(){

return sq;

} )

// ..

Also, that step could instead have been accomplished with a pipe(..):

// ..

.then( function(done){

// pipe `sq` into the `done` continuation callback

sq.pipe( done );

} )

// ..

When a sequence is subsumed, both its success message stream and its error stream are piped in.

**Note:** As mentioned in an earlier note, piping (manually with pipe(..) or automatically with seq(..)) opts the source sequence out of error-reporting, but doesn't affect the error reporting status of the target sequence.

## Value and Error Sequences

If any step of a sequence is just a normal value, that value is just mapped to that step's completion message:

var sq = ASQ( 42 );

sq.val( function(msg){

console.log( msg ); // 42

} );

If you want to make a sequence that's automatically errored:

var sq = ASQ.failed( "Oops" );

ASQ()

.seq( sq )

.val( function(msg){

// won't get here

} )

.or( function(err){

console.log( err ); // Oops

} );

You also may want to automatically create a delayed-value or a delayed-error sequence. Using the after and failAftercontrib plug-ins, this is easy:

var sq1 = ASQ.after( 100, "Hello", "World" );

var sq2 = ASQ.failAfter( 100, "Oops" );

sq1.val( function(msg1,msg2){

console.log( msg1, msg2 ); // Hello World

} );

sq2.or( function(err){

console.log( err ); // Oops

} );

You can also insert a delay in the middle of a sequence using after(..):

ASQ( 42 )

// insert a delay into the sequence

.after( 100 )

.val( function(msg){

console.log( msg ); // 42

} );

## Promises and Callbacks

I think asynquence sequences provide a lot of value on top of native Promises, and for the most part you'll find it more pleasant and more powerful to work at that level of abstraction. However, integrating asynquence with other non-asynquencecode will be a reality.

You can easily subsume a promise (e.g., thenable -- see Chapter 3) into a sequence using the promise(..) instance method:

var p = Promise.resolve( 42 );

ASQ()

.promise( p ) // could also: `function(){ return p; }`

.val( function(msg){

console.log( msg ); // 42

} );

And to go the opposite direction and fork/vend a promise from a sequence at a certain step, use the toPromise contrib plug-in:

var sq = ASQ.after( 100, "Hello World" );

sq.toPromise()

// this is a standard promise chain now

.then( function(msg){

return msg.toUpperCase();

} )

.then( function(msg){

console.log( msg ); // HELLO WORLD

} );

To adapt asynquence to systems using callbacks, there are several helper facilities. To automatically generate an "error-first style" callback from your sequence to wire into a callback-oriented utility, use errfcb:

var sq = ASQ( function(done){

// note: expecting "error-first style" callback

someAsyncFuncWithCB( 1, 2, done.errfcb )

} )

.val( function(msg){

// ..

} )

.or( function(err){

// ..

} );

// note: expecting "error-first style" callback

anotherAsyncFuncWithCB( 1, 2, sq.errfcb() );

You also may want to create a sequence-wrapped version of a utility -- compare to "promisory" in Chapter 3 and "thunkory" in Chapter 4 -- and asynquence provides ASQ.wrap(..) for that purpose:

var coolUtility = ASQ.wrap( someAsyncFuncWithCB );

coolUtility( 1, 2 )

.val( function(msg){

// ..

} )

.or( function(err){

// ..

} );

**Note:** For the sake of clarity (and for fun!), let's coin yet another term, for a sequence-producing function that comes from ASQ.wrap(..), like coolUtility here. I propose "sequory" ("sequence" + "factory").

## Iterable Sequences

The normal paradigm for a sequence is that each step is responsible for completing itself, which is what advances the sequence. Promises work the same way.

The unfortunate part is that sometimes you need external control over a Promise/step, which leads to awkward "capability extraction".

Consider this Promises example:

var domready = new Promise( function(resolve,reject){

// don't want to put this here, because

// it belongs logically in another part

// of the code

document.addEventListener( "DOMContentLoaded", resolve );

} );

// ..

domready.then( function(){

// DOM is ready!

} );

The "capability extraction" anti-pattern with Promises looks like this:

var ready;

var domready = new Promise( function(resolve,reject){

// extract the `resolve()` capability

ready = resolve;

} );

// ..

domready.then( function(){

// DOM is ready!

} );

// ..

document.addEventListener( "DOMContentLoaded", ready );

**Note:** This anti-pattern is an awkward code smell, in my opinion, but some developers like it, for reasons I can't grasp.

asynquence offers an inverted sequence type I call "iterable sequences", which externalizes the control capability (it's quite useful in use cases like the domready):

// note: `domready` here is an \*iterator\* that

// controls the sequence

var domready = ASQ.iterable();

// ..

domready.val( function(){

// DOM is ready

} );

// ..

document.addEventListener( "DOMContentLoaded", domready.next );

There's more to iterable sequences than what we see in this scenario. We'll come back to them in Appendix B.

## Running Generators

In Chapter 4, we derived a utility called run(..) which can run generators to completion, listening for yielded Promises and using them to async resume the generator. asynquence has just such a utility built in, called runner(..).

Let's first set up some helpers for illustration:

function doublePr(x) {

return new Promise( function(resolve,reject){

setTimeout( function(){

resolve( x \* 2 );

}, 100 );

} );

}

function doubleSeq(x) {

return ASQ( function(done){

setTimeout( function(){

done( x \* 2)

}, 100 );

} );

}

Now, we can use runner(..) as a step in the middle of a sequence:

ASQ( 10, 11 )

.runner( function\*(token){

var x = token.messages[0] + token.messages[1];

// yield a real promise

x = yield doublePr( x );

// yield a sequence

x = yield doubleSeq( x );

return x;

} )

.val( function(msg){

console.log( msg ); // 84

} );

### Wrapped Generators

You can also create a self-packaged generator -- that is, a normal function that runs your specified generator and returns a sequence for its completion -- by ASQ.wrap(..)ing it:

var foo = ASQ.wrap( function\*(token){

var x = token.messages[0] + token.messages[1];

// yield a real promise

x = yield doublePr( x );

// yield a sequence

x = yield doubleSeq( x );

return x;

}, { gen: true } );

// ..

foo( 8, 9 )

.val( function(msg){

console.log( msg ); // 68

} );

There's a lot more awesome that runner(..) is capable of, but we'll come back to that in Appendix B.

## Review

asynquence is a simple abstraction -- a sequence is a series of (async) steps -- on top of Promises, aimed at making working with various asynchronous patterns much easier, without any compromise in capability.

There are other goodies in the asynquence core API and its contrib plug-ins beyond what we saw in this appendix, but we'll leave that as an exercise for the reader to go check the rest of the capabilities out.

You've now seen the essence and spirit of asynquence. The key take away is that a sequence is comprised of steps, and those steps can be any of dozens of different variations on Promises, or they can be a generator-run, or... The choice is up to you, you have all the freedom to weave together whatever async flow control logic is appropriate for your tasks. No more library switching to catch different async patterns.

If these asynquence snippets have made sense to you, you're now pretty well up to speed on the library; it doesn't take that much to learn, actually!

If you're still a little fuzzy on how it works (or why!), you'll want to spend a little more time examining the previous examples and playing around with asynquence yourself, before going on to the next appendix. Appendix B will push asynquence into several more advanced and powerful async patterns.

# Appendix B: Advanced Async Patterns

Appendix A introduced the asynquence library for sequence-oriented async flow control, primarily based on Promises and generators.

Now we'll explore other advanced asynchronous patterns built on top of that existing understanding and functionality, and see how asynquence makes those sophisticated async techniques easy to mix and match in our programs without needing lots of separate libraries.

## Iterable Sequences

We introduced asynquence's iterable sequences in the previous appendix, but we want to revisit them in more detail.

To refresh, recall:

var domready = ASQ.iterable();

// ..

domready.val( function(){

// DOM is ready

} );

// ..

document.addEventListener( "DOMContentLoaded", domready.next );

Now, let's define a sequence of multiple steps as an iterable sequence:

var steps = ASQ.iterable();

steps

.then( function STEP1(x){

return x \* 2;

} )

.then( function STEP2(x){

return x + 3;

} )

.then( function STEP3(x){

return x \* 4;

} );

steps.next( 8 ).value; // 16

steps.next( 16 ).value; // 19

steps.next( 19 ).value; // 76

steps.next().done; // true

As you can see, an iterable sequence is a standard-compliant iterator (see Chapter 4). So, it can be iterated with an ES6 for..of loop, just like a generator (or any other iterable) can:

var steps = ASQ.iterable();

steps

.then( function STEP1(){ return 2; } )

.then( function STEP2(){ return 4; } )

.then( function STEP3(){ return 6; } )

.then( function STEP4(){ return 8; } )

.then( function STEP5(){ return 10; } );

for (var v of steps) {

console.log( v );

}

// 2 4 6 8 10

Beyond the event triggering example shown in the previous appendix, iterable sequences are interesting because in essence they can be seen as a stand-in for generators or Promise chains, but with even more flexibility.

Consider a multiple Ajax request example -- we've seen the same scenario in Chapters 3 and 4, both as a Promise chain and as a generator, respectively -- expressed as an iterable sequence:

// sequence-aware ajax

var request = ASQ.wrap( ajax );

ASQ( "http://some.url.1" )

.runner(

ASQ.iterable()

.then( function STEP1(token){

var url = token.messages[0];

return request( url );

} )

.then( function STEP2(resp){

return ASQ().gate(

request( "http://some.url.2/?v=" + resp ),

request( "http://some.url.3/?v=" + resp )

);

} )

.then( function STEP3(r1,r2){ return r1 + r2; } )

)

.val( function(msg){

console.log( msg );

} );

The iterable sequence expresses a sequential series of (sync or async) steps that looks awfully similar to a Promise chain -- in other words, it's much cleaner looking than just plain nested callbacks, but not quite as nice as the yield-based sequential syntax of generators.

But we pass the iterable sequence into ASQ#runner(..), which runs it to completion the same as if it was a generator. The fact that an iterable sequence behaves essentially the same as a generator is notable for a couple of reasons.

First, iterable sequences are kind of a pre-ES6 equivalent to a certain subset of ES6 generators, which means you can either author them directly (to run anywhere), or you can author ES6 generators and transpile/convert them to iterable sequences (or Promise chains for that matter!).

Thinking of an async-run-to-completion generator as just syntactic sugar for a Promise chain is an important recognition of their isomorphic relationship.

Before we move on, we should note that the previous snippet could have been expressed in asynquence as:

ASQ( "http://some.url.1" )

.seq( /\*STEP 1\*/ request )

.seq( function STEP2(resp){

return ASQ().gate(

request( "http://some.url.2/?v=" + resp ),

request( "http://some.url.3/?v=" + resp )

);

} )

.val( function STEP3(r1,r2){ return r1 + r2; } )

.val( function(msg){

console.log( msg );

} );

Moreover, step 2 could have even been expressed as:

.gate(

function STEP2a(done,resp) {

request( "http://some.url.2/?v=" + resp )

.pipe( done );

},

function STEP2b(done,resp) {

request( "http://some.url.3/?v=" + resp )

.pipe( done );

}

)

So, why would we go to the trouble of expressing our flow control as an iterable sequence in a ASQ#runner(..) step, when it seems like a simpler/flatter asyquence chain does the job well?

Because the iterable sequence form has an important trick up its sleeve that gives us more capability. Read on.

### Extending Iterable Sequences

Generators, normal asynquence sequences, and Promise chains, are all **eagerly evaluated** -- whatever flow control is expressed initially is the fixed flow that will be followed.

However, iterable sequences are **lazily evaluated**, which means that during execution of the iterable sequence, you can extend the sequence with more steps if desired.

**Note:** You can only append to the end of an iterable sequence, not inject into the middle of the sequence.

Let's first look at a simpler (synchronous) example of that capability to get familiar with it:

function double(x) {

x \*= 2;

// should we keep extending?

if (x < 500) {

isq.then( double );

}

return x;

}

// setup single-step iterable sequence

var isq = ASQ.iterable().then( double );

for (var v = 10, ret;

(ret = isq.next( v )) && !ret.done;

) {

v = ret.value;

console.log( v );

}

The iterable sequence starts out with only one defined step (isq.then(double)), but the sequence keeps extending itself under certain conditions (x < 500). Both asynquence sequences and Promise chains technically can do something similar, but we'll see in a little bit why their capability is insufficient.

Though this example is rather trivial and could otherwise be expressed with a while loop in a generator, we'll consider more sophisticated cases.

For instance, you could examine the response from an Ajax request and if it indicates that more data is needed, you conditionally insert more steps into the iterable sequence to make the additional request(s). Or you could conditionally add a value-formatting step to the end of your Ajax handling.

Consider:

var steps = ASQ.iterable()

.then( function STEP1(token){

var url = token.messages[0].url;

// was an additional formatting step provided?

if (token.messages[0].format) {

steps.then( token.messages[0].format );

}

return request( url );

} )

.then( function STEP2(resp){

// add another Ajax request to the sequence?

if (/x1/.test( resp )) {

steps.then( function STEP5(text){

return request(

"http://some.url.4/?v=" + text

);

} );

}

return ASQ().gate(

request( "http://some.url.2/?v=" + resp ),

request( "http://some.url.3/?v=" + resp )

);

} )

.then( function STEP3(r1,r2){ return r1 + r2; } );

You can see in two different places where we conditionally extend steps with steps.then(..). And to run this stepsiterable sequence, we just wire it into our main program flow with an asynquence sequence (called main here) using ASQ#runner(..):

var main = ASQ( {

url: "http://some.url.1",

format: function STEP4(text){

return text.toUpperCase();

}

} )

.runner( steps )

.val( function(msg){

console.log( msg );

} );

Can the flexibility (conditional behavior) of the steps iterable sequence be expressed with a generator? Kind of, but we have to rearrange the logic in a slightly awkward way:

function \*steps(token) {

// \*\*STEP 1\*\*

var resp = yield request( token.messages[0].url );

// \*\*STEP 2\*\*

var rvals = yield ASQ().gate(

request( "http://some.url.2/?v=" + resp ),

request( "http://some.url.3/?v=" + resp )

);

// \*\*STEP 3\*\*

var text = rvals[0] + rvals[1];

// \*\*STEP 4\*\*

// was an additional formatting step provided?

if (token.messages[0].format) {

text = yield token.messages[0].format( text );

}

// \*\*STEP 5\*\*

// need another Ajax request added to the sequence?

if (/foobar/.test( resp )) {

text = yield request(

"http://some.url.4/?v=" + text

);

}

return text;

}

// note: `\*steps()` can be run by the same `ASQ` sequence

// as `steps` was previously

Setting aside the already identified benefits of the sequential, synchronous-looking syntax of generators (see Chapter 4), the steps logic had to be reordered in the \*steps() generator form, to fake the dynamicism of the extendable iterable sequence steps.

What about expressing the functionality with Promises or sequences, though? You can do something like this:

var steps = something( .. )

.then( .. )

.then( function(..){

// ..

// extending the chain, right?

steps = steps.then( .. );

// ..

})

.then( .. );

The problem is subtle but important to grasp. So, consider trying to wire up our steps Promise chain into our main program flow -- this time expressed with Promises instead of asynquence:

var main = Promise.resolve( {

url: "http://some.url.1",

format: function STEP4(text){

return text.toUpperCase();

}

} )

.then( function(..){

return steps; // hint!

} )

.val( function(msg){

console.log( msg );

} );

Can you spot the problem now? Look closely!

There's a race condition for sequence steps ordering. When you return steps, at that moment steps might be the originally defined promise chain, or it might now point to the extended promise chain via the steps = steps.then(..) call, depending on what order things happen.

Here are the two possible outcomes:

* If steps is still the original promise chain, once it's later "extended" by steps = steps.then(..), that extended promise on the end of the chain is **not** considered by the main flow, as it's already tapped the steps chain. This is the unfortunately limiting **eager evaluation**.
* If steps is already the extended promise chain, it works as we expect in that the extended promise is what main taps.

Other than the obvious fact that a race condition is intolerable, the first case is the concern; it illustrates **eager evaluation** of the promise chain. By contrast, we easily extended the iterable sequence without such issues, because iterable sequences are **lazily evaluated**.

The more dynamic you need your flow control, the more iterable sequences will shine.

**Tip:** Check out more information and examples of iterable sequences on the asynquence site (<https://github.com/getify/asynquence/blob/master/README.md#iterable-sequences>).

## Event Reactive

It should be obvious from (at least!) Chapter 3 that Promises are a very powerful tool in your async toolbox. But one thing that's clearly lacking is in their capability to handle streams of events, as a Promise can only be resolved once. And frankly, this exact same weakness is true of plain asynquence sequences, as well.

Consider a scenario where you want to fire off a series of steps every time a certain event is fired. A single Promise or sequence cannot represent all occurrences of that event. So, you have to create a whole new Promise chain (or sequence) for each event occurrence, such as:

listener.on( "foobar", function(data){

// create a new event handling promise chain

new Promise( function(resolve,reject){

// ..

} )

.then( .. )

.then( .. );

} );

The base functionality we need is present in this approach, but it's far from a desirable way to express our intended logic. There are two separate capabilities conflated in this paradigm: the event listening, and responding to the event; separation of concerns would implore us to separate out these capabilities.

The carefully observant reader will see this problem as somewhat symmetrical to the problems we detailed with callbacks in Chapter 2; it's kind of an inversion of control problem.

Imagine uninverting this paradigm, like so:

var observable = listener.on( "foobar" );

// later

observable

.then( .. )

.then( .. );

// elsewhere

observable

.then( .. )

.then( .. );

The observable value is not exactly a Promise, but you can observe it much like you can observe a Promise, so it's closely related. In fact, it can be observed many times, and it will send out notifications every time its event ("foobar") occurs.

**Tip:** This pattern I've just illustrated is a **massive simplification** of the concepts and motivations behind reactive programming (aka RP), which has been implemented/expounded upon by several great projects and languages. A variation on RP is functional reactive programming (FRP), which refers to applying functional programming techniques (immutability, referential integrity, etc.) to streams of data. "Reactive" refers to spreading this functionality out over time in response to events. The interested reader should consider studying "Reactive Observables" in the fantastic "Reactive Extensions" library ("RxJS" for JavaScript) by Microsoft (<http://rxjs.codeplex.com/>); it's much more sophisticated and powerful than I've just shown. Also, Andre Staltz has an excellent write-up (<https://gist.github.com/staltz/868e7e9bc2a7b8c1f754>) that pragmatically lays out RP in concrete examples.

### ES7 Observables

At the time of this writing, there's an early ES7 proposal for a new data type called "Observable" (<https://github.com/jhusain/asyncgenerator#introducing-observable>), which in spirit is similar to what we've laid out here, but is definitely more sophisticated.

The notion of this kind of Observable is that the way you "subscribe" to the events from a stream is to pass in a generator -- actually the iterator is the interested party -- whose next(..) method will be called for each event.

You could imagine it sort of like this:

// `someEventStream` is a stream of events, like from

// mouse clicks, and the like.

var observer = new Observer( someEventStream, function\*(){

while (var evt = yield) {

console.log( evt );

}

} );

The generator you pass in will yield pause the while loop waiting for the next event. The iterator attached to the generator instance will have its next(..) called each time someEventStream has a new event published, and so that event data will resume your generator/iterator with the evt data.

In the subscription to events functionality here, it's the iterator part that matters, not the generator. So conceptually you could pass in practically any iterable, including ASQ.iterable() iterable sequences.

Interestingly, there are also proposed adapters to make it easy to construct Observables from certain types of streams, such as fromEvent(..) for DOM events. If you look at a suggested implementation of fromEvent(..) in the earlier linked ES7 proposal, it looks an awful lot like the ASQ.react(..) we'll see in the next section.

Of course, these are all early proposals, so what shakes out may very well look/behave differently than shown here. But it's exciting to see the early alignments of concepts across different libraries and language proposals!

### Reactive Sequences

With that crazy brief summary of Observables (and F/RP) as our inspiration and motivation, I will now illustrate an adaptation of a small subset of "Reactive Observables," which I call "Reactive Sequences."

First, let's start with how to create an Observable, using an asynquence plug-in utility called react(..):

var observable = ASQ.react( function setup(next){

listener.on( "foobar", next );

} );

Now, let's see how to define a sequence that "reacts" -- in F/RP, this is typically called "subscribing" -- to that observable:

observable

.seq( .. )

.then( .. )

.val( .. );

So, you just define the sequence by chaining off the Observable. That's easy, huh?

In F/RP, the stream of events typically channels through a set of functional transforms, like scan(..), map(..), reduce(..), and so on. With reactive sequences, each event channels through a new instance of the sequence. Let's look at a more concrete example:

ASQ.react( function setup(next){

document.getElementById( "mybtn" )

.addEventListener( "click", next, false );

} )

.seq( function(evt){

var btnID = evt.target.id;

return request(

"http://some.url.1/?id=" + btnID

);

} )

.val( function(text){

console.log( text );

} );

The "reactive" portion of the reactive sequence comes from assigning one or more event handlers to invoke the event trigger (calling next(..)).

The "sequence" portion of the reactive sequence is exactly like the sequences we've already explored: each step can be whatever asynchronous technique makes sense, from continuation callback to Promise to generator.

Once you set up a reactive sequence, it will continue to initiate instances of the sequence as long as the events keep firing. If you want to stop a reactive sequence, you can call stop().

If a reactive sequence is stop()'d, you likely want the event handler(s) to be unregistered as well; you can register a teardown handler for this purpose:

var sq = ASQ.react( function setup(next,registerTeardown){

var btn = document.getElementById( "mybtn" );

btn.addEventListener( "click", next, false );

// will be called once `sq.stop()` is called

registerTeardown( function(){

btn.removeEventListener( "click", next, false );

} );

} )

.seq( .. )

.then( .. )

.val( .. );

// later

sq.stop();

**Note:** The this binding reference inside the setup(..) handler is the same sq reactive sequence, so you can use the thisreference to add to the reactive sequence definition, call methods like stop(), and so on.

Here's an example from the Node.js world, using reactive sequences to handle incoming HTTP requests:

var server = http.createServer();

server.listen(8000);

// reactive observer

var request = ASQ.react( function setup(next,registerTeardown){

server.addListener( "request", next );

server.addListener( "close", this.stop );

registerTeardown( function(){

server.removeListener( "request", next );

server.removeListener( "close", request.stop );

} );

});

// respond to requests

request

.seq( pullFromDatabase )

.val( function(data,res){

res.end( data );

} );

// node teardown

process.on( "SIGINT", request.stop );

The next(..) trigger can also adapt to node streams easily, using onStream(..) and unStream(..):

ASQ.react( function setup(next){

var fstream = fs.createReadStream( "/some/file" );

// pipe the stream's "data" event to `next(..)`

next.onStream( fstream );

// listen for the end of the stream

fstream.on( "end", function(){

next.unStream( fstream );

} );

} )

.seq( .. )

.then( .. )

.val( .. );

You can also use sequence combinations to compose multiple reactive sequence streams:

var sq1 = ASQ.react( .. ).seq( .. ).then( .. );

var sq2 = ASQ.react( .. ).seq( .. ).then( .. );

var sq3 = ASQ.react(..)

.gate(

sq1,

sq2

)

.then( .. );

The main takeaway is that ASQ.react(..) is a lightweight adaptation of F/RP concepts, enabling the wiring of an event stream to a sequence, hence the term "reactive sequence." Reactive sequences are generally capable enough for basic reactive uses.

**Note:** Here's an example of using ASQ.react(..) in managing UI state (<http://jsbin.com/rozipaki/6/edit?js,output>), and another example of handling HTTP request/response streams with ASQ.react(..)(<https://gist.github.com/getify/bba5ec0de9d6047b720e>).

## Generator Coroutine

Hopefully Chapter 4 helped you get pretty familiar with ES6 generators. In particular, we want to revisit the "Generator Concurrency" discussion, and push it even further.

We imagined a runAll(..) utility that could take two or more generators and run them concurrently, letting them cooperatively yield control from one to the next, with optional message passing.

In addition to being able to run a single generator to completion, the ASQ#runner(..) we discussed in Appendix A is a similar implementation of the concepts of runAll(..), which can run multiple generators concurrently to completion.

So let's see how we can implement the concurrent Ajax scenario from Chapter 4:

ASQ(

"http://some.url.2"

)

.runner(

function\*(token){

// transfer control

yield token;

var url1 = token.messages[0]; // "http://some.url.1"

// clear out messages to start fresh

token.messages = [];

var p1 = request( url1 );

// transfer control

yield token;

token.messages.push( yield p1 );

},

function\*(token){

var url2 = token.messages[0]; // "http://some.url.2"

// message pass and transfer control

token.messages[0] = "http://some.url.1";

yield token;

var p2 = request( url2 );

// transfer control

yield token;

token.messages.push( yield p2 );

// pass along results to next sequence step

return token.messages;

}

)

.val( function(res){

// `res[0]` comes from "http://some.url.1"

// `res[1]` comes from "http://some.url.2"

} );

The main differences between ASQ#runner(..) and runAll(..) are as follows:

* Each generator (coroutine) is provided an argument we call token, which is the special value to yield when you want to explicitly transfer control to the next coroutine.
* token.messages is an array that holds any messages passed in from the previous sequence step. It's also a data structure that you can use to share messages between coroutines.
* yielding a Promise (or sequence) value does not transfer control, but instead pauses the coroutine processing until that value is ready.
* The last returned or yielded value from the coroutine processing run will be forward passed to the next step in the sequence.

It's also easy to layer helpers on top of the base ASQ#runner(..) functionality to suit different uses.

### State Machines

One example that may be familiar to many programmers is state machines. You can, with the help of a simple cosmetic utility, create an easy-to-express state machine processor.

Let's imagine such a utility. We'll call it state(..), and will pass it two arguments: a state value and a generator that handles that state. state(..) will do the dirty work of creating and returning an adapter generator to pass to ASQ#runner(..).

Consider:

function state(val,handler) {

// make a coroutine handler for this state

return function\*(token) {

// state transition handler

function transition(to) {

token.messages[0] = to;

}

// set initial state (if none set yet)

if (token.messages.length < 1) {

token.messages[0] = val;

}

// keep going until final state (false) is reached

while (token.messages[0] !== false) {

// current state matches this handler?

if (token.messages[0] === val) {

// delegate to state handler

yield \*handler( transition );

}

// transfer control to another state handler?

if (token.messages[0] !== false) {

yield token;

}

}

};

}

If you look closely, you'll see that state(..) returns back a generator that accepts a token, and then it sets up a while loop that will run until the state machine reaches its final state (which we arbitrarily pick as the false value); that's exactly the kind of generator we want to pass to ASQ#runner(..)!

We also arbitrarily reserve the token.messages[0] slot as the place where the current state of our state machine will be tracked, which means we can even seed the initial state as the value passed in from the previous step in the sequence.

How do we use the state(..) helper along with ASQ#runner(..)?

var prevState;

ASQ(

/\* optional: initial state value \*/

2

)

// run our state machine

// transitions: 2 -> 3 -> 1 -> 3 -> false

.runner(

// state `1` handler

state( 1, function \*stateOne(transition){

console.log( "in state 1" );

prevState = 1;

yield transition( 3 ); // goto state `3`

} ),

// state `2` handler

state( 2, function \*stateTwo(transition){

console.log( "in state 2" );

prevState = 2;

yield transition( 3 ); // goto state `3`

} ),

// state `3` handler

state( 3, function \*stateThree(transition){

console.log( "in state 3" );

if (prevState === 2) {

prevState = 3;

yield transition( 1 ); // goto state `1`

}

// all done!

else {

yield "That's all folks!";

prevState = 3;

yield transition( false ); // terminal state

}

} )

)

// state machine complete, so move on

.val( function(msg){

console.log( msg ); // That's all folks!

} );

It's important to note that the \*stateOne(..), \*stateTwo(..), and \*stateThree(..) generators themselves are reinvoked each time that state is entered, and they finish when you transition(..) to another value. While not shown here, of course these state generator handlers can be asynchronously paused by yielding Promises/sequences/thunks.

The underneath hidden generators produced by the state(..) helper and actually passed to ASQ#runner(..) are the ones that continue to run concurrently for the length of the state machine, and each of them handles cooperatively yielding control to the next, and so on.

**Note:** See this "ping pong" example (<http://jsbin.com/qutabu/1/edit?js,output>) for more illustration of using cooperative concurrency with generators driven by ASQ#runner(..).

## Communicating Sequential Processes (CSP)

"Communicating Sequential Processes" (CSP) was first described by C. A. R. Hoare in a 1978 academic paper (<http://dl.acm.org/citation.cfm?doid=359576.359585>), and later in a 1985 book (<http://www.usingcsp.com/>) of the same name. CSP describes a formal method for concurrent "processes" to interact (aka "communicate") during processing.

You may recall that we examined concurrent "processes" back in Chapter 1, so our exploration of CSP here will build upon that understanding.

Like most great concepts in computer science, CSP is heavily steeped in academic formalism, expressed as a process algebra. However, I suspect symbolic algebra theorems won't make much practical difference to the reader, so we will want to find some other way of wrapping our brains around CSP.

I will leave much of the formal description and proof of CSP to Hoare's writing, and to many other fantastic writings since. Instead, we will try to just briefly explain the idea of CSP in as un-academic and hopefully intuitively understandable a way as possible.

### Message Passing

The core principle in CSP is that all communication/interaction between otherwise independent processes must be through formal message passing. Perhaps counter to your expectations, CSP message passing is described as a synchronous action, where the sender process and the receiver process have to mutually be ready for the message to be passed.

How could such synchronous messaging possibly be related to asynchronous programming in JavaScript?

The concreteness of relationship comes from the nature of how ES6 generators are used to produce synchronous-looking actions that under the covers can indeed either be synchronous or (more likely) asynchronous.

In other words, two or more concurrently running generators can appear to synchronously message each other while preserving the fundamental asynchrony of the system because each generator's code is paused (aka "blocked") waiting on resumption of an asynchronous action.

How does this work?

Imagine a generator (aka "process") called "A" that wants to send a message to generator "B." First, "A" yields the message (thus pausing "A") to be sent to "B." When "B" is ready and takes the message, "A" is then resumed (unblocked).

Symmetrically, imagine a generator "A" that wants a message **from** "B." "A" yields its request (thus pausing "A") for the message from "B," and once "B" sends a message, "A" takes the message and is resumed.

One of the more popular expressions of this CSP message passing theory comes from ClojureScript's core.async library, and also from the go language. These takes on CSP embody the described communication semantics in a conduit that is opened between processes called a "channel."

**Note:** The term channel is used in part because there are modes in which more than one value can be sent at once into the "buffer" of the channel; this is similar to what you may think of as a stream. We won't go into depth about it here, but it can be a very powerful technique for managing streams of data.

In the simplest notion of CSP, a channel that we create between "A" and "B" would have a method called take(..) for blocking to receive a value, and a method called put(..) for blocking to send a value.

This might look like:

var ch = channel();

function \*foo() {

var msg = yield take( ch );

console.log( msg );

}

function \*bar() {

yield put( ch, "Hello World" );

console.log( "message sent" );

}

run( foo );

run( bar );

// Hello World

// "message sent"

Compare this structured, synchronous(-looking) message passing interaction to the informal and unstructured message sharing that ASQ#runner(..) provides through the token.messages array and cooperative yielding. In essence, yield put(..) is a single operation that both sends the value and pauses execution to transfer control, whereas in earlier examples we did those as separate steps.

Moreover, CSP stresses that you don't really explicitly "transfer control," but rather you design your concurrent routines to block expecting either a value received from the channel, or to block expecting to try to send a message on the channel. The blocking around receiving or sending messages is how you coordinate sequencing of behavior between the coroutines.

**Note:** Fair warning: this pattern is very powerful but it's also a little mind twisting to get used to at first. You will want to practice this a bit to get used to this new way of thinking about coordinating your concurrency.

There are several great libraries that have implemented this flavor of CSP in JavaScript, most notably "js-csp" (<https://github.com/ubolonton/js-csp>), which James Long (<http://twitter.com/jlongster>) forked (<https://github.com/jlongster/js-csp>) and has written extensively about (<http://jlongster.com/Taming-the-Asynchronous-Beast-with-CSP-in-JavaScript>). Also, it cannot be stressed enough how amazing the many writings of David Nolen (<http://twitter.com/swannodette>) are on the topic of adapting ClojureScript's go-style core.async CSP into JS generators (<http://swannodette.github.io/2013/08/24/es6-generators-and-csp>).

### asynquence CSP emulation

Because we've been discussing async patterns here in the context of my asynquence library, you might be interested to see that we can fairly easily add an emulation layer on top of ASQ#runner(..) generator handling as a nearly perfect porting of the CSP API and behavior. This emulation layer ships as an optional part of the "asynquence-contrib" package alongside asynquence.

Very similar to the state(..) helper from earlier, ASQ.csp.go(..) takes a generator -- in go/core.async terms, it's known as a goroutine -- and adapts it to use with ASQ#runner(..) by returning a new generator.

Instead of being passed a token, your goroutine receives an initially created channel (ch below) that all goroutines in this run will share. You can create more channels (which is often quite helpful!) with ASQ.csp.chan(..).

In CSP, we model all asynchrony in terms of blocking on channel messages, rather than blocking waiting for a Promise/sequence/thunk to complete.

So, instead of yielding the Promise returned from request(..), request(..) should return a channel that you take(..) a value from. In other words, a single-value channel is roughly equivalent in this context/usage to a Promise/sequence.

Let's first make a channel-aware version of request(..):

function request(url) {

var ch = ASQ.csp.channel();

ajax( url ).then( function(content){

// `putAsync(..)` is a version of `put(..)` that

// can be used outside of a generator. It returns

// a promise for the operation's completion. We

// don't use that promise here, but we could if

// we needed to be notified when the value had

// been `take(..)`n.

ASQ.csp.putAsync( ch, content );

} );

return ch;

}

From Chapter 3, "promisory" is a Promise-producing utility, "thunkory" from Chapter 4 is a thunk-producing utility, and finally, in Appendix A we invented "sequory" for a sequence-producing utility.

Naturally, we need to coin a symmetric term here for a channel-producing utility. So let's unsurprisingly call it a "chanory" ("channel" + "factory"). As an exercise for the reader, try your hand at defining a channelify(..) utility similar to Promise.wrap(..)/promisify(..) (Chapter 3), thunkify(..) (Chapter 4), and ASQ.wrap(..) (Appendix A).

Now consider the concurrent Ajax example using asyquence-flavored CSP:

ASQ()

.runner(

ASQ.csp.go( function\*(ch){

yield ASQ.csp.put( ch, "http://some.url.2" );

var url1 = yield ASQ.csp.take( ch );

// "http://some.url.1"

var res1 = yield ASQ.csp.take( request( url1 ) );

yield ASQ.csp.put( ch, res1 );

} ),

ASQ.csp.go( function\*(ch){

var url2 = yield ASQ.csp.take( ch );

// "http://some.url.2"

yield ASQ.csp.put( ch, "http://some.url.1" );

var res2 = yield ASQ.csp.take( request( url2 ) );

var res1 = yield ASQ.csp.take( ch );

// pass along results to next sequence step

ch.buffer\_size = 2;

ASQ.csp.put( ch, res1 );

ASQ.csp.put( ch, res2 );

} )

)

.val( function(res1,res2){

// `res1` comes from "http://some.url.1"

// `res2` comes from "http://some.url.2"

} );

The message passing that trades the URL strings between the two goroutines is pretty straightforward. The first goroutine makes an Ajax request to the first URL, and that response is put onto the ch channel. The second goroutine makes an Ajax request to the second URL, then gets the first response res1 off the ch channel. At that point, both responses res1 and res2 are completed and ready.

If there are any remaining values in the ch channel at the end of the goroutine run, they will be passed along to the next step in the sequence. So, to pass out message(s) from the final goroutine, put(..) them into ch. As shown, to avoid the blocking of those final put(..)s, we switch ch into buffering mode by setting its buffer\_size to 2 (default: 0).

**Note:** See many more examples of using asynquence-flavored CSP here (<https://gist.github.com/getify/e0d04f1f5aa24b1947ae>).

## Review

Promises and generators provide the foundational building blocks upon which we can build much more sophisticated and capable asynchrony.

asynquence has utilities for implementing iterable sequences, reactive sequences (aka "Observables"), concurrent coroutines, and even CSP goroutines.

Those patterns, combined with the continuation-callback and Promise capabilities, gives asynquence a powerful mix of different asynchronous functionalities, all integrated in one clean async flow control abstraction: the sequence.